| $\begin{aligned} & 1 . \\ & 2 . \end{aligned}$ | December 9, 1978 5:58PM in <VANMELLE>WW. SAV; 8112 |  | QINITIRLIZE |
| :---: | :---: | :---: | :---: |
|  | !TOSPACE | 48. | QRECEIVE |
|  | \$INITIALIZE |  | QSET!PARAMETERS |
|  | \$TEST | 49. | RANDOMCOMPARE |
| 3. | ADDATTRIBUTE |  | REROY!CONTRACT |
|  | AOOOBJECT |  | READYCOMPARE |
|  | ANNOUNCE!TASK | 58. | REANNOUNCE!TASK |
| 4. | ATTRIBUTEP |  | RELEASE!TRSK |
|  | AWRRD |  | RESIMULATE |
| 5. | BID | 51. | RESUME!TASK |
|  | CHECKIBIDS |  | RETRIEVE!OBJECT |
| 6. | CHECKIELIGIBILITY | 52. | SAME!STATUS!CHECK |
|  | CILP |  | SDISPLRY |
| 7. | CILPARSE |  | SENDMESSAGE |
| 8. | CNET | 53. | SET!PRRAME TERS |
|  | CNET* | 56. | SIMULATE |
| 9. | DEFINE IOBJECT | 58. | STORE ! OBJECT |
|  | DELETE! OBJECT | 59. | STORE!TASK!OBJECT |
| 18. | DELETE!PSEUDO! CONTRACT |  | SUSPEND |
|  | DIRECTED! ${ }^{\text {duAR }}$ | 68. | TERMINATE |
|  | DISPLAY!CONTRACT |  | TERMINATE!SUBCONTRACTS |
| 11. | DISPLAY!EVENT | 61. | UPDATE!ACTIVE!TASK! ANNOUNCEMENTS |
| 12. | DISPLAY!EVENTS!AT!TIME | 62. | UPDRTE! NODE |
|  | OISPLAY!MESSAGE | 63. | UPDATE!OBJECT |
| 13. | DISPLAYINODE | 64. | UPDATE!TASK!TIME |
| 14. | DISPLAY!PARAMETERS |  | VALUEP |
| 15. | DISPLAY!RECORDS |  |  |
| 16. | DISPLAY!STATISTICS |  |  |
| 17. | EXTENO!BORRD |  |  |
| 18. | FINAL!REPORT |  |  |
|  | FIND! SUBCONTRACT |  |  |
| 19. | GENERATE ! SUBTASK |  |  |
| 28. | GET! TASK! RNNDUNCEMENT |  | The text layer for this file |
| 21. | GOOD!BORRD |  | nerated by OCR. Expect errors. |
| 22. | INITCIL |  | erated by OCR. Expect errors. |
| 24. | INITIALIZE |  |  |
|  | INSTALL!DISPLAY!EVENT |  |  |
| 25. | INSTALL!EVENT |  |  |
|  | INSTALL!INTERNRL!EVENT |  |  |
| 26. | INTERIM!REPORT |  |  |
| 27. | MAKE!BID |  |  |
| 28. | NEW!BORRD |  |  |
| 29. | NEXT!CONTRACT |  |  |
| 38. | NEXT!EVENT |  |  |
| 31. | NODE! SEARCH |  |  |
| 32. | OBJECTP |  |  |
|  | OUTSTRNDING!SUBCONTRACTS |  |  |
|  | PARSE!NODE!ABSTRACTION |  |  |
| 33. | PARSE!TASK!ABSTRACTION |  |  |
|  | PROCESS! ACKNOWLEDGEMENT |  |  |
|  | PROCESS! $\mathrm{PNNOUNCED!AWARD}$ |  |  |
| 34. | PROCESS!BID |  |  |
| 35. | PROCESS!CONTRACT |  |  |
| 36. | PROCESS!DIRECTED!AWARD |  |  |
| 37. | PROCESSIDISPLAYIEVENT | , |  |
| 38. | PROCESS!FINAL!REPORT |  |  |
| 39. | PROCESS!INFORMATION |  |  |
| 48. | PROCESS!INTERIM!REPORT |  |  |
| 41. | PROCESS!INTERNAL!EVENT |  |  |
|  | PROCESS!MESSAGE |  |  |
| 42. | PROCESS ! NODE ! AVAILABILITY!ANNOUNCEMENT |  |  |
|  | PROCESS!REQUEST |  |  |
|  | PROCESS!TASK!ANNOUNCEMENT |  |  |
| 45. | PROCESS!TERMINATION |  |  |
|  | QRNNOUNCE |  |  |
| 46. | QARANK |  |  |
|  | QBRANK |  |  |
|  | QDISPLAY |  |  |
| 47. | QFINALIZE |  |  |

December 9, 1978 5:58PM in <VRNMELLE>WW.SAV; 81121 by RGSMITH

Fns on CNET:

| ! TOSPACE | PRRSE!TASK!RBSTRACTION |
| :---: | :---: |
| \$INITIALIZE | PROCESS!ACKNOULEDGEMENT |
| STEST | PROCESS!ANNOUNCES!AMARD |
| hadattribute | PROCESS!BID |
| ADDOBJECT | PROCESS!CONTRACT |
| ANNOUNCE!TASK | PROCESS!DIRECTED!AWARD |
| ATTRIBUTEP | PROCESS!OISPLRY!EVENT |
| ANARD | PROCESS!FINAL!REPORT |
| BID | PROCESS!INFORMATION |
| CHECK!BIDS | PROCESS!INTERIM!REPORT |
| CHECK!ELIGIBILITY | PROCESS! INTERNAL!EVENT |
| CILP | PROCESS!MESSAGE |
| CILPARSE | PROCESS!NODE!RVRILABILITY!ANNOUNCEMENT |
| CNET | PROCESS!REQUEST |
| CNET* | PROCESS! TASK! ${ }^{\text {anNOUNCEMENT }}$ |
| DEFINE!OBJECT | PROCESS! TERMINATION |
| DELETE! OBJECT | afnnounce |
| DELETE!PSEUDO!CONTRACT | QARANK |
| DIRECTED! AH HRD | QBRANK |
| DISPLAY!CONTRACT | QDISPLAY |
| DISPLAY!EVENT | OFINALIZE |
| DISPLAY!EVENTS!AT!TIME | Qinitialize |
| DISPLAY!MESSRGE | QRECEIVE |
| DISPLAY!NODE | QSET!PARAMETERS |
| DISPLAY!PARAMETERS | RANDOMCOMPARE |
| DISPLAY!RECORDS | RERDY! CONTRACT |
| DISPLAY!STATISTICS | RERDYCOMPARE |
| EXTEND!BOARD | REFANOUNCE!TASK |
| FINAL!REPORT | RELEASE!TRSK |
| FIND!SUBCONTRACT | RESIMULATE |
| GENERATE!SUBTASK | RESUME! TASK |
| GET!TASK!ANNOUNCEMENT | RETRIEVE!OBJECT |
| G000!BOARD | SAME!STATUS!CHECK |
| INITCIL | SDISPLRY |
| INITIALIZE | SENDMESSAGE |
| INSTALL!DISPLAY!EVENT | SET! PARAMETERS |
| INSTRLL!EVENT | SImulate |
| INSTALL! INTERNAL!EVENT | STORE!OBJECT |
| INTERIM!REPORT | STORE!TASK!OBJECT |
| MAKE!BIO | SUSPEND |
| NEW!BOARD | TERMINATE |
| NEXT!CONTRACT | TERMINATE!SUBCONTRACTS |
| NEXT!EVENT | UPDATE ! ACTIVE!TASK! ANNOUNCEMENTS |
| NODE SSEARCH | UPDATE! NODE |
| OBJECTP | UPDATE ! OBJECT |
| OUTSTANDING!SUBCONTRACTS | UPDATEITASKITIME |
| PARSE! NODE!ABSTRACTION | VALUEP |

```
(|TOSPACE
    [LAMBDA (x) (% rqs: "11-0ct-78 21:86")
        (MKSTRING (PACK (SUBST " " '! (UNPACK x])
Called by: DISPLAY!EVENT OISPLAY!MESSRGE
Explanation: Replaces "!" with " " in atom names for cleaner output.
rgs: 18-Sep-78 08:46 [CNET]
    $INITIALIZE
($INITIALIZE
    [LAMBDA (xnetsize restartflag)
    (辛 rgs: "10-Sep-78 88:46")
        (PROG (xprocedure xtask!template)
            (SETQ xprocedure (create PROCEDURE NAME ヶ'$TEST
                        CODE &'$TEST)\
                    (SETQ xtask!template (create TRSK!TEMPLRTE TYPE &'$TEST
                        EXECUTION!PROCEDURE &'$TEST))
            (for x from 1 to 2 do (STORE!OBJECT }x\mathrm{ 'PROCEDURE xprocedure)
                    (STORE!OBJECT x 'TASK!TEMPLATE (COPYALL xtask!template)))
            (RETURN (LIST (LIST '$TEST "This is T1")
                (LIST '$TEST "This is T2"J)
Calls: STOREIOBJECT
Explanation: A sample initial applications function. Such a function is called to initialize nodes in the net with applications-specific information for the simulation. The arguments are "xnetsize", the number of processor nodes in the distributed architecture, "restartflag", a flag that is \(T\) if at least one simulation has already been performed, and "olduserparamflag", a flag that can be set to \(T\) by the user during interaction with CNET if the current user parameters are 10 be used as defaults durirg acquisition of new parameters. All \(1 / 0\) should be done directly and required CNET functions should be used directly without going through CNET* since this function is handed in a special manner, and not through the generator structure. The initial applications function returns a list of two-element lists of the form "(type specification)", where "type" is the type of task, and "specification" is the task specification. The returned \(N\) tasks in the list are assigned as top-level contracts to the firsi \(N\) processor nodes. See QINITIRLIZE as an example for the N Queens problem.
```

rgs: 11-Oct-78 21:04 [CNET]
\$TEST
(\$TEST
[LAMBDR (xpnode xname xspecification xcontract)
(* rgs: "11-0ct-78 21:84") (PROG NIL
(UPDRTE!TASK!TIME 1)
(CNET: 'SOISPLAY (LIST xspecification))
(UPDATE!TASK!TIME 1)
(CNET* 'GENERRTE!SUBTASK (LIST (LIST '\$TEST "This is subtask 1")))
(UPDATE!TASK!TIME 1)
(CNET*'GENERRTE!SUBTASK (LIST (LIST '\$TEST "This is subtask 2")))
(TERMINATEJ)
Calls:
CNET* TERMINATE UPDATE!TASK!TIME
Explanation: A sample task execution procedure. Such a function is called to execute a task. The arguments are "xpnode", the name of the node in which the task is being executed, "xname", the name of the contract for the task, "xspecification", the task specification, and "xcontract", the complete contract record. Such functions are implemented as generators and must access all CNET functions through CNET* (they are suspended each time a call to CNET* is made-for quasi parallelism).

Two special functions are available, SUSPENO, which moves the contract to the suspended state, and TERMINATE, which moves the contract to the terminated state.

No value is returned. See CNET*, SUSPEND, and TERMINATE for details on how they are called. See EXTEND!BORRD as an example for the $N$ Queens problem.


```
rgs: 17-0ct-78 80:15 [CNET]
GRTTRIBUTEP
    [LRMBDA (xobject xattribute) (% rgs: "17-0ct-78 00:15")
        (COND
            ((OBJECTP xobject)
                    (COND
                    ((MEMBER xattribute (RECORDFIELDNAMES (RECLOOK xobject)))
                            T)
                            (T (WRITE "CIL error: " xattribute " is not a valid attribute of " xobjoct)
                                    NIL])
Calls: OBJECTP
Explanation: Returns T if "xattribute" is a valid attribute of the object "xobject". If "xobject" is not a valid
    object or "xattribute" is not a valid attribute of "xobject" then WRITEs an error message and returns NIL.
```

```
rgs: 18-Sep-78 13:30 [CNET]
```

rgs: 18-Sep-78 13:30 [CNET]
AWARD
AWARD
(AWARD
(AWARD
[LAMBDA (xpnode xname xaddresses) (% rgs: "18-Sep-78 13:38")
[LAMBDA (xpnode xname xaddresses) (% rgs: "18-Sep-78 13:38")
(PROG (sc)
(PROG (sc)
\SETQ sc (NODE!SEARCH xpnode xname 'RNNOUNCED T T))
\SETQ sc (NODE!SEARCH xpnode xname 'RNNOUNCED T T))
[SENDMESSAGE xpnode (IPLUS lime tpb tsaw)
[SENDMESSAGE xpnode (IPLUS lime tpb tsaw)
xaddressee
xaddressee
(create ANNOUNCED!RWARD NAME * xname TASK!SPECIFICRTION \&(fetch (TASK SPECIFICRTION)
(create ANNOUNCED!RWARD NAME * xname TASK!SPECIFICRTION \&(fetch (TASK SPECIFICRTION)
of (RETRIEVE!OBJECT
of (RETRIEVE!OBJECT
xpnode
xpnode
'TASK
'TASK
(fetch (SUBCONTRACT TRSK)
(fetch (SUBCONTRACT TRSK)
of (CAR sc)
of (CAR sc)
(*) note the name of the contractor in
(*) note the name of the contractor in
the subcontract record)
the subcontract record)
(replace (SUBCONTRACT CONTRACTOR) of (CAR sc) with xaddresseel)
(replace (SUBCONTRACT CONTRACTOR) of (CAR sc) with xaddresseel)
Calls: NODE!SERRCH RETRIEVE!OBJECT SENDMESSAGE
Calls: NODE!SERRCH RETRIEVE!OBJECT SENDMESSAGE
Called by: CHECK!BIOS PROCESS!BID
Called by: CHECK!BIOS PROCESS!BID
Freevars: time tpb tsaw
Freevars: time tpb tsaw
Explanation: Sends an award message to "xaddressee" from "xprode" for contract "xname". Updates the appropriate
Explanation: Sends an award message to "xaddressee" from "xprode" for contract "xname". Updates the appropriate
subcontract record.

```
        subcontract record.
```

```
rgs: 12-Sep-78 01:86 [CNET]
(BID
    ILRMBDR (xpnode xcontract xmanager xtype xbid!specification) (* rgs: "12-Sep-78 81:86")
        (PROG (xpnode! xbidconsproc xnode!abstraciion)
            (SETQ xpnode! (ELT NET xpnode))
            (SETQ xbidconsproc (fetch (TASK!TEMPLATE BID!CONSTRUCTION!PROCEDURE) of (RETRIEVE!OBJECT xpnode
                            'TASK!TEMPLATE xtype)
                                    ))
            [COND
                (xbidconsproc (SETQ xnode!abstraction (APPLY (fetch (PROCEDURE CODE) of (RETRIEVE!OBJECT xpnode
                                    'PROCEDURE
                                    xbidconsproc))
                                    (LIST xpnode xbid!specification]
            (SENOMESSAGE xpnode (IPLUS time tb)
                        xmanager
                        (create BIO NAME + xcontract NODE!ABSTRACTION + xnode!abstraction])
CalIs: RETRIEVE!OBJECT SENDMESSAGE
Called by: MAKE!BID
Freevars: NET tb time
Explanation: Makes a bid on contract with name "xcontract" to manager "xmanager" irom node "xpnode". The bid
    specification "xbid!specification" and the task type "xtype" are used to access the appropriate bid
        construction procedure and construct the bid.
```

```
rgs: 27-Oct-78 10:58 [CNET]
```

rgs: 27-Oct-78 10:58 [CNET]
CHECK!BIDS
CHECK!BIDS
(CHECKIBIDS
(CHECKIBIDS
[LAMBDA (xpnode xname) (* rgs: "27-0ct-78 10:50")
[LAMBDA (xpnode xname) (* rgs: "27-0ct-78 10:50")
(PROG (xpnode! sc active!bids xawproc)
(PROG (xpnode! sc active!bids xawproc)
(SETQ sc (NODE!SEARCH xpnode xname 'ANNOUNCED NIL T))
(SETQ sc (NODE!SEARCH xpnode xname 'ANNOUNCED NIL T))
CCOND
CCOND
(sc (SETQ active!bids (CADR sc))
(sc (SETQ active!bids (CADR sc))
ISETQ xawproc (fetch (TRSK AWARO!PROCEDURE) of (RETRIEVE!OBJECT xpnode 'TRSK (fetch (SUBCONTRACT TASK)
ISETQ xawproc (fetch (TRSK AWARO!PROCEDURE) of (RETRIEVE!OBJECT xpnode 'TRSK (fetch (SUBCONTRACT TASK)
of (CAR sc)
of (CAR sc)
[COND
[COND
(xawproc
(xawproc
(* if there is an award procedure for the task then apply it to the list of bids
(* if there is an award procedure for the task then apply it to the list of bids
(or the empty list if there are no bids))
(or the empty list if there are no bids))
(APPLY (fetch (PROCEDURE CODE) of (RETRIEVE!OBJECT xpnode 'PROCEDURE xawproc))
(APPLY (fetch (PROCEDURE CODE) of (RETRIEVE!OBJECT xpnode 'PROCEDURE xawproc))
(LIST xpnode xname active!bids)))
(LIST xpnode xname active!bids)))
(T
(T
(% otherwise if there are bids then make
(% otherwise if there are bids then make
an announced award to the first one on
an announced award to the first one on
the list -
the list -
if no bids then reannounce)
if no bids then reannounce)
ICOND
ICOND
[active!bids (AHRRD xpnode xname (fetch (ACTIVE!BID CONTRACTOR) of (CAR active!bids]
[active!bids (AHRRD xpnode xname (fetch (ACTIVE!BID CONTRACTOR) of (CAR active!bids]
(T (RERNNOUNCE!TRSK xpnode xname]
(T (RERNNOUNCE!TRSK xpnode xname]
(RETURN TI)
(RETURN TI)
(T (RETURN NILJ)
(T (RETURN NILJ)
Calls: AWRRD NODE!SEARCH REFNNOUNCE!TASK RETRIEVE!OBJECT
Calls: AWRRD NODE!SEARCH REFNNOUNCE!TASK RETRIEVE!OBJECT
Called by: PROCESS!INTERNAL!EVENT
Called by: PROCESS!INTERNAL!EVENT
Explanation: Checks the bids on the contract with name "xname" in node "xpnode" at the end of the expiration time.
Explanation: Checks the bids on the contract with name "xname" in node "xpnode" at the end of the expiration time.
If the contract has been awarded then returns T. If the contract has not been awarded then calls the award
If the contract has been awarded then returns T. If the contract has not been awarded then calls the award
procedure for the task. If no award procedure exists, then awards the contract to the first bidder in the
procedure for the task. If no award procedure exists, then awards the contract to the first bidder in the
active!bids list. If no bids have been received, then reannounces the contract.

```
        active!bids list. If no bids have been received, then reannounces the contract.
```

```
rgs: 27-Oct-78 18:23 [CNET]
CHECKIELIGIBILITY
(CHECK!ELIGIBILITY
    [LAMBDR (xpnode elspec) (# rgs: "27-0ct-78 10:23")
        (PROG (pelspec)
        (SETQ pelspec (for x in elspec always (CILPARSE x ELSPECGRMMMARD))
        (RETURN pelspec])
Calls: CILPARSE
Called by: MAKE!BID PROCESS!DIRECTED!AWARD PROCESS!TASK!RNNOUNCEMENT
Freevars: ELSPECGRAMMAR
Explanation: Checks to see if node "xpnode" meets the eligibility specification "elspec", and, if so returns T.
    ANDS a series of statements written according to "elspecgrammar".
rgs: 17-Oct-78 22:04 [CNET] CILP
SCILP
    [LAMBDR (word) (* rgs: "17-0ct-78 22:84")
        (CONO
            ([SOME CILCLASSES (FUNCTION (LAMBDA (class)
                                    (FMEMB word (GETPROP class 'POSSIBLEVALUES)
                T)
            (T NIL])
Freevars: CILCLASSES
```

```
(CILPARSE
    [LRMBDA (phrase grammar) (* rgs: "25-0ct-78 81:21")
        (PROG (match)
            (SETO match (INTERPRET phrase (COND
                                    (grammar grammar)
                                    (T CILGRAMMMR))
                                    CILCLASSES NIL T))
                    (COND
                    ((RND (lotch (INTERPRETATION MRTCH) of match)
                        (NOT (fetch (INTERPRETATION REMAININGPHRRSE) of match)))
                (RETURN match))
                    ((fetch (INTERPRETATION MATCH) of match)
                    (WRITE "Parse succeeded, but words remain in phrase")
                        (WRITE)
                (WRITE "Resulis: " (feich (INTERPRETRTION RESULTS) of match))
                (WRITE "Remaining words: " (fetch (INTERPRETATION REMAININGPHRASE) of match))
                (HRITE "Bindings: " (tetch (INTERPRETATION BOUNDCLASSES) of match))
                (RETURN match))
                IT [COND
                    [(fetch (INTERPRETRTION RESULTS) of match) (* remove duplicate templates)
                                (replace (INTERPRETRTION RESULTS) of match with (INTERSECTION (fetch (INTERPRETATION RESULTS)
                                    of match)
                                    (fetch (INTERPRETATION RESULTS)
                                    of match)))
                                (WRITE "Parse failed: " (LENGTH (fetch (INTERPRETRTION RESULTS) of match))
                            " template(s) partially matched")
                                (for }x\mathrm{ in (facch (INTERPRETATION RESULTS) of match)
                        do (LRITE)
                                    (WRITE (Parlialiy matched templáte:)
                                    i| a
                                    (fetch (FRJLURE TEMPLRTE) of x))
                                    (WRITE '(Semantic Predicate and Retion Functions)
                                    " "
                                    (feich (FAILURE FUNCTIONS) of x))
                                    (HRITE '(Unmatched portion of template:)
                                    " "
                                    (fetch (FAILURE REMTEMPLATE) of x))
                                    (WRITE '{Unmatched portion of phrase:)
                                    |
                                    (feich (FAILURE REMPHRASE) Of x))
                                    (HRITE 'Bindings:)
                                    (for y in (fetch (FAILURE FBINDINGS) of x) do (WRITE " " y))
                                    (COND
                                    ((NOT (fetch (FAILURE REMPHRRSE) of x))
                                    (WRITE "Semantic Predicate Failed"]
                                    (T (WRITE '(Parse failed: No templates matched)
                                    (RETURN NILJ)
Calied by: CHECKIELIGIBILITY
Freevars: CILCLASSES CILGRRMMAR
Explanation: Parses "phrase" using CILGRAMMAR and CILCLASSES.
```

ICNET
LAMBDA (restartflag oldenetparamflag olduserparamflag) ..... (\% rq5: "26-Sep-78 01:13")
(PROG (tamp)
(TTYOUT "(TERPRI)
[COND
( $(N O T$ restartflag)
〔SET!PARAMETERS (NOT oldcnetparamflag〕
(SIMULATE restartflag olduserparamflag)
(while (IGREATERP (SETG temp (RESIMULATE))8)
do CCOND( (EQ temp 1)(SIMULATE T T))(T (SETIPARAMETERS)
(SIMULATE NIL T])
Calls: RESIMULRTE SET!PARAMETERS SIMULRTE
Explanation: The top-level function in the CNET system. Starts a contract net simulation. "restartflag" is T if newparameters are not to be requested. "oldcnetparamflag" is T if the current cnet parameters are to be usedas defaults when new cnet parameter are requested. "olduserparamflag" is $T$ if the current user parametersare to be used as defaults when new user parameters are requested.
rgs: 7-Sep-78 05:33 [CNET] ..... CNET*
(CNET:
[LAMBDA (xfunction xarguments) ..... (* rgs: " 7-Sep-78 85:33")
(*) contract net system call -
used by a user program to access contract net system functions -
a user task processor (which is implemented as a generator through the possibilities list construct)
is suspended when such a call is made -
to give quasi-paralielism)
(PROG NIL
(COND
( (EQ 'RELEASE (RU-REVOIR NIL)) (ADIEU) (\% used to release the generator when a contract has been terminated by the manager)
1)
(APPLY xfunction (RPPEND (LIST xprode xname) xarguments)
Called by: \$TEST EXTEND!BORRD ARECEIVE
Freevars: xname xpnode
Explanation: Used by a user function to access CNET functions. This is the only mode of access to CNET functions that is to be used by the user functions that actually execute tasks. Every time CNET* is called, the calling function is suspended so as to simulate parallelism. "xfunction" is the name of the CNET function to be applied. "xarguments" is the list of arguments for the function.

## CDEFINE!OBJECT

[LAMBDA N (t rgs: "16-0ct-78 21:54")
(PROG (temp)
[SETA temp (CONS 'TYPERECORD (CONS (U-CASE (ARG N 1))
(LIST (for l from 2 to N collect (U-CASE (RRG N I]
(EVAL temp)
(ABDOBJECT (ARG N 1))
(APPLY 'ADDATTRIBUTE (for I from 2 to N collect (ARG N IJ)
Calis: RDDATTRIBUTE ADDOBJECT

Explanation: Makes a TYPERECORD deciaration using the first argument as the type of record. Calls ADDOBJECT and ADORTTRIBUTE to add the type of record to the list of objects defined in the common internode language, and the rest of the arguments to the list of atiributes.
rgs: 8-Sep-78 83:11 [CNET]
DELETE!OBJECT
(DELETE!OBJECT
[LAMBDA (xpnode xobject xkey) (* rgs: " 8-Sep-78 83:11") (PROG (xpnode! kb index otherindex other indexl xinstance) (SETQ xpnode! (ELT NET xpnode))
(SETQ kb (fetch (PNODE KNOWLEDGE!BRSE) of xpnode!))
[COND
((MEMBER xobject (RECORDFIELDNRMES 'KNOWLEDGE!BRSE))
[SETQ index (RECORDACCESS xobject kb (RECLOOK' 'KNOWLEDGEIBASE]
ISETQ xinstance (CAR (SOME index (FUNCTION (LAMBDA (x)
(EQURL (CADR $x$ )
xkey]
(COND
(xinstance (SETQ index (REMOVE xinstance index))
(RECORDRCCESS xobject kb (RECLOOK 'KNOHLEDGE!BRSE)
'replace index]
(T (SETQ index (fetch (KNOLLEDGE!BASE OTHER) of kb))
ISETQ otherindex (CAR (SOME index (FUNCTION (LAMBDA ( $x$ )
(EQURL (CAR $x$ )
xobject]
(SETQ xinstance (CAR (SOME (CDR otherindex) (FUNCTION (LAMBDA (x)
(EQUAL (CADR $x$ )
xkey]
(COND
(xinstance (SETQ otherindex 1 (REMOVE xinstance otherindex)) (SETQ index (SUBST otherindexl otherindex index)) (replace (KNOWLEDGE!BASE OTHER) of kb with index)
(RETURN xinstance])
Called by: DELETEIPSEUDO!CONTRACT PROCESSITERMINRTION UPDRTE!NOOE
Freevars: NET
Explanation: Removes an object from the knowledge base of node "xpnode". "xabject" is the 'type' of object, and "xkey" is the key that specifies the object. All objects are represented as record structures and the key must be the first field in the record siructure for the object to be deleted.

```
(DELETE!PSEUDO!CONTRACT
    [LAMBDA (xpnode xname) (* edit: "18-5ep-78 86:13")
        (PROG NIL
                            (* a psoudo-contract has state "pseudo")
                (COND
                    ((EQUAL (fetch (CONTRACT STATE) of (RETRIEVE:OBJECT xpnode 'CONTRACT xname))
                        'PSEUDO)
                        (DELETE!OBJECT xpnode 'CONTRACT xnama)
                    (RETURN T))
                    (T (RETURNJ)
Calis: DELETE!OBJECT RETRIEVEIOBJECT
Called by: PROCESS!INTERNAL!EVENT
Explanation: Removes the pseudo!contract with name "xname" from node "xpnode". If the contract was not awarded,
            then the pseudo-contract that was set up when a bid was made still has state 'pseudo'.
rgs: 27-Sep-78 21:36 [CNET]
    DIRECTED!AWARD
(DIRECTED!RWARD
    (LAMBDR (xpnode xname xaddressee xes xta xts) . (* rgs: "27-Sep-78 21:36")
        (PROG (sc)
            (SETQ sc (CAR (NODE!SERRCH xpnode xname 'ANNOUNCED T)))
            (SENOMESSRGE xpnode (IPLUS time tdaw)
                        xaddressee
                            (create DIRECTED!AWARD NAME * xname ELIGIBILITY!SPECIFICATION + xes TASK!ABSTRACTION *- xta
                        TRSKISPECIFICRTION - x(S))
                                    (% note the name of the prospective
                                    contractor in the subcontract record -
                                    bound to a "*" to indicate that
                                    acknowledgement has not yet been
            (replace (SUBCONTRACT CONTRRCTOR) of se with (CONS xaddressee'*])
-----------
Calls: NODE!SEARCH SENDMESSAGE
Called by: ANNOUNCE!TASK
Freevars: tdaw lime
Explanation: Sends a directed award message to "xaddressee" from "xpnode" for the contract with name "xname". Uses
    "xes" as eligibility specitication, "xabs" as lask abstraction, and "xts" as lask specitication.
```

rgs: 16-Jul-78 12:13 [CNET]
DISPLAY!CONTRACT
(DISPLRY!CONTRACT
[LAMBDA (c) (* rgs: "16-Jul-78 12:13")
(PROG NIL
(DISPLAY "+name: " (fetch (CONTRACT NRME) of e))
(DISPLAY " manager: " (fetch (CONTRACT MANAGER) of c))
(DISPLAY " subcontract/subcontractor:" (for $x$ in (COR (fetch (CONTRRCT SUBCONTRACTS) of e))
collect (LIST (fetch (SUBCONTRACT NAME) of $x$ )
(fetch (SUBCONTRACT CONTRACTOR) of $x$ ])
Explanation: Displays the name, manager, subcontract names and subcontracts for the contract record "c".

```
edit: 18-Sep-78 86:14 [CNET]
OISPLRYIEVENT
CDISPLAY!EVENT
    \LAMBDA (e forceflag) (% edit: "18-Sep-78 86:14")
        (PROG NIL
            (SELECTO (CAR (fetch (EVENT DRTA) of e))
                [DISPLAY!EVENT (COND
                                    (COR force{lag (AND (EQ (fatch (DISPLRY!EVENT TYPE) of (fatch (EVENT DRTA)
                                    of e))
                                    'SIMULATION)
                                    display!display!events!flag))
                                    (%. two types of display!event -
                                    task and simulation -
                                    lask display!events are always processed
                                    whereas simulation display!events are
                                    only processed when
                                    display!displaylevents!flag is set)
                                    (PROCESS!DISPLAY!EVENT (fetch (EVENT DRTA) of e]
                                    IINTERNAL!EVENT (COND
                                    (COR forceflag displaylinternal!ovents!flag)
                                    (DISPLRY)
                                    (DISPLAY "node: " (fetch (INTERNAL!EVENT PNODE) of (fetch (EVENT DRTA)
                                    of B)))
                                    (OISPLRY "contract: " (fetch (INTERNAL!EVENT NAME) of (fotch (EVENT ORTA)
                                    Of e)))
                                    COISPLAY "internal event: " (!TOSPRCE (fetch (INTERNAL!EVENT TYPE)
                                    of (fetch (EVENT DRTR) of e]
                                    (DISPLAY)
                                    IMESSAGE (COND
                                    ((OR force\lag display!messages!|lag)
                                    (DISPLAY!MESSAGE (fotch (EVENT DATR) of e)
                                    N[LJ)
Calls: !TOSPACE DISPLAY!MESSAGE PROCESS!DISPLAY!EVENT
Called by: DISPLAYIEVENTS!RT!TIME SIMULATE
Freevars: displayldisplay!eventslflag display!internal!events!flag display!messages!flag
Explanation: Displays the particulars of the event "e", If "forceflag" is T then the normal display flags are
    overridden, and the event is always displayed.
```

```
rgs: 10-Sep-78 13:34 [CNET]
(DISPLAY!EVENTS!RT!TIME
    [LAMBDA (t forceflag) (% rgs: "10-Sep-78 13:34")
        (PROG (e)
                (SETQ e eventlist)
                    (while e do (COND
                                    [(ILESSP t (fetch (EVENT TIME) of e))
                                    (COND
                                    ((fetch (EVENT LLINK) of e)
                                    (SETQ e (fetch (EVENT LLINK) of e)))
                                    (T (GO $$OUT)
                                    [(IGRERTERP i (fetch (EVENT TIME) of a))
                                    (COND
                                    (fatch (EVENT RLINK) of e)
                                    (SETO e (fetch (EVENT RLINK) of e)\)
                                    (T (CO $$OUT)
                                    (T (while (EQ t (fetch (EVENT TIME) of e)) do (OISPLRY!EVENT e forceflag)
                                    (COND
                                    ((fetch (EVENT RLINK) of e)
                                    (SETQ e (fetch (EVENT RLINK) of e)))
                                    (T (SETQ e NIL)
                                    (GO $$OUTJ)
Calls: DISPLRY!EVENT
Freevars: eventlist
Explanation: Displays the particulars of all events scheduled for fime "t". If "forceflag" is T then the normal
            display flags are overridden, and the events are always displayed.
```

rgs: 15-Aug-78 18:48 [CNET]
DISPLAY!MESSAGE
(DISPLAY!MESSAGE
[LRMBDA (m) (華 rgs: "15-Aug-78 18:48")
(PROG NIL
(DISPLRY)
(DISPLAY "To: " (fetch (MESSAGE RDDRESSEE) of m))
(DISPLRY "From: " (fateh (MESSAGE ORIGINATOR) of m))
[DISPLAY "Type: " (!TOSPACE (CAR (fetch (MESSAGE TEXT) of m]
(OISPLAY "Contract: " (CRDR (feich (MESSAGE TEXT) of m)))
(DISPLAYJ)
Calls: !TOSPACE
Called by: DISPLAY!EVENT
Explanation: Displays the addressee, originator, type, and contract name for message "m".

```
rgs: 15-Sep-78 21:58 [CNET]
OISPLRY!NODE
(DISPLRY!NODE
    [LAMBDR (xpnode forceflag) (* rgs: "15-Sep-78 21:50")
        (PROG (xpnode!)
            (SETG xpnode! (ELT NET xpnode))
            (COND
                ((OR forceflag (EQUAL (fetch (PNODE STATUS) of xpnode!)
                        "Busy")
                            (fetch (PNODE ANNOUNCED) of xpnode!))
                    (DISPLAY)
                            (DISPLAY "Node " xpnode)
                    [DISPLAY "Executing: " (LIST (feich (CONTRACT NAME) of (CRR (fetch (PNODE EXECUTING) of xpnode!]
                    [DISPLAY "Ready: " (for x in (fetch (PNODE READY) of xpnode!) collect (fetch (CONTRACT NAME)
                                    of (CAR x]
                                    COISPLAY "Announced: " (for x in (fetch (PNODE ANNOUNCED) of xpnode!) collect (fetch (SUBCONTRRCT NRME)
                                    of (CAR x]
                                    [DISPLAY "Suspended: " (for x in (fetch (PNODE SUSPENDED) of xpnode!) collect (fetch (CONTRACT NRME)
                                    of (CAR X]
                                    (DISPLAY "Terminated: " (for x in (fetch (PNODE TERMINRTED) of xpnode!) collect (fetch (CONTRACT NRME)
                                    (DISPLAYJ)
Called by: SIMULATE
Freevars: NET
Explanation: Displays the names of the contracts and subcontracts in the contract processing states of node "xpnode". If "forceflag" is \(T\) then the names are always displayed. Otherwise, they are only displayed if the node is "Busy".
```


## (DISPLAY!PRRAMETERS

\{LAMBDA NIL (\% rgs: " 5-Sep-78 23:32")
(DISPLAY)
(DISPLAY " CONTRACT NET Simulation Parameters
")
(DISPLAY " Number of Processor Nodes in Net: "netsize)
(DISPLAY " Applications lime unit expansion: " gain)
(DISPLAY " Contracts held in terminated state: "ntermes)
(DISPLAY "
CONTRACT NET Delay Parameters
")
(OISPLAY " Time to make a task announcement: " ta)
(DISPLAY" Time before a lask is reannounced: " tra)
(DISPLAY " Time to process a task announcement: " tpa)
(DISPLAY" Time to make a node availability announcement: " tna)
(DISPLAY " Time to process a node availability announcement: " tpna)
(DISPLAY " Time to make a bid: " (i))
(DISPLAY " Time to process a bid: " tpb)
(DISPLAY " Time to make an announced award: " tsaw)
(DISPLAY" Time to process an announced award: "tpsaw)
(DISPLAY " Time to make a directed award: " (daw)
(DISPLRY " Time to process a directed award: " tpdaw)
(DISPLRY" Time to acknowledge a directed award: "tack)
(DISPLAY " Time to process an acknowledgement: " tpack)
(DISPLRY " Time to make a report: "tr2)
(DISPLRY" Time to process a report: " ppr)
(DISPLRY" Time to generate a termination: " (t)
(DISPLAY " Time to process a termination: " $p \mathrm{pt}$ )
(DISPLAY " Time to generate a request: " treq)
(DISPLAY " Time to process a request: " tpreq)
(DISPLAY" Time to generate an information message: " (i)
(DISPLAY " Time to process an information message: "tpij)
Called by: SIMULATE
Freevars: gain netsize ntermes ta tack tb tdan ti tná tpa tpack tpb tplaw ipi tpna tpr tpreq tpsaw tpt tr2 tra treq
tsaw tt
Explanation: Displays the CONTRACT NET simulation parameters.

```
(DISPLAY!RECOROS
    [LAMBDA NIL (% rgs: "27-0ct-78 10:57")
        (PROG NIL (% this is to get the record definitions
                                    to show up in the LISTFNS file)
                                    (% it must be updated if a record
                    definition is changed or added)
            , (TYPERECORD PNODE (UTILIZRTION STATUS EXECUTING REAOY ANNOUNCED SUSPENDED TERMINATED
                    ACTIVE!TRSK!ANNOUNCEMENTS KNOWLEDGE!BASE TRSKCOUNTER))
            , (TYPERECORD KNOWLEDGE!BASE (CONTRACT TASK!TEMPLATE TASK NODE PROCEDURE DEVICE POSITION OTHER))
            '(TYPERECORD NODE (NAME DEVICE POSITION))
            '(TYPERECORD DEVICE (NRME TYPE NUMBER))
            '(TYPERECORD POSITION (NAME ARER LAT LONG))
            '(TYPERECORD CONTRACT (NRME MANAGER REPORT!RECIPIENTS RELATED!CONTRACTORS TASK RESULTS SUBCONTRACTS STATE))
            '(TYPERECORD SUBCONTRACT (NAME CONTRACTOR TASK RESULTS PREDECESSORS SUCCESSORS))
            '(TYPERECORD TASK!TEMPLATE (TYPE ANNOUNCEMENT!PROCEDURE RNNOUNCEMENT!RRNKING!PROCEDURE
                    BID!CONSTRUCTION!PROCEDURE BID!RANKING!PROCEDURE AWRRD!PROCEDURE
                    REFUSAL!PROCEDURE REFUSAL!PROCESSING!PROCEDURE REPORT!ACCEPTANCE!PROCEDURE
                    TERMINATION!PROCEDURE INFORMRTION!ACCEPTANCE!PROCEDURE EXECUTION!PROCEDURE
                    TASKS))
                    '(TYPERECORD TASK (NAME TYPE RNNOUNCEMENT!PROCEOURE RNNOUNCEMENT!RANKING!PROCEDURE BID!CONSTRUCTION!PROCEDURE
                        BID!RANKING!PROCEDURE AWARD!PROCEDURE REFUSAL!PROCEDURE REFUSAL!PROCESSING!PROCEDURE
                        REPORTIACCEPTANCE!PROCEDURE TERMINATION!PROCEDURE INFORMATION!ACCEPTANCE!PROCEDURE
                        EXECUTION!PROCEDURE SPECIFICATION))
                '(TYPERECORD PROCEDURE (NAME CODE))
                , (TYPERECORD EVENT (TIME DRTR LLINK RLINK))
                    , (TYPERECORD INTERNAL!EVENT (PNODE NAME TYPE DATA))
                    , (TYPERECORD DISPLAY!EVENT (PNODE TYPE DRTA))
            ( (TYPERECORD MESSAGE (TIME RDDRESSEE ORIGINATOR TEXT))
                    '(TYPERECORD TASK!RNNOUNCEMENT (NAME ELIGIBILITY!SPECIFICATION TASK!ABSTRACTION 8ID!SPECIFICATION
                                    EXPIRRTION!TIME)I
                    , (TYPERECORD ACTIVE!TASK!ANNOUNCEMENT (MANAGER CONTRACT TYPE RBSTRACTION BID!SPECIFICRTION TIME
                    EXPIRATION!TIME)\
                    '(TYPERECORD ACTIVEIBID (CONTRACTOR RBSTRACTION TIME))
                    * (TYPERECORD NODE!AVAILABILITY!ANNOUNCEMENT (NODE!ABSTRACTION ELIGIBILITYISPECIFICRTION EXPIRATIONITIME))
                    , (TYPERECORD BID (NAME NODE!ABSTRACTION))
                    '(TYPERECORD ANNOUNCED!AWARD (NAME TRSK!SPECIFICATION))
                    , (TYPERECORD DIRECTED!AWRRD (NAME ELIGIBILITY!SPECIFICATION TASK!ABSTRACTION TASK!SPECIFICRTION))
            '(TYPERECORD ACKNOWLEDGEMENT (NAME RESPONSE REFUSAL!JUSTIFICRTION))
            '(TYPERECORD INTERIM!REPORT (NAME RESULT!DESCRIPTION))
            (TTYPERECORD FINAL!REPORT (NAME RESULT!DESCRIPTION))
            '(TYPERECORD TERMINATION (NAME))
            , (TYPERECORD REQUEST (NAME REQUEST!SPECIFICATION))
            '(TYPERECORD INFORMATION (NRME INFORMRTION!SPECIFICATION))
            * (TYPERECORD BOARD (COLUMN Q A B C QUEENSS)
Explanation: Included so that CONTRACT NET record definitions appear in a file generated with "Iistfns".
```


## (DISPLRY!STRTISTICS <br> [LAMBDA NIL

(PROG (k ptu ptu2 temp)
(DISPLAY)
(DISPLAY "Time Units to Completion:" rtima)
(DISPLAY)
(DISPLAY "Communications Traffic Summary")

(DISPLAY)
(DISPLAY "Number of messages: " messagecounter)
(DISPLAY "Number of broadcast messages: " bdcstcounter)
(DISPLAY "Number of task announcements: " tacountar)
(DISPLRY "Number of bids: " bidcounter)
(DISPLAY "Number of announced awards: " accounter)
(DISPLAY "Number of directed awards: " dacounter)
(DISPLAY "Number of acceptances: " acccounter)
(DISPLAY "Number of refusals: " recounter)
(DISPLAY "Number of interim reporis: " ircounter)
(DISPLAY "Number of final reports: " frcounter)
(DISPLAY "Number of terminations: " tecounter)
(DISPLAY "Number of node availability announcements: " nacounter)
(DISPLAY "Number of requests: " rqcounter)
(DISPLAY "Number of information messages: " imcounter)
(DISPLAY)
(DISPLAY "Number of events: " eventcounter)
(DISPLAY)
(DISPLAY "Number of task re-announcements: " tracounter)
(DISPLAY)
(DISPLAY "Processor Node Utilization Statistics")

(DISPLAY)
(DISPLAY" Node Utilization")
(SETQ ptu $\theta$ )
(SETA ptu2 8)
(SETQ k a)
[for xpnode from 1 to netsiza do (COND
( (IGREATERP (SETQ temp (IDIFFERENCE (ELT utilization xpnode)
1))

## 0)

## (SETQ k (ROOL k))

(SETQ ptu (IPLUS ptu temp))
(SETO pluz (IPLUS ptu2 (ITIMES temp temp)))
(DISPLAY" "xpnode" " (FQUOTIENT temp ritime]
(DISPLAY)
(DISPLAY "Mean Processor Node Utilizations " (FQUOTIENT ptu (ITIMES k rtime)))
(DISPLAY "Standard Deviation: " (FQUOTIENT (SQRT (FQUOTIENT (FDIFFERENCE ptu2 (FQUOTIENT (ITIMES ptu ptu) k))
(SUB1 k)))
rtimel)
Called by: SIMULRTE
Freevars: acounter accounter bdcstcounter bidcounter dacounter eventcounter frcounter itmcounter ircounter messagecounter nacounter netsize recounter rqcounter rtime tacounter tecounter tracounter utilization

Explanation: Displays processor node utilization statistics for the simulation.

```
rgs: 16-Oct-78 21:54 [CNET]
    EXTEND!BOARD
(EXTEND!BORRD
    [LAMBDA (xpnode xname xspecitication xcontrac}) (% rgs: "16-0ct-78 21:54")
        (PROG (xboard nextrow xrow subtaskflag solutions)
            (SETQ nexirow 1)
            (do (SETQ xboard (NEW!BORRD (fetch (BORRD COLUMN) of xspecification)
                        (fetch (BORRD O) of xspecification)
                        (fetch (BORRD A) of xspecification)
                        (fetch (BORRD B) of xspecification)
                        (fetch (BOARD C) of xspecification)))
                (SETA (fetch (BOARD Q) of xboard)
                    (fetch (BOARD COLUMN) of xboard)
                    nextrow) (* augment the time by the time it takes
                            to generale a new board)
                (UPDATE!TRSK!TIME tqgenerate)
                    ICOND
                    ((GOOD!BORRD xboard)
                    (SETQ subtaskflag T)
                                    (* a valid board has been generated -
                                    start up another processor to extend it)
                                    {% first check to see if it is a
                                    solution to the problem -
                                    if so, then report success)
                    (COND
                            ((EQURL (feich (BORRD COLUAN) of xboard)
                                    qsize) (* augment the time by the time it takes
                                    to decide that a complete board has been
                                    generated)
                    (UPDATE!TASK!TIME tqsuccess) (* report success)
                    [CNET* 'SDISPLAY (LIST (CONS "Generated Board-->" (QDISPLAY (fatch (BORRD Q) of xboard]
                        [replace (CONTRACT RESULTS) of xcontract with (LIST (LIST 'SUCCESS 'BOARD 'Q (fetch (BORRD Q)
                                    of xboard]
                            [CNET:' 'FINAL!REPORT (LIST {LIST (LIST 'SUCCESS 'BORRD 'Q (fetch (BOARD Q) of xboard]
                    (TERMINRTE)))
                    (SETQ xrow (ELT (fetch (BOARD Q) of xboard)
                            (feich (BJARD COLUMN) of xboard)))
                            (SETA (fetch (BORRD A) of xboard)
                            xrow T)
                    (SETA (fetch (BORRD B) of xboard)
                            (IPLUS (fetch (BORRD COLUMN) of xboard)
                                    xrow)
                            T)
                                    (SETA (fetch (BORRD C) of xboard)
                                    (IDIFFERENCE (IPLUS qsize xrow)
                                    (fetch (BOARD COLUMN) of xboard))
                                    T)
                                    (replace (BOARD COLUMN) of xboard with (RDD1 (fetch (BORRD COLUMN) of xboard)))
                                    (* augment the time by the time it takes
                                    to package a subtask)
                                    (UPDRTE!TASK!TIME qqsubtask)
                                    {CNET* 'SOISPLAY (LIST (CONS "Generated Board-->" (QDISPLAY (fatch (BOARD Q) of xboard]
                                    (CNET* 'GENERATE!SUBTASK (LIST (LIST 'EXTENDIBOARD xboard)
                                    (SETQ nextrow (ADD1 nextrow)) until (IGREATERP nextrow qsize))
                    (COND
                        \subtaskflag (COND
                            ((fetch (CONTRACT RESULTS) of xcontract)
                                    (QRECEIVE xpnode xname xcontract))
                                    (T (SUSPEND)
                                    (QRECEIVE xpnode xname xcontracts
            (T
(*: augment the time by the time it takes
to determine that no valid boards can be
generated)
(* report failure)
                                    (UPDATE!TASKITIME tq{ailure)
                                    * report failure)
                                    [replace (CONTRACT RESULTS) of xconträct with '({FAILURE]
                                    [CNET**'FINAL!REPORT (LIST \LIST \LIST 'FAILURE]
                    (TERMINATE])
CalIs: CNET* GOODIBOARD NEWIBOARD QDISPLAY QRECEIVE SUSPEND TERMINATE UPDATE!TASKITIME
```

```
Freevars: qsize tqfailure tqgenerate tqsubtask tqsuccess
Explanation: The task execution function for the N Queens 'extend!board' task. "xpnode" is the node in which the
    function is being executed, "xname" is the name of the contract. "xspecification" is the
    'task!specification', and "xcontract" is the contract record.
        Generates subtasks by adding 1 new queen to the existing board to each possible row for the next column.
        Accepts reports and passes them on according to the report strategy set up in QSETIPRRAMETERS. Updates task
        time for a realistic of concurrency.
```





```
rgs: 16-0ct-78 21:54 [CNET]
(GOOD!BOARD
    [LAMBDA (xboard) (* rgs: "16-0ct-78 21:54")
        (PROG (c r)
            (SETQ c (fetch (BOARD COLUMN) of xboard))
            (SETQ r (ELT (fetch (BORRD a) of xboard)
                    c))
            (RETURN (NOT (OR (ELT (fatch (BORRD A) of xboard)
                                    r)
                                    (ELT (fetch (BORRD B) of xboard)
                                    (IPLUS ( r))
                                    (ELT (fetch (RORRD C) of xboard)
                                    (IDIFFERENCE (IPLUS qsize r)
                                    c])
Called by: EXTEND!BORRD
Freevars: qsize
Explanation: Returns T if the board "xboard" is a plausible partial solution for the N Queens problem.
```

```
[LAMBDA NIL (* rgs: "27-0ct-78 10:26")
(PROG NIL
[SETQQ CILGRAMMAR (((#verb!phrase #noun!phrase #object!phrase)
                                    (T (LIST #verb!phrase #noun!phrase #object!phrase)))
                                    ((#noun!phrase)
                            (T #noun!phrase))
                            ((#verb!phrase #noun!phrase)
                            (T (LIST #verb!phrase #noun!phrase)))
                    ((#verb!phrase)
                            (T #verb!phrase)
                ISETQQ ELSPECGRAMMAR (((#OBJECT #attval)
                    ((for x in #attval always (RTTRIBUTEP #OBJECT (CAR x)))
                (PROC (xobject)
                    (SETQ xobject (RETRIEVE!OBJECT xpnode #OBJECT (CADAR #attval)
                                    (CARR #aftval)))
                    (RETURN (EQUAL (CRDRDR #attval)
                                    (RECORDACCESS (CRADR #attval)
                                    xobject
                                    (RECLOOK HOBJECT)
[SETQQ TABSGRAMMAR (((HOBJECT (Hattval))
                            ((for x in #atlval always (RTTRIBUTEP #OBJECT (CAR x)))
                (CONS #OBJECT #a!tval)
                    [SETQQ BSPECGRAMMAR (((#VERB)
                            (T (LIST #VERB)))
                        ((#OBJECT #att1)
                        (T (COND
                                    ((for }x\mathrm{ in #at I1 always (RTTRIBUTEP #OBJECT x))
                                    (CONS #OBJECT #at!1]
[SETQQ REPGRAMMAR (((#OBJECT (#attval))
                            ((for x in #attval ALHAYS (ATTRIBUTEP #OBJECT (CAR x)))
                                (CONS #OBJECT #attval)))
                        ((HVALUE)
                        (T (LIST AVALUE)
                    (SETQ REQGRAMMAR NIL)
[SETQQ INFOGRAMMAR (((#OBJECT (#ativai))
                                    ((for x in #attval RLUAYS (RTTRIBUTEP #OBJECT (CAR x)))
                            (CONS #OBJECT #attval]
[PUTPROP ' #ADJECTIVE 'POSSIGLEVRLUES (COPY '(BUSY EVERY OWN]
IPUTPROP ' #RTTRIBUTE 'POSSIBLEVRLUES
                            (COPY '(RNNOUNCEMENT!PROCEOURE ANNOUNCEMENT!RANKING!PROCEDURE RREA AWARD!PROCEDURE
                        BID!CONSTRUCTION!PROCEDURE BID!RANKING!PROCEDURE CODE DEVICE
                        EXECUTION!PROCEDURE INFORMATION!ACCEPTANCE!PROCEDURE LRT LONG MANRGER
                        NAME NUMBER POSITION PREDECESSOR REFUSRL!PROCEDURE
                        REFUSRL!PROCESSING!PROCEDURE RELATED!CONTRACTOR REPORT!RECIPIENT
                        RESULT SUBCONTRACT SUCCESSOR SPECIFICATION TYPE]
                    (PUTPROP '#GUXILIARY 'POSSIBLEVRLUES '(MUST))
(PUTPROP '#CONNECTIVE 'POSSIBLEVRLUES '(RND NOT OR))
[PUTPROP '#OBJECT 'POSSIBLEVALUES (COPY '(CONTRACT DEVICE NODE POSITION PRDCEDURE TASK TASK!TEMPLATE]
(PUTPROP '#PREPOSITION 'POSSIBLEVRLUES '(TO FROM WITH))
(PUTPROP '#VRLUE 'PREDICATE 'VALUEP\
(PUTPROP 'WVERB 'POSSIBLEVALUES'(RCKNOWLEDGE BID CHANGE CONFIRM HAVE REQUIRE RESPOND SEND SUSPEND))
[PUTPROP '#att1 'GRAMMARS '(((#'ATTRI8UTE #att1)
                (T (CONS #RTTRIBUTE #att1)))
                        ((##TTRIBUTE)
                (T (LIST #RTTRIBUTEJ
                    [PUTPROP '#att2 'GRAMMARS'(C(#att1 #obval #att2)
                (T (CONS (APPEND #atl1 #obval)
                        (LIST #att2]
                        ((#attl #obval)
                (T (APPEND #attl #obvald
                    [PUTPROP '#atival 'GRAMMARS '(((#RTTRIBUTE #VRLUE #attval)
                        (T (CONS (LIST #RTTRIBUTE #VALUE)
                        #at(val)!)
                        ((#ATTRIBUTE #VALUE)
                        (T (LIST (LIST #RTTRIBUTE #VALUE)
                    [PUTPROP '#noun!phrase 'GRAMMRRS '(((#mp2 #CONNECTIVE #np3)
```

```
            (T (LIST #np2 #CONNECTIVE #np3)))
            ((#np1)
            (T #np1))
            ((#ADJECTIVE #npl)
            (T &LIST #RDJECTIVE #npl]
[PUTPROP '#np1 'GRAMMARS '(((#OBJECT #att2)
            (T (LIST #OBJECT #at(2)))
            ((#OBJECT #atti)
            ((RND (OBJECTP #OBJECT)
                (for x in #att1 always (ATTRIBUTEP #OBJECT x))
            (LIST #OBJECT #a+i1)))
    ((#OBJECT)
            ( (OBJECTP #OBJECT)
            #OBJECT))
            ((#VALUE (T ZVVALUE)
[PUTPROP '#np2 'GRAMMARS '(((#npl)
            (T #np1))
            ((#ADJECTIVE #npl)
            (T (LIST #RDJECTIVE #np1)
[PUTPROP '#np3 'GRAMMMRS '(((#npl)
            (T #nol))
            ((#ADJECTIVE #npl)
            (T (LIST #RDJECTIVE #npI)
[PUTPROP '#object!phrase 'GRAMMRRS '(((#PREPOSITION #noun!phrase)
            (T CLIST #PREPOSITION #noun!phrase)
[PUTPROP '#obval 'GRAMMRRS '(((#OBJECT)
            (T (LIST #OBJECT)))
            ((#VALUE)
            (T {LIST &VVRLUE]
(PUTPROP '#verb!phrase 'GRAMMARS '(((#NVRB)
            (T #VERB))
            ((#RUXILIARY #VERB)
            (T (LIST #AUXILIRRY #VERBJ)
Freevars: BSPECGRAMMAR CILGRAMMMR ELSPECGRAMMRR INFOGRAMMRR REPGRAMMAR REQGRAMMAR TABSGRAMMAR
Explanation: Inltializes the common internode language.
```

Called by: INITIALIZE


```
(INSTALLIEVENT
    (LAMBDA (xtime xdata) (% rg5: "10-Sep-78 13:35")
        (PROG (e ev)
            (SETQ ov (create EVENT TIME & xilme DATA & xdata))
            (SETQ e eventlist)
            (while T do (COND
                [(ILESSP xtime (fetch (EVENT TIME) of e))
                    (COND
                                    ((fetch (EVENT LLINK) of e)
                                    (SETQ e (fetch (EVENT LLINK) of a)))
                                    (T (replace (EVENT LLINK) of e with ev)
                                    (G0 $$0UT)
                                    (T (COND
                                    ((fotch (EVENT RLINK) of a)
                                    (SETQ e (fetch (EVENT RLINK) of e)))
                                    (T (replace (EVENT RLINK) of e with ev)
                                    (GO $$OUTJ)
Called by: INSTALL!DISPLAY!EVENT INSTALL!INTERNAL!EVENT SENDMESSAGE
Fresvars: eventlist
Explanation: Installs an event in the event list at time "xtime". "xdata" is the data of the event.
            The event lisi is currently stored as a binary tree. There are three types of event: messages, internal
                events, and display events.
```

rgs: 7-Sep-78 05:44 [CNET]
(INSTALL!INTERNAL!EVENT
[LAMBDA (xtime xpnode xname xtype xdata) (* rgs: "7-Sep-78 85:44")
(PROG (i)

(INSTALL!EVENT xiime i])
Calls: INSTALL!EVENT
Called by: ANNOUNCE!TASK MAKE!BIO NEXT!CONTRACT PROCESS!RNNOUNCED!AWRRD PROCESS!CONTRACT PROCESS!OIRECTED!AWARD
SIMULATE UPDATE!NODE
Explanation: Installs an internal event in the event list at time "xtime". The node involved is "xpnode", and the
name of the contract involved is "xname". "xtype" is the 'type" of internal event and "xdata" is the data.
Thers are currently four types of internal event: 'contract!processing' and 'node!update', that are used
to perform the necessary bookeeping for task execution; 'bidlcheck', that is used to assess blds and take
action (if necessary) at the end of the expiration time for a task announcement; and, 'pseudo!contract',
that is used to eliminate (if necessary) the temporary information stored by a node in anticipation of the
receipt of a contract on which a bid has been made.

```
edit: 18-Sep-78 07:37 [CNET]
INTERIM!REPORT
`INTERIM!REPORT
    [LAMBDR (xpnode xname xrslt xaddres5ee) (* edit: "18-5ep-78 07:37")
        (COND
            ((SAME!STATUS!CHECK xpnode xname)
            (PROG (xpnode! xcontraci xrepori)
                (SETQ xpnode! (ELT NET xpnode))
                    (SETQ xcontract (RETRIEVE!OBJECT xpnode 'CONTRACT xname))
                        (COND
                                ((NOT xaddressee)
                                (SETQ xaddressee (fetch (CONTRRCT REPORT!RECIPIENTS) of xcontract))
                                    (* default addressee is the list of
                                    report recipients for the contract)
                                    )"
                                    (SETQ xrepor! (create INTERIM!REPORT NRME * xname RESULT!OESCRIPTION + xrsIt))
                                    (SENDMESSRGE xpnode (IPLUS itme ir2)
                                    xaddres5ee xreport])
Calls: RETRIEVE!OBJECT SAME!STRTUS!CHECK SENDMESSRGE
Freevars: NET time tr2
Explanation: Sends an interim report from "xpnods" to "xaddressee" for the contract with name "xname". If
    "xaddressee" is NIL, then the report is sent to the report!recipients for the contract. The text of the
    report is "xrslt".
```

```
MMAKE!8ID
    [LRMBDA (xpnoda) (音 rgs: "16-0ct-78 17:28")
        (PROG (xpnode! active pc oldest xan temp xtype $$es $$bs $$expl)
                (SETQ xpnodel (ELT NET xpnode))
                    (SETQ active (fetch (PNODE RCTIVEITRSK!ANNOUNCEMENTS) of xpnode!)) (% currently bid on the oldest task when
                    multiple task types are on the
                                    active!task!announcements ||st)
(SETQ oldest (CAR active))
(COND
                    (oldest ffor x in (CDR active) do (COND
((ILESSP (feich (ACTIVE!TASK!ANNOUNCEMENT TIME) of \(x\) )
(feich (ACTIVE!TRSK!ANNOUNCEMENT TIME) of oldest))
(BID xpnode (fetch (RCTIVE!TRSK!RNNOUNCEMENT CONTRACT) of oldest)
                    (fetch (ACTIVE!TASK!ANNOUNCEMENT MANRGER) of oldes !)
                            (fetch (RCTIVE!TASK!RNNOUNCEMENT TYPE) of oldest)
                            (fetch (ACTIVE!TASK!ANNOUNCEMENT BID!SPECIFICATION) of oldest))
                (replace (PNODE ACTIVE!TASK!ANNOUNCEMENTS) of xpnode! with (REMOVE oldest active))
\* store a "pseudo-contract" in the knowledge base so that an award message can be handled without
noed for retransmission of lask type and so on -
then set up a "pseudo-contract" internal event to remove the pseudo-contract after the expiration
t ime plus the time it takes to get an award has passed -
that is, if the node is not awarded the contract)
                    (% note that the "task" slot is filled
                    in with a task!template "type" until the
                    award is received)
                    (SETQ pc (create CONTRACT NAME - (fetch (ACTIVE!TASK!PNNOUNCEMENT CONTRACT) of oldest)
                        MANRGER + (fetch (ACTIVEITASK!ANNOUNCEMENT MANAGER) of oldest)
                        REPORT!RECIPIENTS +(LIST (fetch (ACTIVE!TASK!RNNOUNCEMENT MANAGER) of oldest))
                        TASK +(fetch (RCTIVE!TASK!ANNOUNCEMENT TYPE) of oldest)
                        STATE ↔'PSEUDO))
                    (STORE!OBJECT xpnode 'CONTRRCT pC)
                    (INSTALL!INTERNAL!EVENT (IPLUS time (fetch (RCTIVE!TASK!ANNOUNCEMENT EXPIRATION!TIME) of oldest)
                                    tpb tsaw tpsaw)
                                    xpnode
                                    (fetch (CONTRRCT NAME) of pc)
                                    'PSEUDO!CONTRACT))
(T
(\% look on the announced list for
outstanding subcontracts and make a bid
on the oldest one for which the node
meets the eligibility specification)
(SETQ xan (REVERSE (fetch (PNODE RNNOUNCED) of xpnode!)))
                (COND
                    (xan [SETQ temp (CARR (SOME xan (FUNCTION (LAMBOR (x)
                    (PROG (temp1)
                        [SETQ templ (GET!TASK!ANNOUNCEMENT xpnode
                                    (fetch (SUBCONTRACT NAME)
                                    of (CAR x]
    <COND
                                    [(NOT (EQUAL (CAR temp1)
                                    'DIRECTED!AWRRD))
                                    (SETQ $$es (CADR templ))
                                    (COND
                                    ((RND (NOT (fetch (SUBCONTRACT PREDECESSORS)
                                    of (CAR x)))
                                    COR (NOT $$es)
                                    (CHECKIELIGIBILITY xpnode $$es)))
                                    (SETQ $$bs (CADODR temp1))
                                    (SETQ $$expt (CAR (CODODR temp1)))
                                    (RETURN T\)
                                    (T (RETURN)
                                    (T (RETURN)
                                    (COND
                    (temp [SETQ xtype (fetch (TRSK TYPE) of (RETRIEVE!OBJECT xpnode "TASK
                                    (fetch (SUBCONTRACT TASK) of temp)
```

```
(BIO xpnode (fefch (SUBCONTRACT NAME) of temp)
    xpnode xtype $$bs)
(SETQ pe (creale CONTRRCT NAME m(fetch (SUBCONTRACT NAME) of temp)
                                    MANAGER & xpnode REPORTIRECIPIENTS & (LIST xpnode)
                                    TRSK - xtype STRTE &'PSEUDOI)
(STORE!OBJECT xpnode 'CONTRACT pc)
(INSTALL!INTERNAL!EVENT (IPLUS time $$expt tpb tsaw tpsaw)
                                    xpnode
                                    (fetch (SUBCONTRACT NRME) of temp)
                                    (PSEUDO!CONTRACTJ)
```

```
CalIs: BID CHECK!ELIGIBILITY GET!TASK!ANNOUNCEMENT INSTALLIINTERNAL!EVENT RETRIEVE!OBJECT STORE!OBJECT
Called by: NEXT!CONTRACT PROCESS!TASK!ANNOUNCEMENT
Freevars: NET time tpb tpsaw tsaw
Explanation: Makes a bid on an appropriate contract by node "xpnode".
    First looks at the 'active!task!announcements' list. If only one task 'type' exists then bid on it.
    Otherwise bid on the oldest announcement, If no active task announcements exist then check the "announced"
    state, and bid on the oldest subcontract for which the node meets the eligibility specification fand for
    which there are no predecessors).
```

rgs: 16-Oct-78 21:55 [CNET]

```
(NEW!BORRD
```

    [LAMBDR ( \(x \operatorname{col} \times q \times a \times b \times c\) ) (* rģ: "16-0ct-78 21:55")
        (PROG ( \(x\) column \(\times Q \times A \times B \times C\) )
            (SETQ xcolumn (COND
                (xcol xcol)
                    ( \(T\) 1))
            [SETQ \(\times\) Q (COND
                ( \(x q\) (COPYALL \(x q\) ))
                (T (RRRAY qsize qsize)
            [SETQ XR (COND
                    (xa (COPYALL xa))
                            (T (ARRRY qsize NIL NIL)
            [SETQ ×B (COND
                    ( \(x b\) (COPYALL \(x b\) ))
                    (T) (RRRAY (LSH qsize 1)
                            NIL NIL]
            ISETQ ×C (COND
                (xc (COPYALL xc))
                    ( \(T\) (RRRRY (SUB1 (LSH qsize 1))
                                    NIL NILJ
                            (RETURN (create BOARD COLUMN - xcolumn \(Q+x Q A-x A B-x B C+x C]\) )
    Called by: EXTEND!BORRD QINITIALIZE
Freevars: qsize

Explanation: Generates a new board for the $N$ Queens problem. "xcol" is the column in which the next queen is to be placed (1 if "xcol" is NIL). "xq" is the array of current row indices in which queens have been placed (all NIL if "xq" is NIL). "xa", "xb", and "xe" are the arrays associated with Floyd's solution of the problem [JRCM 14:4 Oct. '67, pp. 636-644] (all NIL |f corresponding arguments are NIL).

```
(NEXT!CONTRACT
    [LAMBDR (xpnode xtype) (* rgs: "23-Sep-78 16:44")
        (PROG (xpnode! re)
            (SETQ xpnode! (ELT NET xpnode))
            (COND
                    [(fetch (PNODE RERDY) of xpnode!)
                    (SETQ rc (CAR (fotch (PNODE READY) of xpnode!)))
                    (replace (PNODE EXECUTING) of xpnode! w|th (LIST (CRR rc)))
                    (replace (PNODE READY) of xpnode! with (COR (tetch (PNOOE READY) of xpnodel)
                    (T (replace (PNODE EXECUTING) of xpnode! with NIL)))
                    (COND
                    [(fetch (PNOOE EXECUTING) of xpnods!)
                    (replace (PNODE STATUS) of xpnode! with "Busy")
                    (replace (CONTRACT STATE) of (CRR (fetch (PNODE EXECUTING) of xpnode!)) with 'EXECUTING)
                    (COND
                    [(CDR rc)
                            [INSTALL!OISPLAY!EVENT (IPLUS iime <COND
                                    ((EQURL xtype 'REPORT)
                                    tpr)
                                    (T tt))
                                    xpnode
                                    (fetch (CONTRACT NAME) of (CAR rc))
                                    -SIMULATION
                                    (RPPENO '(Resumed Processing Contract)
                                    (fetch (CONTRACT NAME) of (CRR re)
                    (INSTRLLIINTERNALIEVENT (IPLUS time (COND
                                    ((EQUAL xtype 'REPORT)
                                    tpr)
                                    (T tt))
                                    xproode
                                    (fetch (CONTRACT NAME) of (CRR rc))
                                    'NODE IUPDRTE
                                    {LIST {CDR rc}
                                    (T [INSTRLL!OISPLRY!EVENT (IPLUS time (COND
                                    ((EQURL xtype 'REPORT)
                                    \pr)
                                    (T tt)))
                                    xpriode
                                    (fetch (CONTRACT NAME) of (CAR rc))
                                    - SIMULATION
                                    (APPEND '(Started Processing Contract)
                                    (fetch (CONTRACT NAME) of (CAR rc)
                    (INSTALL!INTERNAL!EVENT \IPLUS time (COND
                                    ((EQURL xiype 'REPORT)
                                    (pr)
                                    (T tt)))
                                    xpnode
                                    (fetch (CONTRACT NRME) of (CAR rc))
                                    'CONTRACT!PROCESSINGS
                            (T (replace (PNODE STATUS) of xpnode! with "Idle")
                    (UPDATE!ACTIVE!TASK!ANNOUNCEMENTS xpnode)
                        (MAKE!BID xpnode])
                    Calls: INSTALL!DISPLAY!EVENT INSTALL!INTERNAL!EVENT MAKE!BIO UPOATE!ACTIVE!TASK!ANNOUNCEMENTS
                    Called by: PROCESS!FINRL!REPORT PROCESS!INTERIM!REPORT UPORTE!NODE
Freevars: NET time tpr tt
Explanation: Tries to install a new contract in the 'executing' state of node "xpnode". If a contract exists in the
    'ready' state, then it is installed, and an appropriate event (either 'contract!processing' or
    'node!update') is installed on the event ifst to start processing. Otherwise an attempt is made to bid on
    an active task announcement or outstanding subcontract. There are two types of call to this function,
    specified by "xtype": 'report' and 'termination'. The type is used to update simulation time in the correct
    manner.
```

```
[CNET]
```

```
(NEXT!EVENT
```

(NEXT!EVENT
ILAMBDA NIL
ILAMBDA NIL
(PROG (el e2)
(PROG (el e2)
(SETQ el eventlist)
(SETQ el eventlist)
(SETQ e2 (fetch (EVENT LLINK) of el))
(SETQ e2 (fetch (EVENT LLINK) of el))
[while (fetch (EVENT LLINK) of e2) do ((SETQ el e2)
[while (fetch (EVENT LLINK) of e2) do ((SETQ el e2)
(SETQ e2 (fotch (EVENT LLINK) of e2]
(SETQ e2 (fotch (EVENT LLINK) of e2]
(replace (EVENT LLINK) of el with (fetch (EVENT RLINK) of e2))
(replace (EVENT LLINK) of el with (fetch (EVENT RLINK) of e2))
(roplace (EVENT LLINK) of e2 with NIL)
(roplace (EVENT LLINK) of e2 with NIL)
(replace (EVENT RLINK) of e2 with NIL)
(replace (EVENT RLINK) of e2 with NIL)
(RETURN e2J)
(RETURN e2J)
Called by: SIMULATE
Called by: SIMULATE
Freevars: eventlisi
Freevars: eventlisi
Explanation: Returns the next event to be processed from the event list.

```
Explanation: Returns the next event to be processed from the event list.
```


## (nODE!SERRCH

(* rgs: "27-Sep-78 19:25")
( $\%$ for contracts in the executing and terminated states the contract record is returned)
(\% for contracts in the ready and suspended states the contract record is returned -
bound to the possibilities list pointer)
(\% for subcontracts in the announced state the subcontract record is returned -
bound to the active!bids)
(PROG (xprodel c)
(SETQ xpnode! (ELT NET xpnode))
(SELECTQ xstate
(EXECUTING (GO LEX))
(READY (GO LRD))
(RNNOUNCED (GO LAN))
(SUSPENDED (GO LSU))
(TERMINATED (GO LTR))
NIL)
LEX [SETQ c (CAR (SOME (tetch (PNODE EXECUTING) of xprode!)
(FUNCTION (LAMBDR ( $x$ )
(EQUAL xname (fetch (CONTRACT NAME) of $x$ ]
(COND
(c) ICOND
((RND xdeleteflag (NOT (MEMBER 'EXECUTING xconditions)))
(replace (PNODE EXECUTING) of xpnodel with (REMOVE c (fetch (PNODE EXECUTING) of xpnode!]
(RETURN c )))
(COND
(xstate (RETURN NIL)))
LRD [SETQ c (CRR (SOME (fetch (PNODE RERDY) of xprode!)
(FUNCTION (LRMBDA (x)
(EQUAL xname (fetch (CONTRRCT NAME) of (CAR x]
(COND
(c [COND
((AND xdeleteflag (NOT (MEMBER 'RERDY xconditions)))
(replace (PNODE RERDY) of xpnode! with (REMOVE c (fetch (PNODE RERDY) of xpnode!]
(RETURN c)))
(COND
(xstate (RETURN NIL)))
LAN [SETQ c (CAR (SOME (ietch (PNODE RNNOUNCEO) of xpnode!)
(FUNCTION (LAMBDA ( $x$ )
(EQUAL xname (fetch (SUBCONTRRCT NAME) of (CAR x]
(COND
(c [COND
((RND xdeleteflag (NOT (MEMBER 'RNNOUNCED xconditions)))
(replace (PNODE ANNOUNCED) of xprode! with (REMOVE c (fatch (PNODE ANNOUNCED) of xpnode!]
(RETURN c)))
(COND
(xstate (RETURN NIL)))
LSU ISETO $c$ (CAR (SOME (fetch (PNOOE SUSPENDED) of xprode!)
(FUNCTION (LAMBDA ( $x$ )
(EQUAL xname (fetch (CONTRACT NAME) of (CAR x]
(COND
(c [COND
((AND xdeleteflag (NOT (MEMBER 'SUSPENDED xconditions)))
(replace (PNODE SUSPENDEJ) of xphode! with (REMOVE c (fetch (PNODE SUSPENDED) of xpnodel)
(RETURN c)))
(COND
(xstate (RETURN NIL)))
LTR [SETQ $c$ (CAR (SOME (fetch (PNODE TERMINATED) of xpnode!)
(FUNCTION (LAMBDA (x)
(EQUAL xname (fetch (CONTRACT NAME) of $x$ )
(COND
(c [COND

```
            ((AND xdeleteflag (NOT (MEMBER 'TERMINRTED xconditions)))
            (replace (PNODE TERMINATED) of xpnode! with (REMOVE c (fetch (PNODE TERMINATED) of xpnodel]
                (RETURN cl)
Called by: AWRRD CHECKIBIDS DIRECTED!AWARD GET!TASK!ANNOUNCEMENT PROCESS!BID PROCESS!FINAL!REPORT
        PROCESS!INTERIM!REPORT TERMINRTE!SUBCONTRACTS
Freevars: NET
Explanation: Searches the contract processing states of "xpnode" for the contract with name "xname", and returns
                the contract record, if found. "xstate" can specify the state to be searched. If "xdeleteflag" is T then
        the contract is removed from the processing state in which it is found, "xconditions" is a list of states
        from which the contract should not be deleted. It overrides "xdeletellag".
rgs: 17-0ct-78 00:10 [CNET]
    OBJECTP
    COBJECTP
    [LAMBDA (xobject) (% rgs: "17-0ct-78 80:18")
        (COND
            ((RECLOOK xobject)
            T)
            (T (WRITE "CIL error: " xobject" is not a valid object")
                NILJ)
Called by: ATTRIBUTEP
Explanation: Returns T if "xobject" is a valid object; else WRITEs an error message and returns NIL.
rgs: 18-Sep-78 00:45 [CNET]
    OUTSTRNDING!SUBCONTRACTS
(OUTSTANDING!SUBCONTRACTS
    (LAMBDR (xcontract) (* rgs: "18-Sep-78 80:45")
        (CRR (fetch (CONTRACT SUBCONTRACTS) of xcontract])
Called by: QRECEIVE
Explanation: Returns the number of subcontracts of "xcontract" that have not yet been completed.
rgs: 18-Sep-78 17:17 [CNET]
    PARSE!NODE!ABSTRACTION
(PARSE!NODE!ABSTRACTION
    [LAMBDR (xabstraction) (% rgs: "10-Sep-78 17:17")
        xabstrac{ion])
Called by: PROCESS!BIO
Explanation:
```

```
rgs: 10-Sep-78 11:05 [CNET]
PARSE ITASK.IABSTRACTION
(PARSE!TASK!ABSTRACTION
    lLAMBDA (xabstraction)
        xabstraction])
Called by: PROCESS!DIRECTED!RHRRD PROCESS!TASK!ANNOUNCEMENT
Explanation:
rgs: 7-Sep-78 68:49 [CNET]
PROCESS!ACKNOWLEDGEMENT
(PROCESSIACKNOWLEDGEMENT
    [LRMBDA (xpnode xmessage)
        NILJ)
Called by: PROCESSIMESSAGE
Explanation:
```

```
rgs: 1-0ct-78 17:41 [CNET]
```

rgs: 1-0ct-78 17:41 [CNET]
PROCESS!PNNOUNCED!RWARD
PROCESS!PNNOUNCED!RWARD
(PROCESSIANNOUNCEDIAWARD
(PROCESSIANNOUNCEDIAWARD
[LRMBDA (xpnode xmessage) (* rgs: " 1-0ct-78 17:41")
[LRMBDA (xpnode xmessage) (* rgs: " 1-0ct-78 17:41")
(PROG (xpnode! xsa xcontract xtaskname temp)
(PROG (xpnode! xsa xcontract xtaskname temp)
(SETQ xpnode! (ELT NET xpnode))
(SETQ xpnode! (ELT NET xpnode))
(SETQ xsa (fetch (MESSAGE TEXT) of xmessage)) f% fetch the pseudo-contract record for
(SETQ xsa (fetch (MESSAGE TEXT) of xmessage)) f% fetch the pseudo-contract record for
(SETQ (Contraci (RETRIEVE)
(SETQ (Contraci (RETRIEVE)
(SETQ xcontract (RETRIEVE!O8JECT xpnode 'CONTRACT (fetch (PNNOUNCED!ANARD NAME) of xSa)))
(SETQ xcontract (RETRIEVE!O8JECT xpnode 'CONTRACT (fetch (PNNOUNCED!ANARD NAME) of xSa)))
(SETQ xtaskname (STORE!TRSK!OBJECT xpnode (fotch (CONTRRCT TASK) of xcontract)
(SETQ xtaskname (STORE!TRSK!OBJECT xpnode (fotch (CONTRRCT TASK) of xcontract)
(fetch (RNNOUNCEDIAWRRD TASK!SPECIFICATION) of xsa)))
(fetch (RNNOUNCEDIAWRRD TASK!SPECIFICATION) of xsa)))
(replace (CONTRACT TASK) of xcontract with xtaskname)
(replace (CONTRACT TASK) of xcontract with xtaskname)
(COND
(COND
((EQUAL (fatch (PNODE STATUS) of xpnode!)
((EQUAL (fatch (PNODE STATUS) of xpnode!)
"Busy")
"Busy")
(replace (CONTRACT STATE) of xcontraci with 'REAOY)
(replace (CONTRACT STATE) of xcontraci with 'REAOY)
(READY!CONTRACT xpnode xcontract))
(READY!CONTRACT xpnode xcontract))
(T (replace (CONTRACT STATE) of xcontraci with 'EXECUTING)
(T (replace (CONTRACT STATE) of xcontraci with 'EXECUTING)
(replace (PNODE EXECUTING) of xpnode! with (LIST xcontract))
(replace (PNODE EXECUTING) of xpnode! with (LIST xcontract))
(roplace (PNODE STATUS) of xpnode! with "Busy")
(roplace (PNODE STATUS) of xpnode! with "Busy")
(INSTALL!INTERNAL!EVENT (IPLUS time tpsaw)
(INSTALL!INTERNAL!EVENT (IPLUS time tpsaw)
xpnode
xpnode
(fetch (CONTRACT NAME) of xcon(ract)
(fetch (CONTRACT NAME) of xcon(ract)
'CONTRACT!PROCESSINGJ)
'CONTRACT!PROCESSINGJ)
CalIs: INSTALL!INTERNAL!EVENT REROY!CONTRACT RETRIEVEIOBJECT STORE!TRSK!OBJECT
CalIs: INSTALL!INTERNAL!EVENT REROY!CONTRACT RETRIEVEIOBJECT STORE!TRSK!OBJECT
Called by: PROCESS!MESSRGE
Called by: PROCESS!MESSRGE
Freevars: NET time tpsaw
Freevars: NET time tpsaw
Explanation: Performs the necessary bokeeping to handle the receipt of an announced award by node "xpnode".
Explanation: Performs the necessary bokeeping to handle the receipt of an announced award by node "xpnode".
"xmessage" is the message. If the node is "Idle", then an event is placed on the event list to begin
"xmessage" is the message. If the node is "Idle", then an event is placed on the event list to begin
processing on the new contract. Otherwise the contract is placed in the 'ready' state.

```
            processing on the new contract. Otherwise the contract is placed in the 'ready' state.
```

(PROCESS!BID
(xpnode xmessage ..... (* rgs: "27-Sep-78 19:29")(PROG (xpnode! xbid xnode!abstraction xbidl xbidrankproc sc active!bids)(SETQ xpnode! (ELT NET xpnode))
S* make sure that the contract has not yei been awarded by searching for it in the announced state -
remember that it is bound to the active!bids)
(SETQ xbid (fetch (MESSRGE TEXT) of xmessaģe))
(SETQ sc (NODE!SEARCH xpnade (fetch (BID NAME) of xbid)
' 'RNNOUNCED NIL T)
(COND
(sc (SETQ xnodelabstraction (PRRSE!NODE!RBSTRACTION (fetch (BID NODE!ABSTRACTION) of xbid)))
(SETQ xbidl (create ACTIVE!BID CONTRACTOR + (fetch (MESSAGE ORIGINATOR) of xmessage)
RBSTRRCTION - xnodelabstraction TIME + (fetch (MESSAGE TIME) of xmessage)))
[SETQ xbidrankproc (fetch (TASK BID!RANKING!PROCEDURE) of (RETRIEVE!OBJECT xpnode 'TASK
(fetch (SUBCONTRACT TRSK)
of (CRR sc)
(\% if there is a bid ranking procedure
then use it, else cons the new bid to
the old active!bids list)
[COND
(xbidrankproc (SETQ active!bids (RPPLY (fatch (PROCEOURE CODE) of (RETRIEVE!OBJECT xpnode
'PROCEDURE
xbidrankproc))
(LIST xbidl (CADR sc)
(*) the bid ranking procedure returns
(action list). if the action is
(QUOTE satisfactory,) then award the
contract to the new bidder)
)
(T $\operatorname{\text {SETO}}$ active!bids (CONS xbidl (CADR sc]
CCOND
[(EQUAL (CAR active!bids)
'SATISFACTORY)
(AWRRD xpnode (felch (SUBCONTRACT NRME) of (CAR sc))
(fetch (RCTIVE!BID CONTRACTOR) of (CRDR active!bids]
(T (* update the active!bids list)
(FRPLACA (CDR sc)
active!bids])
Calis: AWARD NODE!SEARCH PARSE!NODE!ABSTRRCTION RETRIEVE!OBJECT
Called by: PROCESS!MESSAGE
Freevars: NET
Explanation: Performs the necessary bokeeping to hand le the receipt of a bid by node "xpnode". "xmessage" is the message. If the contract has not already been awarded then it is ranked relative to other bids using the bid!ranking!procedure for the task. If no procedure exists, then the bid is consed to the old active!bid list for the contract.
If a bid!ranking!procedure exists, and it returns 'satisfactory as the first element of its list of values, then the contract is awarded to the contractor named in the activelbid record that is the second element of the list.
(PROCESS ICONTRACT
[LAMBDA (xpnode xname) (* rgs: "6-0ct-78 28:48")
(* to get the processing on the task associated with a contract started, set up a possibilities list and use TRYNEXT to get a value -
the value is only used for messages to the update!node function which determines whether a contract should be suspended, terminated, or resumed)
(PROG (xpnode! xcontract taskprocesspointer temp)
(SETQ xpnode! (ELT NET xpnode))
(COND
((EQUAL (fetch (PNODE STATUS) of xpnode!)
"Idle")
(RETURN))
(T (SETQ xcontract (CAR (ietch (PNODE EXECUTING) of xpnode!)))
IINSTRLL!DISPLAY!EVENT time xpnode 'SIMULATION (RPPEND' (Started Processing Contract) xnamel)
[SETQ taskpracesspointer (POSSIBILITIES (APPLY tfaich (PROCEDURE CODE) of (RETRIEVE!OBJECT
xpnode

- PROCEDURE
(fetch (TASK EXECUTIONIPROCEDURE)
of (RETRIEVE!OBJECT xpnode 'TASK
(fetch (CONTRACT TASK)
of xcontractj
(LIST xpnode (fetch (CONTRRCT NRME) of xcontract) (fetch (TASK SPECIFICATION) of (RETRIEVE!OBJECT xpnode 'TASK (fetch (CONTRACT TASK) of xcon(ract)))
xcontracts
(SETQ temp (RESUME!TASK taskprocesspointer)) (INSTALL!INTERNAL!EVENT (IPLUS time task!time) xprode
(fetch (CONTRACT NAME) of xcontract) 'NODE!UPDRTE
(CONS taskprocesspointer temp))
(RETURN TJ)
Calls: INSTALL!DISPLAY!EVENT INSTALL!INTERNAL!EVENT RESUME!TASK RETRIEVE!OBJECT
Called by: PROCESSIINTERNAL!EVENT
Freevars: NET qask!time time
Explanation: Starts the processing of the contract named "xname" in node "xpnode". Sets up the task execution function as a generator via POSSIBILITIES. Then installs a 'nodelupdate' event to continue, after performing a RESUME!TASK.

| (PROCESSID [LRMBDR (PROG | IRECTED I $A W A R D$ <br> (xpnode xmessage) <br> (* rgs: " 1-0ct-78 18:07") <br> (xabs xpnode! xcontract xda xtaskname xtt xrefproc xrefjust) <br> (SETQ xpnode! (ELT NET xpnode)) <br> (SETQ xda (fetch (MESSAGE TEXT) of xmessage)) <br> (SETQ xabs (PRRSE!TASK!RBSTRACTION (fetch (OIRECTED!AWARD TASK!ABSTRACTION) of xda))) <br> (SETQ xtt (RETRIEVE!OBJECT xpnode 'TRSK!TEMPLATE (CAR xabs) )) <br> (COND <br> ( (RND (CHECKIELIGIBILITY xpnode (feich (DIRECTED!AWARD ELIGIBILITY!SPECIFICATION) of xda)) $\times 1 t$ <br> (SETQ xtaskname (STORE!TASK!OBJECT xpnode (CAR xabs) <br> (fetch (DIRECTEO!ANARD TASK!SPECIFICATION) of $\times$ da))) <br> (SETQ xcontract (ereate CONTRRCT NAME (fetch (DIRECTED!ANARD NAME) of xda) <br> MANRGER -(fetch (MESSRGE ORICINRTOR) of xmessage) <br> REPORT!RECIPIENTS -(LIST (fotch (MESSAGE ORIGINATOR) of xmessage)) <br> TASK + xtaskname)) <br> (STORE!OB.JECT xpnode 'CONTRACT xcontract) <br> [COND <br> ((EQURL (fetch (PNODE STATUS) of xpnode!) "Busy") <br> (replace (CONTRACT STATE) of xcontract with 'READY) <br> (REAOY!CONTRACT xpnode xcontract)) <br> (T (replace (CONTRACT STATE) of xcontract with 'EXECUTING) <br> (replace (PNODE EXECUTING) of xpnode! with (LIST xcantract)) <br> (replace (PNODE STATUS) of xpnode! with "Busy") <br> (INSTALL!INTERNRL!EVENT (IPLUS time tpdan) <br> xpnode <br> (fetch (CONTRACT NAME) of xcontract) <br> 'CONTRACT!PROCESSING] <br> (SENDMESSAGE xpnode (IPLUS lime ipdaw tack) <br> (fetch (CONTRRCT MRNAGER) of $x$ contract) <br> (create RCKNOHLEDGEMENT NAME + (fetch (CONTRACT NAME) of xcontract) <br> RESPONSE - 'ACCEPTRNCE) $)$ <br> (T [SETQ xrefproc COND <br> ( $x$ tt (fetch (TASK!TEMPLATE REFUSRL!PROCEDURE) of $x t t$ ) <br> (SETQ xretjust (COND <br> (xrefproc (APPLY (feich (PROCEDURE CODE) of (RETRIEVE!OBJECT xpnode 'PROCEDURE xrefproc)) (LIST xpnode xdal)) <br> (T NIL))) <br> (SENDMESSAGE xpnode (IPLUS time tpdaw tnack) <br> (fetch (MESSRGE ORIGINRTOR) of xmessage) <br> (create ACKNOWLEDGEMENT NAME * (fetch (DIRECTED!AWRRD NAME) of xda) <br> RESPONSE -'REFUSAL <br> REFUSAL!JUSTIFICATION - xrefjust]) |
| :---: | :---: |
| Calls: | CHECK!ELIGIBILITY INSTALL!INTERNAL!EVENT PARSE!TASKIRBSTRACTION READY!CONTRACT RETRIEVEIOBJECT SENDMESSAGE STORE!OBJECT STORE!TASK!OBJECT |
| Called by: | PROCESS!MESSAGE |
| Freevars: | NET tack time tnack tpdaw |
| Explanation | : Performs the necessary bookeeping to handle the roceipt of a directed award by node "xpnode". "xmessage" is the message. If the node meets the eligibility specification for the task and has a task template for task type mentioned in the task abstraction, then the contract is accepted and affirmatively acknowledged. Otherwise the contract is refused and a negative acknowledgement is sent to the originator. the 'refusal! justification' is obtained from the procedure for the task, or set to NIL, if no procedure exists. <br> If the node is "Idle", then an event is placed on the event list to begin processing on the new contract. Otherwise the contract is placed in the 'ready' state. |

## (PROCESSIDISPLAYIEVENT

[LAMBDR (d)
(DISPLRY "From: " (fetch (DISPLRY!EVENT PNODE) of d) (DISPLRY)
(DISPLAY (fetch (DISPLAY!EVENT DATA) of d)) (DISPLAYJ)

Called by: DISPLAY!EVENT SIMULATE
Explanation: Displays the data of display event "d" with an indication about its originator.
(PROCESS!FINRL!REPORT
[LAMBDA (xpnode xmessage) (* rg5: "27-Sep-78 21:54")
(PROG (xpnode! pname xcontract xsubcontract xstate xrepaccproc sc nsc xreport tmpsc tmpscl)
(SETQ xpnode! (ELT NET xpnode))
(SETQ xreport (fetch (MESSAGE TEXT) of xmessage))
(SETQ pname (CDR (fetch (FINAL!REPORT NAME) of xreport)))
(SETQ xcontract (RETRIEVE!OBJECT xpnode 'CONTRACT pname))
<COND
(xcontract (SETQ xstate (fetch (CONTRRCT STATE) of xcontract))
(COND
((NOT (EQUAL xstate 'TERMINRTED))
[SETQ nsc (SUB1 (CRR (fotch (CONTRACT SUBCONTRACTS) of xcontract]
SETQ tmpsc (CAR (SOME (CDR (fetch (CONTRACT SUBCONTRACTS) of xcontract))
(FUNCTION (LRMBDA (x)
(EQUAL (fetch (SUBCONTRACT NAME) of }x\mathrm{ )
(fetch (FINRL!REPORT NAME) of xreport)
(for x in (fetch (SUBCONTRACT SUCCESSORS) of tmpsc)
do (SETQ tmpscl (FIND!SUBCONTRACT xpnode x))
(replace (SUBCONTRRCT PREDECESSORS) of tmpscl
with (REMOVE (fetch (SUBCONTRACT NRME) of tmpse)
(fetch (SUBCONTRACT PREDECESSORS) of tmpsci]
(for }x\mathrm{ in (fetch (SUBCONTRACT PREDECESSORS) of tmpsc)
do (SETQ tmpsed (FIND!SUBCONTRACT xpnode x))
(replace (SUBCONTRRCT SUCCESSORS) of tmpscl
with (REMOVE (fetch (SUBCONTRRCT NAME) of tmpsc)
(fetch (SUBCONTRACT SUCCESSORS) of tmpsci)
(RPLACR (fetch (CONTRRCT SUBCONTRACTS) of xcontract)
nsc)
[RPLACD (fetch (CONTRRCT SUBCONTRACTS) of xcontract)
(REMOVE tmpsc (CDR (fetch (CONTRACT SUBCONTRACTS) of xcontract)
(COND
((EQUAL nsc 0)
(replace (CONTRACT SUBCONTRACTS) of xcontract with NIL)))
(SETQ xrepaccproc (feich (TASK REPORT!ACCEPTANCE!PROCEDURE) of (RETRIEVE!OBJECT
xpnode
'TASK xcon(ract)))
ICONO
Exrepaccproc (replace (CONTRACT RESULTS) of xcontract
with (APPLY (fetch (PROCEDURE CODE) of (RETRIEVE!OBJECT xpnode
'PROCEDURE
xrepaccproc))
(LIST (foich (FINAL!REPORT RESULT!DESCRIPTION) of xreport)
(fetch (CONTRACT RESULTS) of xcontract)
(T (replace (CONTRACT RESULTS) of xcontract
with (COND
((fetch (CONTRRCT RESULTS) of xcontract)
(RPPEND (feIch (FINAL!REPORT RESULT!DESCRIPTION) of xreport)
(feich (CONTRACT RESULTS) of xcontract)))
(T (fetch (FINRL!REPORT RESULT!DESCRIPTION) of xreport]
(COND
((EQUAL xstate 'SUSPENOEO)
(SETQ sc (NODEISEARCH xpnodo (fetch (CONTRRCT NAME) of xcontract)
'SUSPENDED TI)
(replace (PNODE READY) of xpnode! with (SORT (CONS sc (fetch (PNODE RERDY) of xpnode!))
'READYCOMPARES)
(replace (CONTRACT STATE) of (CRR sc) with 'READY)
(COND
((EQUAL (fetch (PNODE STATUS) of xpnode!)
"ldle")
(NEXT!CONTRACT xpnode 'REPORTJ)
Calls: FIND!SUBCONTRACT NEXTICONTRACT NODE!SERRCH READYCOMPARE RETRIEVE!OBJECT
Called by: PROCESS!MESSAGE
Freevars: NET

```

```

rgs: 23-Sep-78 16:45 [CNET]
(PROCESS!INTERIMIREPORT
(LAMBDA (xpnode xmessage) (% rgs: "23-Sep-78 16:45")
(PROG (xpnode! pname xcontract xsubcontract xstate xrepaccproc sc xreport)
(SETQ xpnode! (ELT NET xpnode))
(SETQ xreport (fetch (MESSAGE TEXT) of xmessage))
(SETQ pname (CDR (fetch (INTERIM!REPORT NAME) of xreport)))
(SETQ xcontract (RETRIEVE!OBJECT xpnade 'CONTRACT pname))
(COND
(xcontract (SETQ xstate (fatch (CONTRACT STATE) of xconträct))
(COND
((NOT (EQUQL xstáte 'TERMINATED))
(replace (SUBCONTRRCT RESULTS) of [CRR (SOME (CDR (fetch (CONTRRCT SUBCONTRACTS)
of xcontract))
(FUNCTION (LAMBOR (x)
(EQURL (fetch (SUBCONTRACT NRME) of }x\mathrm{ )
(fetch (INTERIMIREPORT NAME)
of xreport]
with (fetch (INTERIM!REPORT RESULT!DESCRIPTION) of xreport))
(SETQ xrepaccproc (fetch (TRSK REPORT!ACCEPTANCE!PROCEDURE) of (RETRIEVE!OBJECT
xpnode
'TASK xcontract)))
ICOND
Exrepaccproc (replace (CONTRACT RESULTS) of xcontract
with (APPLY (fetch (PROCEOURE CODE) of (RETRIEVE!OBJECT xpnode
'PROCEDURE
xrepaccproc))
(LIST (fधtch (INTERIM!REPORT RESULTIDESCRIPTION) of xreport)
(fetch (CONTRRCT RESULTS) of xcontract]
(T (replace (CONTRACT RESULTS) of xcontract
with (COND
((fetch (CONTRACT RESULTS) of xcontract)
(RPPEND (fetch (INTERIM!REPORT RESULT!DESCRIPTION) of xreport)
(fetch (CONTRACT RESULTS) of xcontract)))
(T (fetch (INTERIM!REPORT RESULT!OESCRIPTION) of xreport]
(COND
((EQURL xstate 'SUSPENDED)
(SETQ sc (NODE!SEARCH xpnode (fetch (CONTRACT NAME) of xcontract)
'SUSPENDED T))
(replace (PNODE READY) of xpnode! with (SORT (CONS se (fetch (PNODE RERDY) of xpnode!))
'READYCOMPARE))
(replace (CONTRACT STATE) of (CAR sc) with 'READY)
(COND
((EQUAL (fetch (PNODE STATUS) of xpnode!)
"Idle")
(NEXT!CONTRACT xprode 'REPORTJ)
CalIs: NEXT!CONTRACT NODE!SEARCH READYCOMPARE RETRIEVE!OBJECT
Called by: PROCESS!MESSAGE
Freevars: NET
Explanation: Performs the necessary bookeeping to handle the receipt of an interim report by node "xpnode".
"xmessage" is the message. If the contract for which the report is intended has not been terminated, then
the 'results' siot of the appropriate subcontract is updated with the new result.
The 'reportlacceptance!procedure' for the contract is used to update the 'results' slot. If no procedure
exists then the new result is appended to the previous results.
If the contract is currently in the 'suspended' state, then it is moved to the 'ready' state.
The status of the node is checked, and another contract executed if the node is "Idle".

```

```

rgs: 7-Sep-78 85:53 [CNET]
(PROCESS!NODE!AVAILABILITY!ANNOUNCEMENT
[LRMBDA (xpnode xmessage) (* rgs: " 7-Sep-78 05:53")
NILJ)
Called by: PROCESS!MESSRGE
Explanation:
rgs: 10-0ct-78 23:27 [CNET]
PROCESS!REQUEST
(PROCESS!REQUEST
[LAMBOA (xpnode xmessage) (* rgs: "10-0ct-78 23:27")
(PROG (xpnode! pname xrequest xreqspec xobject xinfo)
(SETQ xpnode! (ELT NET xpnode))
(SETO xrequest (fetch (MESSAGE TEXT) Of xmessage))
(SETQ pname (fetch (REQUEST NAME) of xrequest))
(SETQ xreqspec (fetch (REQUEST REQUEST!SPECIFICRTION) of xrequest))
[SETQ xinfo (for x in xreqspec collect xabject when (SETQ xobject (RETRIEVE!OBJECT xpnode (CAR x)
(CADDR x)
(CRDR x)
(CONO
(xinfo (SENDMESSAGE xpnode time (fetch (MESSAGE ORIGINATOR) of xmessage)
(create INFORMATION NAME * pname INFORMRTION!SPECIFICATION * xinfo])
Calls: RETRIEVE!OBJECT SENDMESSAGE
Called by: PROCESSIMESSRGE
Freevars: NET time
Explanation:

```
            (PROG (xpnode! active xta xabs xit sametype xial xarankproc pc rank)
                    (SETQ xpnode! (ELT NET xpnode))
                    (SETQ active (fetch (PNODE RCTIVE!TASK! RNNOUNCEMENTS) of xpnode!))
                    (SETQ xtá (fetch (MESSRGE TEXT) of xmessage))
                    (UPDATE!ACTIVE!TASK!ANNOUNCEMENTS xpnode)
                    (SETQ xabs (PARSE!TASK!RBSTRACTION (fetch (TASK! PNNOUNCEMENT TASK!ABSTRACTION) of \(\times\) ta) ))
                    (SETQ xit (RETRIEVE!OBJECT xpnode 'TASKITEMPLATE (CAR xabs)))
                    CCOND
                    (CAND xtt (OR (NOT (fatch (TASK!ANNOUNCEMENT ELIGIBILITY!SPECIFICRTION) of \(x t a\) ))
                    (CHECK!ELIGIBILITY xpnode (fatch (TASK!ANNOUNCEMENT ELIGIBILITY!SPECIFICRTION) of xta]
                    [SETQ sametype (CAR (SOME active (FUNCTION (LAMBDR ( \(x\) )
                                    (EQUAL (fetch (ACTIVE!TRSK! ANNOUNCEMENT TYPE) of \(x\) )
                                    (CRR xabs)
                    (COND
                    [sametype
(* if there is an active task announcement of the same type as the new lask announcement then get the announcement!ranking!procedure and apply it to determine if the old active task announcement should be replaced -
if there is no ranking procedure then keep the old active task announcement)
\[
\begin{aligned}
& \text { (SETQ xarankproc (fetch (TRSK!TEMPLRTE RNNOUNCEMENT!RRNKING!PROCEDURE) of } x t t \text { )) } \\
& \text { (COND } \\
& \text { (xarankproc }
\end{aligned}
\]
                    (*) the announcement!ranking!procedure is passed the parsed abstraction for the new task announcement
                and the parsed task abstraction for the old active task announcment of the same type -
                    it returns 1 if the new announcement is "better", 0 if the two are equally important, and -1 if the
                    old active task announcement is "better" -
                    the current default if they are equally important is to retain the old active task announcement)
                    (SETQ ränk (APPLY (fetch (PROCEDURE CODE) of (RETRIEVE!OBJECT xpnode
                                    -PROCEDURE
                                    xarankproc))
                                    (LIST (CADR xabs)
                                    (fetch (ACTIVE!TASK!ANNOUNCEMENT RBSTRACTION)
                                    of sametype]
                                    (COND
                            ( (EQUAL rank 1)
                (SETQ xtal (create ACTIVE!TASK!ANNOUNCEMENT MANAGER + (fetch (MESSAGE
                    ORIGINATOR)
                                    CONTRACT + (fetch (TASK!ANNOUNCEMENT NRME) of \(x t a\) )
                                    TYPE + (CAR xabs)
                                    ABSTRACTION - (CRDR Xabs)
                                    BID!SPECIFICATION + (fetch (TASK!ANNOUNCEMENT
                                    BID!SPECIFICATION)
                                    of xta)
                                    TIME \(+(f\) totch (MESSAGE TIME) of \(\times\) message \()\)
                                    EXPIRATION!TIME + (fetch (TASK!ANNOUNCEMENT
                                    EXPIRATION!TIME)
                                    of \(x(a))\) )
                                    (replace (PNODE ACTIVE!TRSK!RNNOUNCEMENTS) of xpnode!
                                    with (SUBST xtal sametype active]
                    (T (SETQ xial (ereate RCTIVE!TRSK!ANNOUNCEMENT MANAGER - (fefch (MESSAGE ORIGINRTOR) of xmessage)
                            CONTRACT - (fatch (TASK!ANNOUNCEMENT NAME) of \(\times(a)\)
                        TYPE - (CAR xabs)
                            ABSTRACTION - (CADR xabs)
                                    BID!SPECIFICATION -(fetch (TASK! RNNOUNCEMENT BID!SPECIFICRTION) of \(x\) ta)
                                    TIME (fotch (MESSAGE TIME) of xmessage)
                                    EXPIRATION!TIME \& (fetch (TASK!ANNOUNCEMENT EXPIRRTION!TIME) of \(x\) (a) ) )
                (replace (PNODE ACTIVE!TASK! ANNOUNCEMENTS) of xpnode!
                    with (CDNS xtal (fetch (PNODE ACTIVE!TASK!ANNOUNCEMENTS) of xpnode!]
```

    (COND
        (CEQUAL (fetch (PNODE STATUS) of xpnodel)
            "Idle")
        (MAKE!BID xpnode])
    CalIs: CHECK!ELIGIBILITY MAKE!BID PARSE!TASK!RBSTRACTION RETRIEVEIOBJECT UPDRTE!RCTIVE!TASK!RNNOUNCEMENTS
Called by: PROCESS!MESSAGE
Freevars: NET
Explanation: Performs the necessary bookeeping to handle the receipt of a task announcement by node "xpnode". "xmessage" is the message. If the node meets the eligibility specification of the task then the task announcement is ranked relative to other currently active task announcements. If there are other announcements of the same type (as specified by the task!abstraction), then the
'announcement!ranking!procedure' is used to rank them. If there is no procedure, then the old announcement is kept, and the new one is discarcied. If there are no other announcements of the same type then the new announcement is consed to the list of other announcements.
The announcement!ranking!procedure returns $+1,8$, or $-1 .+1$ indicates that the new announcement should be kept, -1 that the old announcement should be kept, and 0 if the two are equally good (the current default is to keep the old one in this casel.
If the node is "Idie", then a bid is made on the current best task announcement.

```
```

rgs: 16-0ct-78 69:13 [CNET]
(PROCESS!TERMINATION
[LAMBDA (xpnode xmessage) (% rgs: "16-0ct-78 09:13")
(PROG (xpnode! xterm xcontract xtn xta xtt xtermproc)
(SETQ xpnode! (ELT NET xpnode))
(SETQ xterm (fetch (MESSAGE TEXT) of xmessâge))
(SETQ xcontract (RETRIEVEIOBJECT xpriode 'CONTRACT (fetch (TERMINATION NAME) of xierm)))
(COND
((NOT (EQUAL (fetch (CONTRACT STATE) Of xcontraci)
'TERMINRTED))
(roplace (PNODE TERMINATED) of xpnode! with (CONS xcontract (fetch (PNODE TERMINATED) of xpnode!)))
(replace (CONTRACT STATE) of xcontract with 'TERMINATED)
CCOND
(ILESSP ntermCs (LENGTH (fetch (PNODE TERMINRTED) of xpnode!)))
(DREVERSE (fetch (PNODE TERMINATED) of xpnode!))
[SETQ xtn (fetch (CONTRACT TASK) of (CAR (fetch (PNODE TERMINATEO) of xpnodel]
(SETQ xta (RETRIEVE!OBJECT xpnods 'TASK xtn))
(SETQ xtermproc (fetch (TASK TERMINRTION!PROCEDURE)
of (RETRIEVEIOBJECT xpnode 'TASK (fetch (CONTRACT TRSK)
of (CAR (fetch (PNODE TERMINATED) of xpnode!]
[COND
{xtermproc (APPLY (fetch (PROCEDURE CODE) of (RETRIEVE!OBJECT xpnode 'PROCEDURE xtermproc))
(LIST xpnods (CAR (fetch (PNODE TERMINATED) of xpnode!]
(T (SETQ xtt (RETRIEVE!OBJECT xpnode 'TASK!TEMPLATE (tetch (TRSK TYPE) of xta)))
(replace (TASKITEMPLATE TASKS) of xtt with (REMOVE xin (fotch (TASK!TEMPLRTE TASKS) of xtt)))
(DELETE!OBJECT xpnode 'TASK }\timestn\mathrm{ )
(OELETE!OBJECT xpnode 'CONTRACT (fetch (CONTRACT NAME) of (CAR (fetch (PNODE TERMINATED)
of xpnode!]
(replace (PNODE TERMINATEO) of xpnode! with (DREVERSE (COR (feich (PNODE TERMINATED) of xpnodel)
(INSTALL!DISPLAY!EVENT (IPLUS time ppt)
xpnode
SIMULATION
(RPPENO '(Terminated Contract)
(fetch (TERMINRTION NAME) of xterm)))
(* now terminate the subcontracts)
(TERMINATEISUBCONTRRCTS xpnods xcontract {pl})
CaIIs: DELETE!OBJECT INSTALL!OISPLRY!EVENT RETRIEVE!OBJECT TERMINATE!SUBCONTRACTS
Called by: PROCESS!MESSAGE
Freevars: NET ntermcs time tpt
Explanation: Performs the necessary bookeeping to handle the receipt of a termination by node "xpnode". "xmessage"
is the message. If the contract named in the message has not already been terminated then it is placed in
the terminated state, and all of its outstanding subcontracts are terminated.
If the terminated state contains more than 'ntermcs' contracts then the oldest contract is discarded,
after presenting it to the 'termination!procedure' for its task (if such a procedure exists).

```

```

cQRRANK
[LAMBDA (xabs1 xabs2) (* rqs: "l5-Sep-78 18:18")
(* rank the two abstractions on the
basis of the selected "local" search
strategy)
(PROG (rn)
<RETURN (SELECTQ qsearch!strategy
(8) (COND
((IGREATERP xabs1 xabs2)
1)
((IGREATERP xabs2 xabs1)
-1)
(T (0)))
(1 (COND
((IGREATERP xabs2 xabs1)
1)
((IGRERTERP xabsi xabs2)
-1)
(T 8)))
(2) (SETG rn (RANO -1.0 1.0))
(COND
((FGREATERP rn 8.8)
1)
((MINUSP rn)
-1)
(T 8)\)
NILJ)
Freevars: qsearch!strategy
Explanation: Orders two 'extend board' task abstractions, "xabsl" (the abstraction for the 'new' announcement) and
"xabs2" (the abstration for the current best announcement). Returns +1, -1, or 6 according to the search
strategy determined in QSETIPRRAMETERS.
rgs: 12-Sep-78 80:11 [CNET]
QBRRNK
(QBRANK
[LAMBDA (nowbid oldbids) (辛 rgs: "12-Sep-78 80:11")
(LIST'SRTISFACTORY newbid])
Explanation: Handles bids received by a node. "newbid" is the 'new' active!bid, and "oldbids" is the list of
previously received active!bids. QBRANK always returns a list of 'satisfactory and the new active!bid.
rgs: 16-Sep-78 03:51 [CNET]
CQOISPLAY
[LAMBDA (xboard) (% rgs: "16-Sep-78 03:51")
(CONS "Queen-rows:" (for i from 1 to qsize collect (ELT xboard i) when (IGREATERP (ELT xboard i)
0])
Called by: EXTEND!BORRD OFINALIZE
Freevars: qsize
Explanation: Returns a list of rows in which queens have been placed on the board "xboard".

```
```

(QFINALIZE
[LRMBDA (xpnode xname xrslt) {% edit: "18-Sep-78 87:01")
(PROG (solutions msg)
[SETQ solutions (for }x\mathrm{ in xrslt collect }x\mathrm{ when (EQUAL (CAR x)
'SUCCESS]
(COND
<solutions (SETQ msg (LIST "Solutions Found:
"))
[for x in solutions do (SETQ msg (APPEND msg (QDISPLAY (CAODOR x))
(LIST "
"]
(DISPLAY msg))
(T (DISPLAY "No Solutions Found"J)
Cal/5:
QDISPLAY
Explanation: The 'finallfunction' for the N Queens problem. Displays the solutions found (or that no solutions have
been found).
"xpnode" is the node that sent the top-lavel report. "xname" is the name of the contract. "xrslt" is the
text of the report.
rgs: 16-0ct-78 21:56 [CNET]
QINITIALIZE

```
```

{QINITIALIZE

```
{QINITIALIZE
    [LAMBDR (xnetsize restartflag olduserparamflag) (* rgs: "16-0ct-78 21:56")
    [LAMBDR (xnetsize restartflag olduserparamflag) (* rgs: "16-0ct-78 21:56")
        (PROG (xprocedure xannproc xarankproc xbrankproc xtask!template)
        (PROG (xprocedure xannproc xarankproc xbrankproc xtask!template)
            [COND
            [COND
                        ((NOT restartflag)
                        ((NOT restartflag)
                            COSET!PARAMETERS (NOT olduserparamflag)
                            COSET!PARAMETERS (NOT olduserparamflag)
            (SETQ xprocedure (create PROCEDURE NAME &'EXTEND!BOARD
            (SETQ xprocedure (create PROCEDURE NAME &'EXTEND!BOARD
                                    COOE ~'EXTEND!BORRD\)
                                    COOE ~'EXTEND!BORRD\)
            (SETQ xannproc (create PROCEDURE NAME +'QANNOUNCE
            (SETQ xannproc (create PROCEDURE NAME +'QANNOUNCE
                        CODE &QRNNOUNCEI)
                        CODE &QRNNOUNCEI)
            (SETQ xarankproc (create PROCEDURE NRME +'QRRANK
            (SETQ xarankproc (create PROCEDURE NRME +'QRRANK
                        CODE +'QRRANK)S
                        CODE +'QRRANK)S
            (SETQ xbrankproc (create PROCEDURE NAME ~'QBRANK
            (SETQ xbrankproc (create PROCEDURE NAME ~'QBRANK
                    CODE -'QBRANK)S
                    CODE -'QBRANK)S
                    (SETQ xtask!tamplate (create TRSK!TEMPLATE TYPE &'EXTEND!BOARD
                    (SETQ xtask!tamplate (create TRSK!TEMPLATE TYPE &'EXTEND!BOARD
                        RNNOUNCEMENT!PROCEDURE +'QANNOUNCE
                        RNNOUNCEMENT!PROCEDURE +'QANNOUNCE
                                    RNNOUNCEMENT!RRNKING!PROCEDURE *'QARANK
                                    RNNOUNCEMENT!RRNKING!PROCEDURE *'QARANK
                                    BID!RANKING!PROCEDURE +'QBRANK
                                    BID!RANKING!PROCEDURE +'QBRANK
                                    EXECUTION!PROCEDURE -'EXTEND!BORRD\)
                                    EXECUTION!PROCEDURE -'EXTEND!BORRD\)
                                    (for x from 1 to xnetsize do (STORE!OBJECT x 'PROCEDURE xprocedure)
                                    (for x from 1 to xnetsize do (STORE!OBJECT x 'PROCEDURE xprocedure)
                                    (STORE!OBJECT x 'PROCEDURE xannproc)
                                    (STORE!OBJECT x 'PROCEDURE xannproc)
                                    (STORE!OBJECT x 'PROCEOURE xarankproc)
                                    (STORE!OBJECT x 'PROCEOURE xarankproc)
                                    (STORE!OBJECT x 'PROCEOURE xbrankproc)
                                    (STORE!OBJECT x 'PROCEOURE xbrankproc)
                                    (STORE!OBJECT x 'TASKITEMPLATE (COPYALL xtask!template)))
                                    (STORE!OBJECT x 'TASKITEMPLATE (COPYALL xtask!template)))
                            (RETURN (LIST (LIST 'EXTEND!BORRD (NEW!BOARDI)
                            (RETURN (LIST (LIST 'EXTEND!BORRD (NEW!BOARDI)
Calls: NEW!BORRD QSET!PARAMETERS STORE!OBJECT
Calls: NEW!BORRD QSET!PARAMETERS STORE!OBJECT
Explanation: The 'initial!function' for the N Queens problem. Initializes the knowledge bases of the nodes in the
Explanation: The 'initial!function' for the N Queens problem. Initializes the knowledge bases of the nodes in the
            net with the required task!templates and procedures. Returns a list of the top-level task type and.the
            net with the required task!templates and procedures. Returns a list of the top-level task type and.the
            initial board (no queens placed).
            initial board (no queens placed).
            "xnetsize" is the number of nodes in the net. "restartflag" is T if new parameters are not to be
            "xnetsize" is the number of nodes in the net. "restartflag" is T if new parameters are not to be
        requested. "olduserparamflag" is T if the current user parameters are to be used as defaults when new user
        requested. "olduserparamflag" is T if the current user parameters are to be used as defaults when new user
        parameters are requested.
```

        parameters are requested.
    ```
```

gQRECEIVE
[LAMBDA (xpnode xname xcontract) (* rgs: "18-Sep-78 89:22")
(PROG (solutions)
(COND
((EQUAL qreport!siralegy 0)
(while (AND (OUTSTANDING!SUBCONTRACTS xcontract)
(ILESSP (LENGTH (SETQ solutions (for x in (fetch (CONTRACT RESULTS) of xcontract)
collect x when (EQUAL (CAR x)
'SUCCESS]
qnsol))
do [CNET* 'INTERIM!REPORT {LIST (LIST (CRR (foich (CONTRACT RESULTS) of xcontract]
(SUSPENO))
[CNET* 'FINAL!REPORT (LIST (LIST (CAR (fetch (CONTRACT RESULTS) of xcontract)
(TERMINATE))
(T (while (OUTSTANDING!SUBCONTRRCTS xcontract) do (SUSPEND))
ISETQ solutions (for }x\mathrm{ in (fesch (CONTRACT RESULTS) of xcontract) collect }
when (EQURL (CRR x)
'SUCCESS]
[COND
(solutions (CNET* 'FINRL!REPORT (LIST solutions)))
(T (CNET*'FINAL!REPORT (LIST (LIST (CAR (feich (CONTRACT RESULTS) of xcontract)
(TERMINRTEJ)
CalIs: CNET* OUTSTANDING!SUBCONTRACTS SUSPEND TERMINRTE
Called by: EXTENDIBORRD
Freevars: qnsol qreport!strategy
Explanation: Retually decides what to do upon receipt of a report for the N Queens problem. "xpnode" is the node
receiving the report. "xname" is the name of the contract. "xcontract" is the contract record.
rgs: 23-Sep-78 18:32 [CNET]
QSET!PRRAMETERS
(QSET!PARAMETERS
[LAMBDA (cleanstart) (e rgs: "23-Sep-78 18:32")
(PROG NIL
CCOND
(cleanstar: (PROG NIL
(SETQa qsize 5)
(SETQQ qnsol 1)
(SETQQ qsearch!strategy O)
(SETQQ qreport!stratagy 0)
(SETQQ tqgenerate 1)
(SETQQ tqsubtask 1)
(SETQQ tqsuccess 1)
(SETQQ tqfailure 1]
(TTYOUT)
(SETQ qsize (RSKFORNUMBER "Number of Queens" qsize 'QSIZE 0))
(SETQ qsearch!strategy (ASKFORNUMBER "Search Strategy" qsearch!strategy 'QSEARCH -1 3))
(SETQ qreport!strategy (RSKFORNUMBER "Report Strategy" qreportlstrategy 'QREPORT -1 2))
[COND
((EQUAL qreport!strategy 8)
(SETQ qnsol (RSKFORNUMBER "Number of solutions" qnsol 'QNSOL 0]
(TTYOUTJ)
Called by: OINITIALIZE
Freevars: qnsol qreport!strategy qsearch!strategy qsize tqfailure qqgenerate tqsubtask tqsuccess
Explanation: Asks user for parameters for the N Queens problem. Sets global variables. Same style as
SET!PARAMETERS.
If "cleanstart" is T then the settings built into the function are used as defaults for the questions.

```
```

rgs: 23-5sp-78 16:38 [CNET]
RANDOMCOMPARE
(RANDOMCOMPARE
[LRMBDA (a b) (% rgs: "23-Sep-78 16:38")
(COND
( (FGRERTERP (RRND -1.0 1.0)
8.8)
T)
(T NILJ)
Called by: SIMULATE
Explanation: Orders two items "a", and "b" according to a random number between -1 and +1.
rgs: 18-Sep-78 01:57 [CNET]
READYICONTRACT

```
```

(RERDYICONTRRCT

```
(RERDYICONTRRCT
    [LAMBDA (xpnode xcontract xpointer) (* rgs: "18-Sep-78 81:57")
    [LAMBDA (xpnode xcontract xpointer) (* rgs: "18-Sep-78 81:57")
        (PROG (xpnode!)
        (PROG (xpnode!)
            (SETQ xpnode! (ELT NET xpnode))
            (SETQ xpnode! (ELT NET xpnode))
            (RETURN (replace (PNODE REROY) of xpnode! with (COND
            (RETURN (replace (PNODE REROY) of xpnode! with (COND
                                    ((fatch (PNODE RERDY) of xpmode!)
                                    ((fatch (PNODE RERDY) of xpmode!)
                                    (NCONC (fetch (PNODE RERDY) of xpnode!)
                                    (NCONC (fetch (PNODE RERDY) of xpnode!)
                                    (LIST (CONS xcontract xpointer]
                                    (LIST (CONS xcontract xpointer]
                                    (T (LIST (CONS xcontract xpolnter])
                                    (T (LIST (CONS xcontract xpolnter])
Called by: PROCESS!RNNOUNCED!AWARD PROCESS!DIRECTED!AWARD
Freevars: NET
Explanation: The contract with name "xname" is placed at the end of the list of contracts in the 'ready' state of
            node "xpnode". "xpointer" can be a pointer to the task execution procedure, if REAOY!CONTRACT is called to
            ready a suspended contract.
rgs: 19-Sep-78 17:28 [CNET]
(RERDYCOMPARE
    (LAMBDA (a b) (* rgs: "19-Sep-78 17:28")
        (COND
            ((AND (CDR a)
                                    (CDR b))
            (CONO
                    ([ILESSP (LENGTH (fotch (CONTRRCT NRME) of (CAR a)))
                                    (LENGTH (fetch (CONTRACT NRME) of (CAR b)
                                    T)
                    (T NIL)))
            ((ANO (CDR a)
                                    (NOT (CDR b)))
            T)
            ((AND (NOT (CDR a))
                    (CDR b))
            NIL)
        (T T])
Called by: PROCESS!FINAL!REPORT PROCESS!INTERIM!REPORT
Explanation: Orders two contracts in the ready state, "a", and "b". The ordering is such that resumed contracts have priority over newly acquired contracts, and the older resumed coniracts have priority over the newer ones.
```

```
(REANNOUNCE!TASK
    [LAMBDA (xpnode xname) (% rgs: "27-0ct-78 18:51")
        (PROG NIL
            (SETO tracounter (ADD1 tracounter))
            (ANNOUNCE!TASK xpnode xname])
Calls: RNNOUNCE!TASK
Called by: CHECK!8IOS
Freevars: tracounter
rgs: 18-Aug-78 15:58 [CNET]
RELEASE ! TASK
```


## (RELEASE!TASK

```
LLAMBDA (taskprocesspointer) (*) rgs: "18-Aug-78 15:58")
(TRYNEXT taskprocesspointer NIL 'RELERSEJ)
Called by: UPDATE!NODE
Explanation: Used to release the pointer to a task execution function. It does this by calling up the function with the pointer "taskprocesspointer" with TRYNEXT, and passing the keyword 'RELEASE. The function that always catches this keyword is CNET*, and it performs an 'RDIEU.
This function is used to release the pointer 10 a task when the associated contract is terminated by the manager.
```

rgs: 9-Jul-78 16:80 [CNET]
RESIMULATE

## (RES IMULATE

[LAMBDA NIL (* rgs: " 9-Jul-78 16:89")
(PROG NIL

## (TTYOUT)

(SETQ resimulateflag (ASKFORYESNO "Another lask" resimulateflag 'RESTART))
(COND
((NOT resimulateflag)
(COND
(fileflag (CLOSEF cnetfile)))
(RETURN 0))
(T (SETQ sameparameterflág (RSKFORYESNO "Same parameters" sameparameterflag 'RESTARTPARAMS)) (COND
((NOT sameparameferflag)
(COND
(fileflag (CLOSEF cnetfila)))
(RETURN 2))
(T (RETURN 1])

Called by: CNET
Freevars: cnetfile fileflag resimulateflag sameparameterflag
Explanation: Asks the user questions about doing another simulation. Returns 8 if the user doesn't want another simulation to be done. Returns 1 if another simulation is to be done with the same parameters. Returns 2 if another simulation is to be done with different parameters.

```
(RESUME !TRSK
    [LAMBDA (taskprocesspointer) (* rgs: "18-Aug-78 13:58")
        (SETQ task!time 8)
        (TRYNEXT taskprocesspointer])
Called by: PROCESS!CONTRACT UPDRTE!NODE
Freevars: task!itme
Explanation: Resumes the task with pointer "taskprocesspointer" with TRYNEXT. Rlso initializes the 'task!time'.
```

rgs: 20-Oct-78 15:22 [CNET]
RETRIEVE!OBJECT
(RETRIEVE!OBJECT
[LAMBDA (xpnode xobject xkey xslot everyflag) (\% rgs: "28-0ci-78 15:22")
(PROG (xpnode! kb index otherindex)
(SETQ xpnode! (ELT NET xpnode))
(SETQ kb (fetch (PNODE KNOWLEDGE!BASE) of xpnode!))
(COND
( (MEMBER xobject (RECORDFIELDNAMES 'KNOHLEDGE!BRSE))
[SETQ index (RECORDACCESS xobject kb (RECLOOK 'KNOWLEDCE!BRSE)
(RETURN (COND
lxkey (CRR (SOME index (FUNCTION (LAMBOR (x)
(EQUQL ICOND
( (NOT xSIOU)
(CADR $x$ ))
©T (RECORDACCESS $\times 5 \operatorname{lot} \times$ (RECLOOK xobject]
xkey)
(T (COND
(everyflag index)
(T (CAR index]
( $T$ (SETQ index (fetch ( $k$ NOWLEDGE!BASE OTHER) of $k b$ ))
ISETQ otherindex (CDRR (SOME index (FUNCTION (LRMBDA (x)
(EQUAL (CAR x)
xob jec t]
(RETURN (COND
[xkey (CRR (SOME otherindex (FUNCTION (LAMBDA (x)
(EQUAL ICOND
( $($ NOT $\times$ slot)
(CADR $x$ ))
(T (RECORDACCESS $\times$ slot $\times$ (RECLOOK xobject]
xkey]
© (COND
(everyflag otherindex)
(T (CAR otherindexi)

Callsd by: AWARD BID CHECK!BIDS DELETE!PSEUDO!CONTRACT FINAL!REPORT FIND!SUBCONTRACT GET!TASK!ANNOUNCEMENT INTERIM!REPORT MAKE!BID PROCESS!ANNOUNCED!RWARD PROCESS!BID PROCESS!CONTRACT PROCESSIDIRECTED!AWARD PROCESS!FINAL!REPORT PROCESS!INFORMATION PROCESS!INTERIM!REPORT PROCESS!REQUEST PROCESSITASK!RNNOUNCEMENT PROCESS!TERMINATION STORE!TASK!OBJECT UPDRTE!NODE

Freevars: NET
Explanation: Returns the record for the object of type "xobject" in node "xpnode". "xkey" is the key used to flind the object. "xslot" is the name of the slot to which the key belongs. If "xslot" is NIL then the first slot for the object is used.

```
rgs: 7-Sep-78 86:02 [CNET]
SAMEISTRTUSICHECK
(SAME!STATUS!CHECK
    [L.AMBDR (xpnode xname) (* rgs: " 7-Sep-78 06:02")
    (% used to check that the node is still executing the same contract that it was when the event to be
        processed was placed on the event list)
    (AND (EQUAL (fetch (PNODE STATUS) of (ELT NET xpnode))
            "Busy")
        (EQUAL [fetch (CONTRACT NAME) of (CAR (fetch (PNODE EXECUTING) of (ELT NET xpnode)
            xname])
Called by: FINALIREPORT GENERRTE!SUBTASK INTERIMIREPORT SOISPLAY UPDATE!NODE
Freevars: NET
Explanation: Returns T if "xpnode" iis "Busy", and the contract with name "xname" is being executed.
rgs: 7-Sep-78 06:02 [CNET]
    SDISPLAY
(SOISPLAY
    ILAMBDR (xpnode xname xdata) (* rgsi " 7-Sep-78 86:02")
        (COND
            ((SAME!STATUS!CHECK xpnode xname)
                (INSTALL!DISPLAY!EVENT time xpnode 'TASK xdataj)
CalIs: INSTRLLIDISPLAY!EVENT SAMEISTRTUSICHECK
Freevars: time
Explanation: Used to display text from a user task execution function in the trace of the simulation. "xpnode" is
            the originating node, "xname" is the name of the contract, and "xdata" is the text.
            This function is called through CNETt (which inserts the "xpnode" and "xname" arguments).
rgs: 12-Sep-78 01:02 [CNET]
                                    SENDMESSAGE
(SENDMESSRGE
    【LAMBDA (xoriginator xtime xaddresse0 xtext) (* rgs: "12-Sep-78 81:82")
        (PROG (m)
                (SETQ m (create MESSAGE TIME * xtime ADORESSEE * xaddressee ORIGINATOR * xoriginator TEXT & xiext))
                (INSTRLL!EVENT xtime mJ)
Calls: INSTRLL!EVENT
Called by: ANNOUNCEITASK AWARD BID DIRECTED!AWRRD FINRLIREPORT INTERIMIREPORT PROCESSIDIRECTED!RWARO PROCESS!REQUEST
    TERMINRTE!SUBCONTRACTS
Explanation: Sends a message from "xoriginator" to "xaddressee" at time "xtime". "xtext" is the text of the
    message. The message is sent by placiing a message event on the event list.
```

```
(SET!PARAMETERS
    〔LAMBOR (cleânstart) (% rgs: "23-Sep-78 18:38")
        (PROG NIL
            [COND
                fcleanstart (PROG NIL
                    (SETQQ netsize 18)
                    (SETQQ gain 100)
                    (SETQQ ntermes 10)
                    (SETQQ dpilag T)
                    (SETQQ dpfflag T)
                    (SETQQ delayfile cnet.delay)
                    (SETQQ {a 1)
                    (SETQQ ira 1000)
                    (SETQQ ipa 1)
                    (SETQQ ina 1)
                    (SETQQ tpna 1)
                    (SETQQ tb 1)
                    (SETQQ tpb 1)
                    (SETQQ tsaw 1)
                    (SETQQ tpsaw 1)
                    (SETQO tdaw 1)
                    (SETQQ tpdaw 1)
                    (SETQQ tack 1)
                            (SETQQ tpack 1)
                    (SETQQ tr2 1)
                    (SETQQ tpr 1)
                    (SETQQ tt l)
                    (SETQQ tpt 1)
                    (SETQQ trea 1)
                    (SETQQ tprea 1)
                    (SETQQ ti 1)
                    (SETQQ tpi 1)
                    (SETQQ display!parameter!flag T)
                    (SETQQ display!statistics!flag T)
                    (SETQQ display!banners!ilagg T)
                    (SETQQ display!time!flag T)
                    (SETQQ display!messages!flag NIL)
                    (SETQQ display!internal!events!!lag NIL)
                    (SETQQ display!display!eventslflag NIL)
                    (SETOQ display!node!flag NIL)
                    (SETQQ fileflag NIL)
                    (SETQQ cnetfilo cnet.results)
                    (SETQQ termflag T)
                    (SETQQ resimulateflag T)
                    (SETQQ sameparameterflag T)
                    (SETQQ initial!function $INITIRLIZE)
                    (SETQQ final!function $FINALIZE)
                            (SETQ randstart (RANDSET T]
            (TTYOUT)
            (SETQ netsize (ASKFORNUMBER "Nodes" netsize 'NETSIZE 8))
            (SETQ nodelisi (for i from l to netsize collect i))
            (SETQ gain (ASKFORNUMBER "Task time expansion factor" gain 'GAIN 0))
            (SETQ ntermcs (ASKFORNUMBER "Terminated contracts" ntermcs 'NTERMCS -1))
            (SETQ dpflag (RSKFORYESNO "Default delay parameters" dpflag 'DELAY))
            [COND
                    ((NOT dpflag)
                    (SETQ dpfflag (RSKFORYESNO "Read parameters from a file" dpfflag 'DELAYFILE))
                    (COND
                    (dpfflag (SETQ delayfile (ASKFORFILENRME 'INPUT delaytile))
                                    (INPUT (INFILE delay̧filos)
                                    (SETQ ta (READ delayilla))
                            (SETO tra (RERD delayfile))
                    (SETQ tpa (READ delayife))
                    (SETQ tna (READ delayfile))
                    (SETQ tpna (READ delayfile))
                    (SETO to (RERO delayfiles)
                    (SETa tpb (READ delayfile))
```

```
            (SETQ tsaw (RERD delayfile))
            (SETQ tpsaw (READ delayfile))
            (SETQ tdaw (RERD delayfile))
            (SETQ tpdaw (RERD delayile))
            (SETQ tack (READ delayfile))
            (SETQ tpack (RERD delayflle))
            (SETQ tr2 (RERD delayfils))
            (SETQ ipr (RERD delayfile))
            (SETQ it (READ delayfile))
            (SETQ tpt (READ delaytile))
            (SETO treq (REAO delayfile))
            (SETO tpreq (READ delayfile))
            (SETQ ti (READ delayfile))
            (SETQ tpl (RERO delayfile))
            (CLOSEF delayfile))
(T (SETQ ta (ASKFORNUMBER "ta" ta 'TR Ө))
    (SETQ tra (ASKFORNUMBER "tra" tra 'TRA 0))
    (SETQ tpa (ASKFORNUMBER "tpa" tpa 'TPA 0))
    (SETQ tna (ASKFORNUMBER "tna" tna 'TNR 8))
    (SETQ tpna (ASKFORNUMBER "tpna" tpna 'TPNA 0))
    (SETQ ib (ASKFORNUMBER "tb" tb 'TB 0))
    (SETQ tpb (RSKFORNUMBER "tpb" (pb 'TPB 0))
    SETQ {sam (ASKFORNUMBER "tsấ"" tsam 'TSAN 0))
    (SETQ tpsaw (ASKFORNUMBER "tpsaw" tpsaw 'TPSAW 8))
    (SETQ tdaw (ASKFORNUMBER "tdaw" tdaw 'TDAN 8))
    (SETQ tpdaw (ASKFORNUMBER "tpdaw" tpdaw 'TPOAN 8))
    (SETQ tack (ASKFORNUMBER "tack" tack "TACK 0))
    SETQ tpack (ASKFORNUMBER "tpack" tpack 'TPACK 0))
    (SETQ ir2 (ASKFORNUMBER "tr2" Ir2 'TR2 8))
    (SETQ ipr (ASKFORNUMBER "tpr" (pr 'TPR 0))
    (SETQ it (RSKFORNUMBER "tt" tt 'TT 0))
    (SETQ tpt (RSKFORNUMBER "tpt" tpi 'TPT 0))
    (SETO treq (RSKFORNUMBER "treq" treq'TREQ 8))
    (SETQ tpreq (ASKFORNUMBER "tpreq" tpreq'TPREQ 8))
    (SETQ ti (ASKFORNUMBER "ti" ti 'TI 8))
    (SETQ ipi (RSKFORNUMBER "tpi" tpi 'TPI 0]
    (SETO display!parameter!flag (ASKFORYESNO "Display Parameters" display!parameter!flag 'OPARAM))
    (SETQ display!statistics!flag (RSKFORYESNO "Display statistics" display!statistics!tlag 'DSTRT))
    (SETQ display!banners!flag (ASkFORYESNO "Display banners" display!banners!flag 'DBAN))
    (SETQ disptay!time!flag (RSKFORYESNO "Display time" displayttime!flag 'DTIME))
    (SETQ display!messages!flag (RSKFORYESNO "Display messages" display!messages!flag 'DMESS))
    (SETQ display!internal!events!flag {ASKFORYESNO "Display internal ovents" display!internal!events!flag
                    'OINTE)S
    SETQ display!display!events!flag (RSKFORYESNO "Display display events" display!display!eventslflag
                                    DOIS))
    (SETQ display!node!flag (ASKFORYESNO "Display nodes" display!node!flag 'ONODE))
    (SETQ display!events!flag (OR display!messagss!fläg display!internal!events!flag display!display!eventslflag))
    SETO fileflag (ASKFORYESNO "Diagnostic information to file" fileflag 'OFILE))
    (SETQ initial!function (ASKFORFUNCTIONNAME "Initial Applications Function" inltial!function
                        'INITIALIZE))
    (SETQ final!function (RSKFORFUNCTIONNRME "Final Applications Function" final!function 'FINRLIZE))
    (fileflag (SETQ cnetfile (ASKFORFILENAME 'OUTPUT cnetfile))
        (SETQ termflag (ASKFORYESNO "RIso to the terminal" termflag 'TERM))
        (OUTFILE cnetfile)\)
    (RANDSET randstart)
Freevars: cnetfile delayfile display!banners!flag display!display!events!flag display!events!flag
    display!internal!events!flag display!messages!flag display!nade!flag display!parameterlflag
    display!statisties!flag display!time!flag dpffläg dpflag filsflag final!function gain initlallfunctlon
    netsize nodelist nfermes randsiari resimulateflag sameparameterflag ta tack tb tdaw termflag ti tna tpa
    tpack tpb tpdaw tpi tpna tpr tpreq tpsaw tp: tr2 tra treq tsaw it
```

    (COND
    (TTYOUT])
    Called by: CNET

Explanation: Asks the user for parameter settings for the simulation. Seis global variables.
All questions give a prompt, have a default, and respond to "?" with a help message.
If "cleanstart" is T then the settings built into the function are used as defaults for the questions.

```
(SIMULRTE
    [LAMBDR (restartflag olduserparamflag) (% rgs: "27-0ct-78 18:48")
        (PROG (xpnode xpnode! eventflag ev evdata xaddresses della newtimeflag initialltasks xcontract)
                    (COND
            (display!parameter!&lag (DISPLAY)
                                    (DISPLAY!PARAMETERS)
                                    (DISPLRY)))
                    (COND
                    (display!banners!flag (DISPLAY)
```



```
                    (DISPLAY)))
                    (INITIALIZE)
                (SETQ initial!tasks (APPLY initial!function (LIST netsize restartflag olduserparamflag)))
                (SETQ xpnode 8)
                (do (SETQ xpnode (RODI xpnode))
                    (SETQ xpnode! (ELT NET xpnode)) (% initial!function must initlalize the
                                    knowledge bases of the nodes in the net
                                    and return a list of top level task
                                    names)
                    [SETQ xcontract (create CONTRACT NAME +(LIST xpnode)
                        MANAGER + O REPORTIRECIPIENTS & (LIST B)
                            TASK - (STORE!TASK!OBJECT xpnode (CRAR initial!tasks)
                                    (CRDRR initial!tasks]
                    (STORE!OBJECT xpnode 'CONTRRCT xcontrac!)
                    (replace (PNODE EXECUTING) of xpnode! with (LIST xcontract))
                    (replace (PNODE STATUS) of xpnode! with "Busy")
                    (INSTALL!INTERNAL!EVENT O xpnode xpnode 'CONTRACT!PROCESSING)
                    (SETQ initial!tasks (CDR initialltasks)) until (NULL initialltasks))
                                    (% should also add new contracts to
                                    knowledge base (also new tasks))
(do (SETQ eventflag NIL)
                    (SETQ ev (NEXT!EVENT))
                    (SETQ eventcounter (RDDI eventcounter))
                    (COND
                        ((IGREATERP (fotch (EVENT TIME) of ov)
                        time)
                (SETQ delta (IOIFFERENCE (fetch (EVENT TIME) of ev)
                        t(me))
                    \for xpnode from 1 to netsize do (COND
                                    ((EQURL (fotch (PNODE STATUS) of (ELT NET xpnode))
                                    "Busy")
                                    (SETR utilization xpnode (IPLUS (ELT utilization xpnode)
                                    deltal
                (SETQ time (fetch (EVENT TIME) of ov))
                (SETQ newtimeflag T))
            (T (SETQ newtimeflag NILI))
                ICOND
                    (newtimeflag (COND
                    (display!time!flag (DISPLAY)
                                    (DISPLAY "Time: " time)
                                    (01SPLAY)))
                            (CONO
                            (display!node!flag (DISPLAY)
                                    (DISPLAY "-- Node Status --")
                                    (OISPLAY)
                                    (for xpnode from 1 to netsize do (DISPLAY!NODE xpnode]
                    (COND
                    (display!events!flag (DISPLAY!EVENT Ov)))
                    (SELECTQ (CRR (fetch (EVENT DRTA) of ev))
                        [DISPLAY!EVENT (COND
                            ((EQ (fetch (OISPLAY!EVENT TYPE) of (fatch (EVENT ORTR) of ev))
                                    'TASK)
                                    (PROCESS!DISPLAY!EVENT (fetch (EVENT DRTA) of ev)
                                    [INTERNAL!EVENT (SETQ eventflag (PROCESS!INTERNAL!EVENT (fetch (EVENT DATR) of ev]
                                    [MESSRGE (SETQ eventflag T)
                                    (SETQ evdata (foich (EVENT DATA) of ev))
                                    (SETQ xaddressee (fetch (MESSAGE ADORESSEE) of evdata))
```

```
(COND
    [(EQUBL xaddressee '(0))
        (APPLY final!function (LIST (fetch (MESSAGE ORIGINATOR) of evdata)
                        (fetch (FINRL!REPORT NAME)
                        of (fetch (MESSAGE TEXT) of evdata))
                        (fetch (FINRL!REPORT RESULT!DESCRIPTION)
                        of (fetch (MESSAGE TEXT) of evdata)
    (T (SETQ messagecounter (RDDL messagecounter))
        (if (EQUAL evdata:MESSAGE.AOORESSEE "%")
            then (SETQ bdcsicountor (RDD1 bdcstcounter))
                (SETQ nodelist (SORT nodelist 'RRNDOMCOMPRREJ
        SELECTO (CRR evdata:MESSAGE.TEXT)
            (TASK!ANNOUNCEMENT (SETQ tacounter (ADD1 tacounter)))
            (BID (SETQ bidcounter (ROOL bidcounter)))
            (ANNOUNCED!ANARD (SETQ aacounter (RDD1 aacounter)))
            (DIRECTED!AWRRD (SETQ dacounter (RDDI dacounter)))
            IACKNOWLEOGEMENT (if (EQUAL evdata:MESSAGE.TEXT:ACKNOWLEDGEMENT.RESPONSE
                                    'RCCEPTANCE)
                                    then (SETQ acccounter (ADD1 acccounter))
                                    else (SETQ recounter (RDOL recounter]
                                    (INTERIM!REPORT (SETQ ircounter (ADD1 ircounter)))
                                    (FINAL!REPORT (SETQ frcounter (ADDI frcounter)))
                                    (TERMINRTION (SETQ tecounter (ADDL tecounter)))
                                    (NODE!AVRILABILITY!ANNOUNCEMENT (SETQ nacounter (ADDI nacounter)))
                                    (REQUEST (SETQ rqcounter (RDD1 rqcounter)))
                                    (INFORMRTION (SETO imcounter (ADO1 imcounter)))
                    NIL)
                            (for xpnode in nodelist do (PROCESS!MESSAGE xpnode xaddressee evdata)
        until (NOT (fetch (EVENT LLINK) of eventiist)))
            (DISPLRY)
```



```
                            (DISPLAY)))
Ca|Is: DISPLAYIEVENT DISPLAYINODE DISPLAY!PARAMETERS DISPLAYISTATISTICS INITIRLIZE INSTALLIINTERNALIEVENT
    NEXT!EVENT PROCESS!DISPLAY!EVENT PROCESS!INTERNRL!EVENT PROCESS!MESSAGE RANDOMCOMPARE STORE!OBJECT
```

                NIL)
        (COND
            (eventflag (SETQ rtime time)))
    (COND
        (display!banners!flag (DISPLAY)
    (COND
(display!statistics!flag (OISPLAY!STATISTICSJ)
STORE!TASK!OBJECT

Called by: CNET
Freevars: NET aacounter accounter bdcstcounter bidcounter dacounter display!banners!flag display!eventslflag display!node!flag display!parameter!flag display!statistics!flag display!time!flag eventcounter eventilst final!function frcounter imcounter initial!function ircounter messagecounter nacounter netsize nodelist recounter rqcounter rtime tacounter tecounter time utilization

Explanation: Performs the main contract net simulation. Initializes the net and calls the initial user function. Sets up contracts as indicated by that function. Then processes events from the event list until no more events remain to be processed. Then displays statistics if required.
[LAMBDA (xpnode xobject xinstance) (\% rgs: "8-Sep-78 80:16")
(PROG (xpnode! kb index otherindex)
(SETQ xpnode! (ELT NET xpriode))
(SETQ kb (fetch (PNODE KNOWLEDGE!BASE) of xprode!))
(COND
((MEMBER xobject (RECOROFIELONAMES 'KNOLILEOGE!BASE))
[SETQ index (RECORDACCESS xobject kb (RECLOOK 'KNOWLEDGE!BASE]
(SETQ index (CONS xinstance index))
(RECORDACCESS xobject kb (RECLOOK 'KNOWLEDGE!BASE)
'replace index))
( $T$ [SETG otherindex (CAR (SOME (fetch (KNOLLEDGE!BRSE OTHER) of $k b$ )
(FUNCTION (L.RMBOR ( $x$ )
(EQUAL (CAR $x$ )
xobject
(COND
(otherindex ISETQ otherindex (CONS (CAR otherindex)
[CONS xinstance (CDR otherindex]
(FRPLACA (SOME (fetch (KNOWLEOGE!BASE OTHER) of kb )
(FUNCTION (LAMBDR ( $x$ )
(EQURL (CAR $x$ )
xobject)
other index $)$
(T (replace (KNOHLEDGE!BASE OTHER) of kb with (CONS (CONS xobject (CONS xinstance))
(fetch (KNOWLEDGE!BASE OTHER) of kb ) )
Called by: \$INITIALIZE INITIALIZE MAKEIBIO PROCESS!DIRECTED!AWARD PROCESSIINFORAATION QINITIRLIZE SIMULRTE
STORE !TASK!OBJECT
Freevars: NET

Explanation: Stores an object of type "xobject" in the knowledge base of node "xpnode". "xinstance" is the object. A knowledge base is a record with slots that correspond to the objects recognized by all nodes. Such objects are listed in each slot. A knowledge base also has an 'other' slot used to hold a list of lists of dynamically defined objects. Each such list has a header that corresponds to the type of object.

```
<STORE!TASK!OBJECT
    [LAMBDA (xpnode xtỵpe xspecification) (* rgs: "16-0ct-78 17:46")
        (PROG (xpnode! xtask!template xtask)
            (SETQ xpnode! (ELT NET xpnode))
            (SETQ xtask!template (RETRIEVE!OBJECT xpnode 'TASK!TEMPLATE x{ype))
            (SETQ xtask (create TASK NAME +(fetch (PNODE TRSKCOUNTER) of xpnode!)
                                    TYPE * xtype ANNOUNCEMENT!PROCEDURE +(fetch (TASK!TEMPLATE ANNOUNCEMENT!PROCEDURE)
                                    of xtask!template)
                                    ANNOUNCEMENT!RANKING!PROCEDURE - (fetch (TRSK!TEMPLATE ANNOUNCEMENT!RANKING!PROCEDURE)
                                    of xtask!template)
                                    BIO!CONSTRUCTION!PROCEOURE &(fetch (TASK!TEMPLATE BID!CONSTRUCTION!PROCEDURE)
                                    of xtask!template)
                                    BID!RRNKING!PROCEDURE & (tetch (TASK!TEMPLATE BID!RANKING!PROCEOURE) of xtask!template)
                                    AWARD!PROCEOURE +(fetch (TASK!TEMPLRTE AWARD!PROCEDURE) of xtask!template)
                                    REFUSAL!PROCEDURE -(fetch (TASK!TEMPLRTE REFUSAL!PROCEDURE) of xtask!template)
                                    REFUSAL!PROCESSING!PROCEDURE +(fotch (TASK!TEMPLATE REFUSAL!PROCESSING!PROCEDURE)
                                    of xtask!template)
                                    REPORT!RCCEPTANCE!PROCEDURE +(fetch (TASK!TEMPLATE REPORT!RCCEPTANCEIPROCEDURE)
                                    of xtask!templatel
                                    TERMINATION!PROCEDURE + (fetch (TASKITEMPLATE TERMINATIONIPROCEDURE) of xtask!template)
                                    INFORMRTION!ACCEPTANCE!PROCEOURE +(fetch (TASK!TEMPLATE INFORMATION!ACCEPTANCE!PROCEDURE)
                                    of xtask!tamplate
                                    EXECUTION!PROCEDURE + (fetch (TASK!TEMPLATE EXECUTION!PROCEDURE) of xtask!template)
                                    SPECIFICATION - xspecification))
            (STORE!OBJECT xpnode 'TASK xtask)
            (replace (TRSK!TEMPLATE TASKS) of xtask!template with (CONS (feich (TASK NAME) of xtask)
                                    (fetch (TASK!TEMPLATE TASKS) of xtask!template)))
                    (replace (PNODE TASKCOUNTER) of xpnode! with (RDO1 (fotch (PNODE TASKCOUNTER) of xpnode!)))
                    (RETURN (tetch (TASK NRME) of ktaskj)
Calls: RETRIEVE!OBJECT STORE!OBJECT
Called by: GENERATE!SUBTASK PROCESS!ANNOUNCED!AWARD PROCESS!OIRECTED!RWARD SIMULATE
Freevars: NET
Explanation: Stores a task object of type "xtype" in the knowledge base of node "xpnode". "xspecification" is the
    'task!specification'. The 'task!lemplate' for the task type is used to copy pointers to the required
    procedures for the task. The name of the task is simply the number of tasks that have been generated by
    "xpnode".
            Returns the lask name.
rgs: 16-Sep-78 01:53 [CNET]
    SUSPEND
(SUSPEND
    [LAMBDR NIL (* rgs: "16-Sep-78 01:53")
        (AU-REVOIR 'SUSPENDJ)
Called by: EXTEND!gOARD QRECEIVE
Explanation: Does an RU-REVOIR and returns the keyword 'SUSPEND as the possibilities list value. Called directly by user task execution procedures to suspend processing of tasks.
```

[LAMBDR NIL (* rgs: " 9~Aug-78 21:08")
(RDIEU 'TERMINATEJ)
Called by: \$TEST EXTEND!BOARD QRECEIVE
Explanation: Does an RDIEU and returns the keyword' TERMINATE as the possibilities list value. Called directly by user task execution procedures to terminate processing of tasks.

```
rgs: 18-0ct-78 21:85 [CNET]
TERMINRTE!SUBCONTRRCTS
(TERMINATE\SUBCONTRRCTS
    [LAMBDR (xpmode xcontract xtime) (* rgs: "18-0ct-78 21:05")
        (PROG (tmpsc)
            (COND
                ((NLLL xtime)
                            (SETQ xtime 0)))
            (for x in (CDR (fetch (CONTRACT SUBCONTRACTS) of xcontract))
                do [COND
                    [(NOT (EQUAL & (fetch (SUBCONTRACT CONTRACTOR) of x)))
                        (SENDMESSRGE xpnode (IPLUS time tt xtima)
                                    (fetch (SUBCONTRACT CONTRACTOR) of x)
                                    (create TERIIINRTION NAME (fetch (SUBCONTRACT NAME) of }x\mathrm{ ]
                    (T (NODE!SEARCH xpnode (fatch (SUBCONTRACT NAME) of x)
                    ' ANNOUNCED T)
                    (INSTALL!DISPLAY!EVENT time xpnode 'SIMULATION (RPPEND '(Terminated Contract)
                            (fetch (SUBCONTRACT NAME) of x]
                    [for y in (fetch (SUBCONTRACT SUCCESSORS) of }x\mathrm{ ) do (SETQ tmpsc (FIND!SUBCONTRACT xpnode y))
                                    (replace (SUBCONTRRCT PREDECESSORS) of tmpsc
                                    with (REMOVE (fetch (SUBCONTRRCT NRME) of }x\mathrm{ )
                                    (fetch (SUBCONTRACT PREDECESSORS)
                                    of tmpsc]
                                    (for y in (feich (SUBCONTRRCT PREDECESSORS) of }x\mathrm{ ) do (SETQ tmpsc (FIND!SUBCONTRACT xpnode y))
                                    (replace (SUBCONTRACT SUCCESSORS) of tmpsc
                                    with (REMOVE (fetch (SUBCONTRACT NAME)
                                    of x)
                                    (fetch (SUBCONTRACT SUCCESSORS)
                                    of tmpsc]
            (replace (CONTRRCT SUBCONTRACTS) of xcontract with NIL))
CalIs: FIND!SUBCONTRACT INSTALL!OISPLRYIEVENT NODE!SEARCH SENDMESSRGE
Called by: PROCESS!TERMINRTION UPDRTE!NODE
Freevars: time ll
Explanation: Terminates all outstanding subcontrracts of the contract with name "xname" (held by node "xpnode") at
    time "xtime". Updates predecessors and successor (some question on this for future).
```

```
UUPDRTE!ACTIVE!TASK!ANNOUNCEMENTS
    [LAMBDA (xpmode) (% rgs: "16-0ct-78 21:52")
        (PROG (xpnode! active)
            (SETQ xpnode! (ELT NET xpnode))
            (SETQ active (fetch (PNODE ACTIVE!TRSK!RNNOUNCEMENTS) of xprode!))
            (COND
                    Sactive (replace (PNODE ACTIVE!TASK!RNNOUNCEMENTS) of xpnode!
                    with (for x in active collect x when (IGREATERP (fetch (ACTIVE!TRSK!ANNOUNCEMENT EXPIRATIONITIME)
                                    of }x\mathrm{ )
                                    fimeJ)
```

Called by: NEXT!CONTRACT PROCESS!TASK!ANNOUNCEMENT
Freevars: NET qime
Explanation: Deletes all active task announcements in node "xpnode" whose expiration time has passed.
Freevars: NET ntermes tasklime time
Explanation: Continues processing of contract named "xname" in node "xpnode". "xdata" is the pointer to the task execution procedure (as a generator).
If "xdata" is 'TERMINATE, then the contract is forininated (this occurs when the task execution procedure calls the function TERMINRTE).
All outstanding subcontracts are termináted.
If the terminated state contains more than 'ntermes' contracts then the oldest contract is discarded, after presenting it to the 'termination!procedure' for its task (if such a procedure exists).
Processing starts on the next contract in the 'ready' state.
If "xdata" is 'SUSPEND, then the contract is suspended (this occurs when the task execution procedure calls the function SUSPEND).
Processing starts on the next contract in the 'ready' state.
Otherwise, TRYNEXT is executed and another 'nade!update' event is placed on the event list.
[LAMBDA (xpnode xobject xkey xslot xvalue) (* rgs: "16-0ct-78 21:53")
(PROG (xpnode! kb index otherindex otherindexd xinstance) (COND
(MEMBER xslot (RECORDFIELONRMES xobjaci))
(SETQ xpnode! (ELT NET xpnode))
(SETQ kb (tetch (PNODE KNOWLEOGE!BASE) of xpnode!))
[COND
((MEMBER xobject (RECORDFIELDNAMES 'KNOHLEDGE!BASE))
[SETQ index (RECORDACCESS xobject kb (RECLOOK 'KNOHLEOGE!BASEJ
[SETQ xinstance (CAR (SOME index (FUNCTION (LRMBDA (x)
(EQUAL (CADR $x$ )
xkey]
(COND
(xinstance (RECORDRCCESS xslot xinstance (RECLOOK xobject)
'replace xvalues
(T (SETQ index (fetch (KNOWLEDGE!BASE OTHER) of kb ))
[SETQ otherindex (CDAR (SOME index (FUNCTION (LAMBDA (x)
(EQUAL (CAR $x$ )
xobject]
[SETQ xinstance (CAR (SOME otherindex (FUNCTION (LAMBDA (x)
(EQUAL (CADR x)
xkey]
COND
(xinstance (RECORDACCESS xslot xinstance (RECLOOK xobject) 'replace xvalue]
(RETURN xinstance])
Freevars: NET
Explanation: Replaces the value of the "xslot" slot of the object of type "xobject" in node "xpnode". "xkey" Is the key thatt is matched to find the object, and "xvalue" is the new value for the named slot. "xkey" must be the value of the ilirst slot for the object.

```
(UPDATE!NODE
    [LAMBDA (xprode xriame xdata) (% rg5: "16-0ct-78 21:53")
        (PROG (xpnode! xcontract tamp templ xtn xta xtt xtermproc)
                (SETQ temp (CAR xdata))
                (SETQ xpmode! (ELT NET xpnode))
                (COND
                [(SAME!STATUSICHECK xpnode xname)
                    (SETQ xcontract (CAR (fetch (PNODE EXECUTING) of xpnode!)))
                (x if the value refurned on the possibilities list is SUSPEND or TERMINATE, then take the associated
                action. Otherwise reschedule the contract through TRYNEXT and place a new nodelupdate event on the
                event list)
                    (SELECTQ (CDR xdata)
                        (TERMINATE (replace (CONTRACT STRTE) of xcontrâct with 'TERMINATED)
                                    (replace (PNODE TERMINATED) of xpnode! with (CONS xcontract (fotch (PNODE TERMINRTED)
                                    of xpnode [)\)
                                    CCONO
                                    ((ILESSP ntermcs (LENGTH (fotch (PNODE TERMINATED) of xpnode!)))
                                    (DREVERSE (fetch (PNODE TERMINATEO) of xpnode!))
                                    [SETQ xtn (fetch (CONTRRCT TASK) of (CAR (letch (PNODE TERMINATED) of xpnode!]
                                    (SETQ x!a (RETRIEVE!OBJECT xpnode 'TASK xtn))
                                    (SETQ xtermproc (fetch (TASK TERMINATION!PROCEDURE) of xta))
                                    [CONO
                                    (xterimproc (APPLY (fefch (PROCEDURE CODE) of (RETRIEVEIOBJECT xpnode
                                    'PROCEDURE
                                    x(ermproc))
                                    (LIST xpnode (CAR (fetch (PNODE TERMINATED) of xpnodel]
                                    (T (SETQ xtt (RETRIEVE!OBJECT xpnode 'TRSKITEMPLATE (fetch (TASK TYPE)
                                    of xta)))
                                    (replace (TASKITEMPLATE TASKS) of xtt.
                                    with (REMOVE xtn (fetch (TASK!TEMPLATE TASKS) of xtt)))
                                    (DELETE!OBJECT xpnode 'TASK x!n)
                                    (OELETE!OBJECT xpNode 'CONTRACT (fetch (CONTRACT NAME)
                                    of (CRR (fetch (PNODE TERMINATED)
                                    of xpnode!]
                                    (replace (PNODE TERMINATED) of xpnode!
                                    with (DREVERSE (CDR (fotch (PNODE TERMINATED) of xpnode!]
                                    (INSTALL!DISPLAY!EVENT (IPLUS time task!time)
                                    xpnode
                                    'SIMULRTION
                                    (APPEND '(Terminated Contract)
                                    xname))
                                    (TERMINRTE!SUBCONTRACTS xpnode xcontract)
                                    (NEXTICONTRRCT xpnode 'TERMINATION))
                                (SUSPEND (replace (CONTRACT STATE) of xcontract with 'SUSPENDED)
                                    (% must retain the pointer to the
                                    possibilities list)
                                    (replace (PNODE SUSPENDED) of xpnode! with (CONS (CONS xcontract temp)
                                    (fetch (PNODE SUSPENDED) of xpnode!)))
                                    (INSTRLL!DISPLAYIEVENT (IPLUS time task!time)
                                    xpnode
                                    'SIMULATION
                                    (RPPENO '(Suspended Contract)
                                    xname))
                                    (NEXT!CONTRACT xpnode 'TERMINATION))
                                    (PROGN (SETQ templ (RESUME!TASK temp))
                                    (INSTRLL!INTERNALIEVENT (IPLUS time task!time)
                                    xpnode xname 'NODEIUPDATE (CONS temp tempI]
                (T (RELERSE!TRSK tempJ)
Calis: DELETE!OBJECT INSTALL!DISPLAY!EVENT INSTALL!INTERNAL!EVENT NEXT!CONTRACT RELEASEITRSK RESUME!TASK
            RETRIEVE!OBJECT SAMEISTRTUS!CHECK TERMINATE!SUBCONTRACTS
Callad by: PROCESS!INTERNAL!EVENT
```

```
rgs: 18-Rug-78 15:35 [CNET]
    UPDATEITASK!TIME
(UPDATE!TASK!TIME
    [LAMBDA (1)
        (SETQ task!time (IPLUS taskltime (ITIMES gain (COND
                                    ((IGRERTERP & -1)
                                    1)
                                    (T 01)
Called by: $TEST EXTEND!BORRD
Freevars: gain task!time
Explanation: Updates the 'task!time' for the calling task by 'gain' times "t" units.
rgs: 17-0ct-78 22:14 [CNET]
(VALUEP
    [LAMBDA (xvalue) (多 rgs: "17-0ct-78 22:14")
        (COND
            ((EQ (CAR xvalue)
            'QUOTE)
                (CADR xvalue))
            (T NIL])
```
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Fns on INTERPRET:

| INTERPRETBLOCK | INTERPP | INTERPU |
| :---: | :---: | :---: |
| INTERPRET | INTERPQ | INTERPV |
| BINDSYMBOL | INTERPT | QUERY |

Block INTERPRETBLOCK
Entrias: INTERPRET
Internal: BINDSYMBOL, INTERPP, INTERPQ, INTERPT, INTERPU, INTERPV, QUERY
Specvars: PHRASE, CLASSES, QR, ELLIPSISFLG, BINDINGS, FUNCTIONS, POSSIBLEGRAMMARS, ORIGINALPHRASE, TOPFLG, TEMPLATE, REMTEMPLATE

```
(INTERPRET
    [LAMBDR (PHRASE GRAMMAR CLASSES BINDINGS NOELLIPSIS NOFAILRECORDS) (* rg5: "25-0ct-78 80:56")
        (PROG (OR POSSIBLEGRAMMRRS (ORIGINALPHRASE PHRASE))
                [COND
                    [(fetch (QRESULTS QMATCH) Of (SETQ QR (QUERY PHRASE GRAMMAR BINOINGS NIL T]
                        ((RND (NOT NOELLIPSIS)
                    BINDINGS)
                    (WRITE "Trying ellipsis...")
                    (SETQ QR (QUERY PHRASE GRAMMAR BINDINGS T T]
                (RETURN (create INTERPRETATION MATCH - (fetch (QRESULTS QMRTCH) of QR)
                    RESULTS - (COND
                            ((fetch (QRESULTS QMATCH) of QR)
                            (felch (QRESULTS VALUE) of QR))
                            (T POSSIBLEGRAMMARS))
                                    REMAININGPHRASE +(fetch (QRESULTS RP) of QR)
                                    BOUNDCLASSES +(fetch (QRESULTS BINDINGS) of QRJ)
Calls: QUERY
Called by: CILPRRSE
Explanation: A semantic grammar parser, modeled after Hendrix's LIFER. See also A. Bonnet, "BAOBAB, A Parser for a Rule-based System Using a Semantic Grammar, STAN-78-668 (HPP-78-10), Dept. of Computer Science, Stanford University, June 1978. This is a general explanation of the operation of INTERPRET and its associated functions.
"PHRASE" is the phrase to be parsed, It is converted to upper case before the parse is attempted. "GRAMMAR" is the top level grammar. "CLASSES" is a list of CLASSES in the top level grammar. "BINDINGS" is an optional list of initial bindings that is used by INTERPRET to perform eltipstic resolution. If "NOELLIPSIS" is NIL and "BINDINGS" is non-NIL then "BINDINGS" is used to perform elliptic resolution. Otherwise only one parse is attempted. In either case, pronomial reference is resolved. If "NOFAILRECORDS" is \(Y\) then no FAILURE records are returned if the parse fails.
```

INTERPRET returns an INTERPRETATION record with the following fields:
MATCH: $T$ if the phrase has been parsed; else NIL.
RESULTS: the results of applying the ACTION!FUNCTIONs (see below) if the phrase has been parsed; else NIL if no TEMPLRTEs (see below) have been partially matched; else a list of FAILURE records if some TEMPLATEs have been partially matched. Currently, such a list can contain duplicate records. FAILURE records are only returned for top-lavel templates. A FAILURE record has the following fields:

TEMPLATE: the TEMPLATE that was partiatly matched.
FUNCTION: the list of (SEMANTIC!PREOICATE RCTION!FUNCTION) for the TEMPLATE that was partially matched.
REMTEMPLATE: the remaining portion of the TEMPLATE that was not matched.
REMPHRASE: the remaining portion of the phrase that was not matched.
FBINDINGS: the bindings for the CLRSSes up to the point where the failure occurred.
REMRININGPHRASE: if a parse has been completed, them a list of the remaining words in the phrase (if any) that could not be parsed; else the complete phrase.

BOUNDCLRSSES: the bindings for the lop-level CLASSes in the grammar; i.e., only the bindings for CLASSes mentioned explicitly in the top-level grammar. Bindings for CLASSes in subgrammars (see below) are not returned. NIL if the parse falled.

The following notes specify the form of a grammar for use by INTERPRET. They also give more detail on how INTERPRET operates.

GRAMMAR: A list of TEMPLATEs (or sequences of TEMPLATEs), SEMANTIC!PREDICATEs and RCTION!FUNCTIONs. If the TEMPLATE can be matched syntactically, then the SEMANTIC!PREDICATE is evaluated using the bindings, ((CLASS value)...), as an a-list. If it returns $T$ then the RCTION!FUNCTION is evaluated using the bindings as an a-list. T is a valid SEMANTIC!PREDICATE. If a sequence of TEMPLATEs is used, then the SEMANTIC!PREDICATE and ACTION!FUNCTION are evaluated in the context of the bindings for the first TEMPLATE in the sequence that is successfully matchod.
( (TEMPLATE-1 TEMPLATE-2 ... (SEMANTIC!PREDICATE-1 ACTION!FUNCTION-1))
(TEMPLRTE-3 (SEMRNTIC!PREDICRTE-2 RCTION!FUNCTION-2))
TEMPLATE: $A$ list of CLASSes and/or ANCHOR!HORDs (i.e., words that are to be literally matched). (Sequences of) CLASSes or ANCHOR!WOROs enclosed in parentheses in a TEMPLATE are optional. This is done by first matching all such optional sequences, then proceeding with an attempted match on the TEMPLRTE. If

```
optional sequences cannot be matched, but the remainder of the TEMPLATE can be matched, then the parse will still succeed. If they can be matched, then the matching is done in the usual way. (This is also the way in which recursive subgrammars are handled. For example: noun-phrase + adjective (noun-phrase)
(CLASS-1 CLASS-2 (CLASS-3) ANCHOR!WORD-1 ... CLASS-N)
Each CLASS has one of the following properties:
PRONOUNS: If a CLASS has the PRONOUN property then, when it is matched (see POSSIBLEVALUES below), the previous "bindings" of the CLRSS are returned; else the TEMPLATE match fails. If the value of PRONOUNS is atomic, then it is treated as a function, and evaluated in the context of the current bindings to get the list of possible values.
POSSIBLEVALUES: a list of values that a member of the CLASS can assume (e.g., this could be part of a dictionary). The value of POSSIBLEVRLUES has the following form: (PV-1 PV-2 ... PV-N). If the value of POSSIBLEVALUES is atomic, then it is treated as a function, and evaluated in the context of the current bindings to get a list of this form. Each of the PV-i is used as a possible value for the CLASS. Each PV-i can be one of the following:
1) ATOM. If the ATOM is matched then it is returned as the binding for the match.
2) (ATOM-1 ATOM-2 ...). If the ATOM list is matched then it is returned as the binding for the match.
3) ((ATOM-1 ATOM-2 ...) (ATOM-3 ATO11-4 ...) (...) VRLUE). If any of the ATOM lists is matched then VALUE is returned as the binding for the match. VALUE is not evaluated.
PREDICATE: a predicate to be applied to test for class membership. If the predicate is atomic, then it gets one word to test, and is expected to return T or NIL. If it is enclosed in parentheses, then it gets the rest of the phrase, and is expected to return a PREDICATE record. Such a record has the following fields:
REST: the portion of the phrase that remains to be matched after the predicate has been applied. PVALUE: the result of applying the predicate-either T or NIL.
KLEENE: the CLASS will match anything up to the next TEMPLATE element.
GRAMMARS: the class can itself be a subgrammar in the same format as the top-level grammar. The KLEENE property cannot be used in a subgrammar--stack overflow is the result.
```


## (BINDSYMBOL

(LAMBDA (CLASS VALUE)
(\% jsb: "13-JAN-78 08:47")
(PROG ((ENTRY (FASSOC CLASS BINDINGS)))
[COND
(ENTRY (SETQ BINDINGS (for BINDING in BINDINGS unless (EQ 8INDING ENTRY) collect BINDING\}
(SETQ BINDINGS (CONS (CONS CLASS VALUE) BINDINCS)

> (RETURN BINDINGSJ)

Callad by: INTERPP INTERPT
Freevars: BINDINGS
Explanation: Actually binds a symbol (a word or sequence of words or... -- see INTERPRET) to a CLASS. "CLRSS" is the class. "VALUE" is the symbol to be bound to the CLASS. BINDINGS is altered by this function.

```
(INTERPP
    ILAMBOA NIL. (*) rgs: "25-0ct-78 01:83")
        (for old REMTEMPLRTE on TEMPLATE as GSYMBOL is (CRR REMTEMPLRTE) bind QR
            do (COND
                [PHRASE (COND
                        ((LITATOM GSYMBOL)
                                (COND
                                [(FMEMB GSYMBOL CLASSES)
                        COND
                                    [(SETQ QR (GETP GSYMBOL 'KLEENE))
                                    (* special CLASS, matches everything |
                                    (COND
                                    ((EVAL OR)
                                    [COND
                                    ((NOT (SETQ REMTEMPLATE (CDR REMTEMPLATE)))
                                    (BINDSYMBOL GSYMBOL PHRASE)
                                    (SETQ PHRRSE NIL))
                                    ((for XPHRASE on PHRASE when (fatch (QRESULTS QMATCH)
                                    of (SETQ QR (INTERPT XPHRASE REMTEMPLATE
                                    '(T NIL)
                                    BINDINGS)\)
                                    do (SETQ BINDINGS (fatch (QRESULTS BINDINGS) of QR))
                                    (BINDSYMBOL GSYMBOL (LDIFF PHRRSE XPHRRSE))
                                    (RETURN T))
                                    (SETQ REMTEMPLATE NIL)
                                    (SETQ PHRASE (fetch (QRESULTS RP) of QR]
                                    (RETURN))
                                    (T (BINOSYMBOL GSYMBOLJ
                    [(INTERPV (GETP GSYMBOL 'PRONOUNS))
                        (COND
                            ((NOT (FASSOC GSYMBOL BINDINGS))
                                    (RETURN]
                                    ((INTERPV (GETP GSYMBOL 'POSSIBLEVALUES))
                                    (BINDSYMBOL GSYMBOL QR))
                                    ((INTERPQ (GETP GSYMBOL 'PREDICRTE)) (% simple predicate)
                                    (BINDSYMBOL GSYMBOL QR))
                                    ((fetch (QRESULTS QMATCH) of (SETQ QR (QUERY PHRASE (GETP GSYMBOL 'GRAMMARS)
                                    NIL ELLIPSISFLG)))
                                    (* a sub-grammar matched)
                                    (SETQ PHRASE (fotch (QRESULTS RP) of QR))
                                    (BINDSYMBOL GSYMBOL (fetch (QRESULTS VALUE) of QR)))
                                    ((NOT (RND ELLIPSISFLG (FASSOC GSYMBOL BINDINGS)))
                                    (% allowing ellipsis and it doesn't
                                    occur)
                                    (RETURN]
                                    ((NEQ GSYMBOL (CAR PHRASE))
                                    (RETURN))
                                    (T (SETO PHRASE (CDR PHRRSE)
                                    ((fetch (QRESULTS QMRTCH) of (SETQ QR (INTERPT PHRRSE GSYMBOL '(T NIL) |
                                    BINDINGS)\)
                                    (SETQ PHRASE (fetch (QRESULTS RP) of QR))
                                    (SETQ BINDINGS (fetch (QRESULTS BINDINGS) of QR)
                    ((RND (LITRTOM GSYMBOL)
                            (FMEMB GSYMBOL CLASSES))
                    (COND
                        ((NOT (RND ELLIPSISFLG (FASSOC GSYMBOL BINDINGS)))
                            (RETURNJ)
Calis: BINDSYMBOL INTERPQ INTERPT INTERPV QUERY
Called by: INTERPT
Freevars: BINDINGS CLASSES ELLIPSISFLG PHRRSE REMTEMPLATE TEMPLATE
Explanation: Tries to match a template against a phrase. "PHRASE" is the phrase to be matched. "TEMPLATE" is the
    template to be used. "BINDINGS" is the list of current bindings. Returns a QRESULTS record with the
    following field settings:
```

```
(INTERPQ
    [LAMBDA (PREDICATE) 
                        (COND (CLITATOM PREDICRTE)
                        (COND
                                ((SETQ QR (APPLY** PREDICATE (CRR PHRASE))) (* A SIMPLE PREDICRTE)
                    (SETQ PHRASE (CDR PHRASE))
                    QR\))
                        ((SETO QR (RPPLY* (CAR PREDICATE)
                                    PHRASE))
                    (SETQ PHRASE (fetch (PREDICATE REST) of QR))
                    (SETQ QR (fetch (PREDICATE PVALUE) of QRJ)
Called by: INTERPP
Freevars: PHRRSE QR
Explanation: fpplies a predicate to the remaining phrase (see INTERPRET for more detail). "PREDICRTE" is the
        predicate to be applied.
```

```
rgs: 25-0ct-78 01:88 \INTERPRET: internal to INTERPRETBLOCK]
```

rgs: 25-0ct-78 01:88 \INTERPRET: internal to INTERPRETBLOCK]
INTERPT
INTERPT
IINTERPT
IINTERPT
[LRMBDA (PHRASE TEMPLATE FUNCTIONS BINDINGS TOPFLG) (** rg5: "25-0ci-78 01:88")
[LRMBDA (PHRASE TEMPLATE FUNCTIONS BINDINGS TOPFLG) (** rg5: "25-0ci-78 01:88")
(PROG (REMTEMPLATE)
(PROG (REMTEMPLATE)
(for ENTRY in TEMPLATE when (NOT (LITATOM ENTRY)) do (for GSYMBOL in ENTRY
(for ENTRY in TEMPLATE when (NOT (LITATOM ENTRY)) do (for GSYMBOL in ENTRY
When (AND (FMEMB GSYMBOL CLRSSES)
When (AND (FMEMB GSYMBOL CLRSSES)
(NOT (FASSOC GSYMBOL BINDINGS)))
(NOT (FASSOC GSYMBOL BINDINGS)))
do (BINDSYMBOL GSYMBOL)))
do (BINDSYMBOL GSYMBOL)))
(INTERPP)
(INTERPP)
(COND
(COND
[(AND (NULL REMTEMPLATE)
[(AND (NULL REMTEMPLATE)
(OR (NOT TOPFLG)
(OR (NOT TOPFLG)
(NEQ ORIGINALPHRASE PHRASE))
(NEQ ORIGINALPHRASE PHRASE))
(EVRL.A (fetch (FUNCTIONS SEMRNTIC!PREDICRTE) of FUNCTIONS)
(EVRL.A (fetch (FUNCTIONS SEMRNTIC!PREDICRTE) of FUNCTIONS)
BINDINGS)) (% it worked!)
BINDINGS)) (% it worked!)
(RETURN (create QRESULTS QMATCH - T RP - PHRASE BINDINGS - BINDINGS VALUE - (EVALA
(RETURN (create QRESULTS QMATCH - T RP - PHRASE BINDINGS - BINDINGS VALUE - (EVALA
(fetch (FUNCTIONS ACTIONIFUNCTION) of FUNCTIONS)
(fetch (FUNCTIONS ACTIONIFUNCTION) of FUNCTIONS)
BINDINGSJ
BINDINGSJ
((AND TOPFLG (NOT NOFRILRECORDS)
((AND TOPFLG (NOT NOFRILRECORDS)
(NOT ELLIPSISFLG)
(NOT ELLIPSISFLG)
(NEQ REMTEMPLATE TEMPLRTEJ)
(NEQ REMTEMPLATE TEMPLRTEJ)
(SETQ POSSIBLEGRGMMARS
(SETQ POSSIBLEGRGMMARS
(CONS (create FAILURE TEMPLATE \& TEMPLRTE FUNCTIONS \& FUNCTIONS REMPHRASE \& PHRASE REMTEMPLATE \&
(CONS (create FAILURE TEMPLATE \& TEMPLRTE FUNCTIONS \& FUNCTIONS REMPHRASE \& PHRASE REMTEMPLATE \&
REMTEMPLATE FBINDINGS - BINDINGS)
REMTEMPLATE FBINDINGS - BINDINGS)
POSSIBLEGRAMMRRSJ)
POSSIBLEGRAMMRRSJ)
Calls: BINDSYMBOL INTERPP
Calls: BINDSYMBOL INTERPP
Called by: INTERPP QUERY
Called by: INTERPP QUERY
Freevars: CLASSES ELLIPSISFLG NOFAILRECORDS ORIGINALPHRASE POSSIBLEGRAMMARS
Freevars: CLASSES ELLIPSISFLG NOFAILRECORDS ORIGINALPHRASE POSSIBLEGRAMMARS
Explanation: Tries to match an element of a grammar against a phrase. If the match is successful, then the
Explanation: Tries to match an element of a grammar against a phrase. If the match is successful, then the
associated SEMANTIC!PREDICATE is evaluated. If that is successful, then the associated ACTION!FUNCTION is
associated SEMANTIC!PREDICATE is evaluated. If that is successful, then the associated ACTION!FUNCTION is
evaluated. "PHRRSE" is the phrase to be matched. "TEMPLATE" is the element of the grammar (see INTERPRET
evaluated. "PHRRSE" is the phrase to be matched. "TEMPLATE" is the element of the grammar (see INTERPRET
for more detaill. "BINDINGS" is the current list of bindings.

```
    for more detaill. "BINDINGS" is the current list of bindings.
```

```
| INTERPU
    [LAMBDA (PATTERN)
        \PROG [(REMPHRASE (FNTH PHRRSE [FLENGTH PATTERN]
            (CONO
                ((RND REMPHRASE (for PWORD in PATTERN as WORD in PHRASE always (EQ PWORD WORD)))
                    (SETQ PHRASE (COR REMPHRASE))
                (RETURN TJ)
Called by: INTERPV
Freevars: PHRASE
Explanation: Returns T if the N words in "PATTERN" match the first N words in "PHRRSE". Also removes the words from
        "PHRASE" when a match is found.
bvm: 19-Feb-78 16:39 [INTERPRET: internal to INTERPRETBLOCK] INTERPV
(INTERPV
    [LAMBDA (VRLUES) (% bvm: "19-Feb-78 16:39")
        [COND
            ((AND VALUES (RTOM VALUES))
                (SETQ VALUES (EVALR (LIST VALUES)
                        BINDINGS]
        (for ENTRY in VALUES do (SETQ QR ENTRY)
                        (COND
                                [(ATOM ENTRY)
                                (COND
                                    ((EQ ENTRY (CAR PHRASE))
                                    (SETQ PHRASE (CDR PHRRSE))
                                    (RETURN T)
                                [(LISTP (CAR ENTRY))
                                    (SETQ QR (CAR (FLAST ENTRY)))
                                    (COND
                                    ((for PATTERN in ENTRY unless (EQ QR PATTERN) thereis (INTERPU PATTERN))
                                    (RETURN T)
                                    ((INTERPU ENTRY)
                                    (RETURN TJ)
Calls: INTERPU
Called by: INTERPP
Freevars: BINDINGS PHRASE QR
Explanation: Tries to match a pronoun or possible value against the phrase. "VRLUES" is the pronoun or possible
    value to be matched (see INTERPRET for more detail).
```

gQUERY
〔LAMBDA (PHRRSE GRAMMRR BINDINGS ELLIPSISFLG TOPFLG) ..... (* rgs: "25-0ct-78 01:11")
(PROG (QR)
[COND(PHRASE (for ENTRY in GRAMMAR unless (fetch (QRESULTS QMATCH) of QR) bind FUNCTIONS(for TEMPLATE in ENTRY unless (EQ FUNCTIONS TEMPLATE)thereis (SETO QR (INTERPT PHRASE TEMPLATE FUNCTIONS BINDINGS TOPFLG](RETURN QRJ)
Calls: INTERPT
Called by: INTERPP INTERPRETExplanation: Rctually carries out a parse attempt for the phrase. "PHRRSE" is the phrase to be parsed. "GRRMMAR"is the grammar to be used for the parse. "BINDINGS" is the list of current bindings. "ELLIPSISFLG" is $T$ ifalliptical reference is to be resolved. "TOPFLG" is $T$ if QUERY is working on the top-lavel grammar.Returns $T$ if a parse has been successfully completed; else returns a QRESULTS record with the RI fleld setto PHRASE.

| 1. | December 9, 1978 5:58PM in <VANMELLE>WW.SAV; 8112 |
| :---: | :---: |
| 2. | ASKFORF ILENRME |
|  | ASKFORFUNCTIONNAME |
| 3. | ASKFORNUMBER |
|  | ASKFORYESNO |
| 4. | ASKYESNO |
| 6. | CTRLO.NLSETQ |
|  | DISPLAY |
| 7. | DISPLAYHELP |
| 8. | GETF ILE |
| 9. | INFILEDIR |
|  | OPENHASHFILEVRRS |
| 18. | OPENMYCINHASHFILE |
| 11. | PRINTPROP\&VAL |
| 12. | PRINTRECORD |
| 13. | SPRINT |
| 15. | SPRINT1 |
| 16. | SPRINTATOM |
|  | SPRINTCOUNT |
| 17. | SPRINTPUNC |
| 18. | SPRINTSEPR |
| 19. | SPRINTSTRING |
| 28. | TTYOUT |
| 21. | UGE THASHF ILE |
|  | WRITE |
| 22. | WRITE1 |
|  | WRITE3 |
|  | WRITEARG |

December 9, 1978 5:58PM in <VANMELLE>WH.SAV; 81121 by RGSMITH

Fns on UTILITY:

| ASKFORF ILENAME | DISPLAY | PRINTPROP\&VAL | SPRINTCOUNT | UGE THASHFILE |
| :--- | :--- | :--- | :--- | :--- |
| ASKFORFUNCTIONNAME | DISPLAYHELP | PRINTRECORD | SPRINTPUNC | WRITE |
| RSKFORNUMBER | GETFILE | SPRINT | SPRINTSEPR | WRITE1 |
| ASKFORYESNO | INFILEDIR | SPRINT1 | SPRINTSTRING | WRITE3 |
| ASKYESNO | OPENHRSHFILEVARS | SPRINTATOM | TTYOUT | WRITEARG |
| CTRLO.NLSETQ | OPENMYCINHASHFILE |  |  |  |

```
(ASKFORF ILENAME
    [LRMBDR (xmode xdefaull) (* rg5: "13-0ct-78 81:85")
        (PROG (tempjfn tempifle)
            [COND
                (xde{auli (SETQ xdefauli (SELECTQ xmode
                                    (INPUT (INFILEP xde{ault))
                                    (OUTPUT (OUTFILEP xdefault))
                                    NILJ
        LOOP (NRITE1 "File Name for " xmode " ")
            (COND
                (xdefauli (WRITE1 "[" xdefault "] 㫨 "))
                (T (WRITEI "然淕")J)
            (SETQ tompjin (RESETLST (RESETSAVE (INTERRUPTCHAR 4))
                                    (RESETSAVE (INTERRUPTCHAR 5))
                                    (JSYS 16 (SELECTQ xmode
                                    (INPUT 15833171968)
                                    -18736631888)
                                    16777281))\
            (SETQ tempilie (JFNS tempjfn))
            (COND
                (tempfile (SETQ xdefault tampilile)))
            (COND
                ((NOT (AND (OR tempfile (EQP tempjfn 196685))
                    xde{ault)
                (OR (ZEROP (POSITION))
                        (WRITE))
                (WRITEI (OR (ERSTR tempjfn)
                        "bad response. try again."))
                    (HRITE)
                (GO LOOP)))
            (COND
                ((NOT tempfile)
                (WRITE)))
            (RETURN xdefault])
```

Called by: SET!PARAMETERS
Explanation: Asks for a filename. xmode is the mode to be used (RERD or WRITE), xdefault is the default, which is
returned if <cr> is the response (in the case of WRITE mode a new version is created). Full TENEX
recognition is in effect.
rgs: 11-Aug-78 23:42 [UTILITY]
(ASKFORFUNCTIONNAME
[LAMBOA (xprompt xdefauit xhelp) (* rgs: "11-Aug-78 23:42")
(PROG (temp)
(SETQ temp T)
(do (SETQ temp (CRR (TTYIN (LIST xprompt " [" xdefâult "] 製")
NIL xhe|p) $)$
until (OR (NULL temp)
(GETD temp)))
(COND
(temp (RETURN temp))
(T (RETURN xdefault))

Called by：SET！PRRAMETERS
Explanation：Asks for the name of a function，using TTYIN．xprompt is the prompt that is displayed．xdefault is the default，which is returned if＜cr＞is the response．xhelp is the key to a hashfile entry．The response is only accepted if it is the name of a function．
(ASKFORNUMBER
[LRMBDA (xprompt xdefault xhelp xib xub)
(PROG (temp)
(SETQ temp T)
[do (SETQ temp (CRR (TTYIN (LIST xprompt " [" xdefaul: "] 京 ")
NIL xhe(p)))
until (OR (NULL temp)
(AND (NUMBERP temp)
(IGRERTERP {emp x/b)
CCOND
(xub (ILESSP temp xub))
(T T]
(COND
(temp (RETURN temp))
(T (RETURN xde{ault))
Called by: QSET!PRRAMETERS SET!PARAMETERS
Explanation: Asks for a number, using TTYIN. xprompt is the prompt that is displayed. xdefault is the default, which is refurned if <cr> is the response. xhelp is the key to a hashfile entry. The response must be greater than xlb and less than xub.
rgs: 13-0ct-78 81:06 [UTILITY]
RSKFORYESNO
(ASKFORYESNO
[LRMBDA (xprompt xdefault xhelp) (* rgs: "13-0ct-78 01:06") (PROG (temp)
[SETQ temp (CAR (TTYIN (LIST xprompt " [" (COND
(xdefault 'YES)
(T 'NO))
"] 新")
(LIST ' (Yes . Y)
'(No . N) )
xhelp
(LIST 'FIX]
(RETURN (COND
( (NULL temp)
xdefault)
( (OR (EQ tamp 'Y)
(EQ temp 'YES))
T)
(T N[L])
Called by: RESIMULATE SET!PRRAMETERS
Explanation: Returns $T$ for an affirmative response, using TTYIN. xprompt is the prompt that is displayed. xdefault is the default, which is returned if <cr> is the response. xhelp is the key to a hashfile entry. Essentially like RSKYESNO wlth a default.

```
```

(ASKYESNO
[LAMBDA (QUESTION PROMPTYPE DEFAULT HELP) (* rgs: "13-0ct-78 81:15")
(SELECTQ PROMPTYPE
[ (NIL CONFIRM)
(RESETFORM (SETTERMTRBLE ASKUSERTTBL)
(PROG (ANSWER BUFS (TYPEAHEAD (READP T)))
(COND
IQUESTION CCOND
((LITRTOM QUESTION)
(PRIN1 QUESTION T)
(SETQ QUESTION " ? "]
((EQ PROMPTYPE 'CONFIRM)
(SETQ QUESTION " [confirm] ")))
TOP [COND
((LISTP QUESTION)
(MRPRINT QUESTION T)
(OR (EQ PROMPTYPE 'CONFIRM)
(PRIN1 " ? " Tl))
(QUESTION (PRINI QUESTION T)
(COND
((NEQ (NTHCHAR QUESTION -1)
%%)
(SPACES 1 TJ
RERD:
(% Do a PBIN to get next character)
(SELECTQ (JSYS 59)
((89 121)
(% Y)
(PRINL "Yes" T)
(SETQ ANSWER T)
(CO DONE:))
((78 110)
(% N)
(PRIN1 "No" T)
(GO DONE:))
[(31 15) (* crlf)
(CONO
((EQ PROMPTYPE 'CONFIRM)
(SETO ANSWER T)
(GO DONE:]
(TERPRI T)
(SETQ TYPERHERD)
(CONO
(HELP (COND
((LITATOM HELP)
(DISPLAYHELP HELP))
(T (SPRINTT HELP)))
(GO TOP))
(T IPRINI (COND
((EQ PROMPTYPE 'CONFIRM)
"[type carriage return to confirm] ")
(T "Type Yes or No: "))
T)
(GO RERD:]
[(127 24)
(* delete, TX to disconfirm)
(COND
((EQ PROMPTYPE 'CONFIRM)
(PRIN1 " }x\timesx\mathrm{ " T)
(DISMISS 500)
(CLEARBUF T)
(GO DONE:)
NIL)
(JSYS 68 7) (% Ring tarminal bell for inappropriate
(COND
(TYPEAHERD (i) User may have typed ahead before
(* Ring terminal bell for inappropriate
(* Ring terminal bell for inappropriate
(JSYS 34 64)

```
```

                                    read above)
                    (008E)
                    (DISMISS 1800)
                    (SETQ BUFS (CLBUFS))
                    (SETQ TYPERHERD)):
            (GO RERD:)
        DONE:
        (COND
                            (BUFS (BKBUFS BUFS)))
        (TERPRI T)
        (RETURN RNSWER\
        (PROGN ICOND
            (QUESTION (SPRINT QUESTIOND))
        (OR (EQ PROMPTYPE 'NOTERPRI)
            (TERPRI))
        (CONO
            (BRTCHFLG (WRITE "䇋..." (COND
                        (DEFAULT "yes")
                        (T "no"))
                    OEFAULT)
            (T (do \SELECTQ ICRR (TTYIN (SELECTQ PROMPTYPE
                                ((T NOTERPRI)
                                    NIL)
                                    PROMPTYPE)
                                    , (YES NO)
                HELP))
                (YES (RETURN T))
                (NO (RETURN))
                (WRITE "Yes or No, please."])
    Calis: DISPLAYHELP
Called by: OPENMYCINHASHFILE
Globalvars: BATCHFLG
Freevars：ASKUSERTTBL
Explanation：Returns $T$ if the response to QUESTION is affirmative．There are two basic modes：immediate（for hacking－type questions）and standard（using TTYIN）；which one depends on the value of PROMPTYPE：
NIL－－（immediate）function behaves roughly like RSKUSER with a yes／no keyist and typeahead permitted （rings bell for incorrect response（not $Y$ or $N$ ），clears and saves typeahead if typeahead looks bogus）．If QUESTION is a literal atom，it is printed，foltowed by a＂？＂；if a list，it is MAPRINTed．
CONFIRM－－like above，except＜crlf＞is accepted（even expected）as the affirmative response，and＜del＞ or $\uparrow X$ disconfirm．If QUESTION is NIL，supplies＂［confirm］＂．
T－－（standard）SPRINTTs QUESTION and then calls TTYIN for the standard＊＊prompt．
NOTERPRI－－like T，but does not print crlf before 产䨐．
＜other＞－－any other prompt is passed to TTYIN．
Rdditionally：if HELP is specified，it is given if user types a＂？＂（same as TTYIN＇s HELP arg）．If BATCHFLG is set（i．e．user input is not being taken），DEFAULT（T or NIL）is the response supplied for the non－immediate types．

```
```

bvm: 16-FEB-77 17:34 [UTILITY] [compiler macro]
(CTRLO.NLSETQ
[NLAMBDA (NLSETX NLSETY)
(DECLARE (LOCALVRRS . T)
(SPECVARS CTRLO!)) (* bvm: "16-FEB-77 17:34")
(RESETLST (PROG (MACROX (CTRLO! CTRLO!))
(COND
(NOT CTRLO!)
(RESETSAVE (INTERRUPTCHAR 15 '(CTRLO!)
(* Only turn on the interrupt if it
isn't alroady)
(SETQ CTRLO! TJ))
LP (SETQ MACROX (ERRORSET NLSETX))
(COND
((AND NLSETY (NOT MACROX)) (% loop until the body exits without
(GO LP)))
(RETURN MACROXJ)
error)
Called by: DISPLAYHELP
Globalvars: CTRLOI
Explanation: Evaluates NLSETX under errorset protection, like NLSETQ. In addition, the to interrupt is armed inside here, so that the user may abort with it. If the second argument (NLSETY) is true and a ho happens during the evaluation of NLSETX, it is reevaluated, l.e. a to causes the function to loop, and the CTRLO.NLSETQ will only exit without error. The variable CTRLO! is bound to $T$ inside here as a cheap flag to indicate that $\uparrow 0$ is on.
rgs: 8-Jul-78 08:51 [UTILITY]
DISPLAY
CDISPLAY
[LAMBDA N (* rgs: "8-Jul-78 08:51")
(COND
(fileflag (for 1 from 1 to $N$ do (URITEARG (RRG N l))) (TERPRI)))
(COND (termflag (for I from 1 to N do (WRITERRG (RRG N I) T)
(TERPRI T])
Calls: WRITEARG
Called by: DISPLAY!CONTRACT DISPLAYIEVENT DISPLRYIMESSAGE OISPLAYINODE DISPLAYIPARAMETERS DISPLAYISTATISTICS PROCESS!DISPLAYIEVENT QFINALIZE SIMULATE
Freevars: fileflag termflag
Explanation: Like WRITE, but writes to the primary output file if fileflag is set, and writes to the terminal ff termilag is set. If both are sel, then writes to both places.

```

\section*{(DISPLAYHELP}
[LRMBDA (KEY QUIET) (* bvm: " 7-Mar-78 23:05")(PROG (RESULT)(RETURN (OR INOT (SETQ RESULT (CTRLO.NLSETQ (UGETHRSHFILE 'HELPFILE KEY NIL NIL
(CAR RESULTJ)

\section*{Calls: CTRLO.NLSETQ UGETHASHFILE}

Called by: ASKYESNO
Explanation: Coples to primary output the help blurb indexed by KEY. If QUIET is set, will not complain if the hashfile is unavailable (not found or won't open). Returns NIL if no entry found for KEY (and hence nothing was printed); \(T\) if the entry was found, or user typed \(\uparrow 0\).
```

(GETF ILE
[LAMBDA (FILE ASK SHOW) (* bvm: " 7-Jun-78 23:41")
(PROG (FOUND ENTRY)
[COND
((SETQ FOUND (OR (AND (SETO ENTRY (FGSSOC FILE PREFERREDFILES))
(INFILEP (CDR ENTRY)\)
(INFILEP FILE)))
(RETURN FOUND))
([SETQ ENTRY (FASSOC FILE (OR (LISTP (EVALV 'GETFILELST))
(SETATOMVAL 'GETFILELSTJ
(CONO
((NULL (CADR ENTRY)) (* Means forget it)
(RETURN))
([SETQ FOUND (INFILEP (OR (CDDR ENTRY)
(CDR (FRPLACO (CDR ENTRY)
(MKATOM (SUBSTRING (CAOR ENTRY)
1
(STRPOS '; (CADR ENTRY]
(% this gets the latest version, even if that differs from the one we last found.
We could have stored the MKRTOM in the first place, but that would create a possibly superfluous
alom)
(RETURN FOUND))
(T (DREMOVE ENTRY GETFILELST)
(COND
((SETQ FOUND (for DIR in OTHERDIRS any (INFILEDIR DIR FILE)))
(COND
(SHOW (TTYOUT "...irom " FOUND)))
(GO FOUND:))
((NOT ASK)
(RETURN)))
RD
(COND
([AND [SETQ FOUND (CAR (TTYIN (LIST "Diractory for" FILE "(or <cr>): ")
NIL
-gETFILE]
(NOT (SETQ FOUND (INFILEOIR FOUND FILE)
(TTYOUT "not found")
(GO RD)))
FOUND:
(SETQ GETFILELST (CONS (LIST FILE FOUND)
GETFILELST))
(% Save where we found this, in case we
have to look again)
(COND
((SETQ ENTRY (FNTH GETFILELST 15))
(FRPLACD ENTRY)))
(RETURN FOUNDJ)
Calis: INFILEDIR
Called by: OPENMYCINHASHFILE
Globalvars: OTHERDIRS PREFERREDFILES
Freevars: GETFILELST
Explanation: Locates FILE, looking first on the connected directory, then on OTHERDIRS, then if ASK is set asks the
user for help. Returns the complete file name of the first file (if any) found which is INFILEP. If SHOW
is set, prints file found if other than obvious.
PREFERREDFILES is an association list of (file. filename) indicating an override of this default
scheme; GETFILE will first check the indicated filename before trying anywhere else.
To speed up repeated calls on the same file, GETFILE keeps track of the last several files it looked up;
it will check this list (GETFILELST) before blindly searching other directories.

```
```

bvm: 30-May-78 22:44 [UTILITY]
IINFILEDIR
(LAMBDA (DIR NAME EXT) (* bvm: "30-May-78 22:44")
(PROG (JFN)
(RETURN (COND
((SETQ JFN (LGTJFN DIR NAME EXT))
(PROG1 IMKATOM (JFNS JFN NIL (CONSTANT (CONCAT)
(RLJFN JFNJ)
Called by: GETFILE
Explanation: Returns full name of file on directory OIR, where flie is NAME.EXT (or NAME if EXT Is nil, or NRME itself contains a"."). If DIR is NIL, connected directory is used. DIR may or may not begin with a " $<$ ".

```
bvm: 1-Jun-78 81:83 [UTILITY]
OPENHASHF ILEVARS
COPENHASHFILEVARS


Calls: OPENMYCINHRSHFILE
Called by: UGETHRSHFILE
Globalvars: MYCINHASHF ILES
Explanation: Opens the hashtiles indicated by VRRS, a list of handes (or atom). Opens for write if WRITE? is set. If SAVE is set, adds entry to surrounding resetist to restore the current state of the hashfiles (closed, open read...). Sets toplevel value of each of VARS to the corresponding hashfile datum, and returns a list of these data.

The hashfile names are found in the association list MYCINHASHFILES. Any var not found there is treated as a filename itself. The "name" may be a list of names, in which case the value of the hashfile varlable is a list of hashfiles, the first of which is opened (use UGETHRSHFILE for these multiple guys; the other files are opened only as needed).

NOERROR controls the situation when file can't be opened. If NIL, a \(\uparrow E\) is generated; if \(T\), just quietly returns NIL; if a string, the string is printed before relurning NIL.
```

bvm: 1-Jun-78 80:59 [UTILITY]
(OPENMYCINHASHF ILE
(LAMBDA (FILE WRITE? SAVE NOERROR VRR) (* bvim: " 1-Jun-78 00:59")
(PROG (HASHFILE HELPFLAG)
(RETURN ICOND
([RND (NEQ FILE T)
(SETQ FILE (GETFILE FILE T))
(OR (SETQ HASHFILE (HASHFILEP FILE WRITE?))
(AND IOR (EQ HRSHCONFIRMFLG 'QUIET)
(NOT HRITE?)
(PROGN (TTYOUT1 "[Writing " FILE '%])
(COND
(HASHCONFIRMFLG (TERPRI T)
T)
((ASKYESNO NIL 'CONFIRM))
[T (HELP]
(NLSETQ (PROG ((BUSYCNT O))
RETRY
(COND
((NLSETQ (COND
((RND HRITE? (SETQ HASHFILE (HASHFILEP FILE)))
(% File open for READ now, so close it
and reopen for write)
{ANO SAVE {RESETSAVE NIL (LIST 'CLOSEHASHFILE HASHFILE
'RERDJ
(CLOSEHASHFILE FILE 'WRITE))
(T (* not open at all)
(SETQ HRSHFILE (OPENHRSHFILE FILE WRITE?))
(AND SRVE (RESETSAVE NIL
(LIST 'RESTOREHASHFILE VRR
HASHFILE)))
(*) Give RESTOREHASHFILE the MULVAR to
clear, since file won't be reopened)
HASHF ILE)))
(COND
((NOT (ZEROP BUSYCNT))
(TTYOUT "free]")))
(RETURN))
((EQ BUSYCNT 10)
(TTYOUT "timed out]")
(ERROR!)))
ICOND
((NEQ BUSYCNT B) (% we are waiting)
(PRIN1' - T))
(* File is busy; try waiting a bit)
9)
(T (ERROR!)))
(ADDIVAR BUSYCNT)
(DISMISS 1500)
(GO RETRY)
HASHF ILE)
(T [COND
((EQ FILE T)
(SETQ FILE VRR))
((FMEMB (CAR (ERRORN))
((9 15 22 23))
(TTYOUT (ERSTR)
(COND
((NULL NOERROR) (% no provision for error, so report
(ERROR "Can't open fila" FILE T))
( (NEQ NOERROR T)
condition and abort)
(* NOERROR = T means keep quiet;
other values are error messages to
print, before returning NIL)
(TTYOUT NOERRORI)

```

\section*{Calls: RSKYESNO GETFILE}

Called by: OPENHASHFILEVRRS UGETHASHFILE
Globalvars: HASHCONFIRMFLG
Explanation: Opens a single hashifle named FILE (searches for it with GETFILE), where WRITE?, SAVE, and NOERROR are as in OPENHASHFILEVARS. VAR is an atom, the hashfile variable which will be set to the hashfile datum for data) and which here is used only when SAVE is set, to construct an appropriate reset expression (the var is reset 10 NIL when the hashfile is closed).

When opening for write, a warning will be printed, unless MRSHCONFIRMFLG = QUIET. If HRSHCONFIRMFLG is NIL, confirmation will be required. HASHCONFIRMFLG is initially \(T\).

If the file is busy, will wait a while before giving up. A tE typed during this wait will abort it, resulting in the usual "file won't open" error condition.
```

bvm: 19-NOV-77 15:05 [UTILITY]
PRINTPROP\&VAL
(PRINTPROP\&VRL
[LRMBDR (PROP VALUE PROSEFLG) (* bvM: "19-NOV-77 15:85")
(PROG (*)COMMENT**FLG TB) (* Rebind **COMMENT**FLG so that TRANS's
(SETQ TB (IPLUS (NCHARS PROP)
5))
(TAB 2)
(WRITEI PROP ':)
(COND
(PROSEFLG (SPRINT VALUE 2 TB (IPLUS TB 3)))
((NLISTP VALUE)
(SPRINT VALUE 2 TB NIL NIL NIL T))
([COND
[(AND (CDR VALUE)
(FMEMB PROP RULEPTRS)) (* Display list of rules more concisely)
(SETQ VALUE (CONS 'Rules (RULENUMBERS VRLUE]
(T (AND (IGREATERP (NCHRRS (CAR VALUE))
7)
(NOTRNY VALUE (FUNCTION LISTPJ (% PRINTDEF might mess this up)
(SPRINT VRLUE 2 (IPLUS TB 4)
NIL NIL NIL T))
(T (PRINTDEF VALUE TB)))
(TERPRII)
Called by: PRINTRECORD
Globalvars: RULEPTRS

```

Explanation: Prints property PROP and its VALUE in a nice property-style format. PROSEFLG is set if VRLUE is the output of PROSE (as in rule translation).
```

bvm: 19-NOV-77 15:86 [UTILITY]
PRINTRECORD
(PRINTRECORD
[LAMBDA (INSTANCE RECORDNAME) (* bvm: "19-NOV-77 15:86")
(PROG ((DEC (OR (RECLOOK RECORDNPME)
(ERROR RECORDNAME "not a record" T)))
VALUE)
(for FIELD in [DREVERSE (for F in (RECORDFIELDNAMES RECORDNAME) collect F when (ANYMEMB F (CADDR DEC]
when (SETQ VALUE (RECORDRCCESS FIELD INSTRNCE DEC)) do (PRINTPROP\&VAL FIELD VALUEJ)
Calls: PRINTPROP\&VRL
Explanation: Prints the fields of a record. INSTANCE is the pointer to an instance of a record of type RECORDNAME.

```
```

bvm: 16-NOV-77 68:28 [UTILITY]
SPRINT
(SPRINT
[LRMBDR (LST INDENT PMRR LMAR LEVEL SEPR INDICATE)
(PROG ((LEN (LINELENGTH))
ENDWITH LSTWORD N PAREN SEPRFLG SEPRLEN)
[OR (ARRAYP (GETRTOMVAL 'SPRINTBITTABLE))
(SETQ SPRINTBITTABLE (MRKEBITTABLE'(32 45 31]
`SETQ SEPRLEN (SELECTQ SEPR
(T
(NIL
I)
(NCHRRS SEPR)))
[COND
((NOT INDENT)
(SETQ INDENT 8))
((ZEROP INDENT))
(EQ INDENT T)
(TERPRI)
(COND
(PMAR (TAB PMAR))
(T (SETQ PMAR O]
((MINUSP INDENT)
(TAB (OR PMAR (SETQ PMRR 0))
8))
((NOT (IGREATERP (SETQ N (IPLUS INDENT (POSITION)))
LEN))
(TAB N))
(T
(TAB (OR LMRR PMRR 0)
(OR PMAR (SETQ PMAR INDENT))
(OR LMAR (SETQ LMAR PMAR))
(OR LEVEL (SETQ LEVEL 100))
ICOND
[(NLISTP LST) (* treat non-list as one-element list)
(RETURN (SPRINT1 (FRPLRCA (CONSTANT (CONS))
LST]
((EQ (CAR LST)
'\$I)
(SETQ LST (CDR LST)
[COND
(INDICATE (SETQ PAREN'%()
(SETQ ENDWITH '%)]
(SPRINT1 LST LEVEL)
(COND
(PAREN (PRIN\& PAREN)))
<COND
(ENDHITH (PRIN\ ENDHITHJ)
Calls: SPRINTI
Called by: RSKYESNO PRINTPROP\&VAL
Freevars: SPRINTBITTRBLE

```

Explanation: Prints LST, initially spacing INDENT spaces and indenting by PMAR spaces. Linefeeds forced by line length use LMAR instead. LMAR defaults to PMAR defaults to INDENT defaults to zero. INDENT=T means start a new line at the paragraph indentation; a negative INDENT means start a new line if not there already. The special atam \(\$ L\) is used to represent carriage-return, linefeed. The EOL character (an atom) may also serve this function. \$I causes linefeed plus indentation; \$0 (outdent) undoes a \$I. If LST is not a list, it is treated as a one-element list. LST may contain strings, in which case they are broken at spaces as neaded.

LEVEL is a printlevel parameter - lists at depth greater than LEVEL are printed as \& (default is 108). SEPR is a string or atom to prind between elements of LST. Default is blank. T means commá, which will not be printed after the words 'and' and 'or'.

INDICATE is used to make SPRINT look like PRINT: if LST is a list, outer parens will appear, and strings in LST will be enclosed in quotes.
```

(SPRINTI
[LAMBDA (LST LEVEL) (** bvm: "16-NOV-77 08:27")
(PROG (HORD OPENQUOTE)
TOP (SETQ HORD (CAR LST))
(SETQ LST (CDR LST))
SEL [COND
((STRINGP WORD) (% Print string, splitting as necessary)
(SPRINTSTRING WORD INOICATE))
((LISTP HORD)
(* Do lists recursively)
[COND
((IGREATERP LEVEL 1)
(SPRINTPUNC '%( T)
(SPRINT1 WORD (SUB1 LEVEL))
(SPRINTPUNC '%)))
(T (SPRINTATOM '\&]
(SETQ SEPRFLLG T))
(T (SELECTQ WORD
[(\$L %
)
(COND
((NEQ (CRR LST)
$0) (% End of line indicator can be ignored
                                    (SPRINTSEPR PMMR)
                                    (SETQ SEPRFLG NIL)
                                    ($ I
(SPRINTSEPR (SETQ PMAR (IPLUS PMAR 3))
T)
(SETQ LMRR (IPLUS LMAR 3))
(SETQ SEPRFLG NIL))
1\$0
(COND
(LST (SPRINTSEPR (SETO PMAR (IDIFFERENCE PMRR 3)))
(SETQ LMAR (IDIFFERENCE LMAR 3))
(SETQ SEPRFLG NIL}
((%., : ; %) %] ! ? 'S 's s ... |) (% "closing" punctuation)
(SPRINTPUNC WORD))
((%(%[ -- 1)
[%"
(SPRINTPUNC WORD (SETQ OPENQUOTE {NOT OPENQUOTE]
(SPRINTRTOM WORDJ
(SETQ LSTWORD WORD)
<COND
((NOT LST)
(RETURN))
((NLISTP LST) (% We just printed car of a dotted pair)
(SPRINTATOM '%.)
(SETQ WORD LST)
(SETQ LST NIL)
(GO SEL))
(T (GO TOPJ)
Calls:
SPRINTI SPRINTRTOM SPRINTPUNC SPRINTSEPR SPRINTSTRING
Called by: SPRINT SPRINTI
Freevars: INDICATE LMAR LSTWORO PMAR SEPRFLG
Explanation: Recursive subfn of SPRINT which prints LST (recurring for any elements which are themselves lists and
not in excess of LEVEL arg). Dispâtches to other subfns according to each element of LST.

```
(SPRINTATOM
    [LRMBDA (ATM)
        (PROG (POS (LIMIT (SPRINTCOUNT)))
                (COND
                ( (IGREATERP (NCHARS RTM)
                        LIMIT)
                    ICOND
                        ((AND (SETQ POS (STRPOSL SPRINTBITTABLE ATM))
                                    (NOT (IGREATERP POS LIMIT)I)
                                    (* Can be split up; let string handier
                                    (RETURN (SPRINTSTRING RTM) (SPRINTSEPR LMAR))
                (T (SPRINTSEPR)))
                (PRIN1 ATM)
                (SETQ SEPRFLG TJ)
Calls: SPRINTCOUNT SPRINTSEPR SPRINTSTRING
Called by: SPRINTI
Freevars: LMRR SEPRFLG SPRINTBITTABLE

Explanation: Subin of SPRINT to print, with appropriate separation and checks for fit, the single atom ATM.
```

bvm: 16-NOV-77 08:07 [UTILITY]
SPRINTCOUNT
ISPRINTCOUNT
[LAMBDR NIL (* bvm: "16-NOV-77 08:87")
(IDIFFERENCE LEN (IPLUS (POSITION)
(SELECTO SEPRFLG
(NIL 0)
(% (*2 spaces printed after period)
SEPRLEN
(COND
(PRREN (* a backed up paren needs extra space)
(T 0)) 1)
(T 0
Called by: SPRINTATOM SPRINTSTRING
Freevars: LEN PRREN SEPRFLG SEPRLEN
Explanation: Returns number of useable character positions on line, taking into account any saved chars/separators
that we are already committed to printing.

```
```

bvm: 16-NOV-77 88:26 [UTILITY]
SPRINTPUNC
(SPRINTPUNC
[LAMBDA (CHAR OPEN?)
(COND
COPEN? (
before next word; we can check then if
it will fit)
(% Old paren to clean up first)
(* No spacing before these)
(COND
((IGREATERP (IPLUS (POSITION)
(SELECTQ CHAR
(('S '5)
2)
(... 3)
1)
(COND
(PAREN 1)
(T 8)))
LEN)
(TAB LMAR)))
(COND
(PAREN (* No separator printed, but we'd better
(PRIN1 PRREN)
(SETQ PAREN NIL)))
(PRIN1 CHAR)
(SETQ SEPRFLG (COND
((EQ CHAR '%.)
* %
(T TJ)
Calls: SPRINTSEPR
Called by: SPRINTI
Freevars: LEN LMAR PAREN SEPRFLG
Explanation: Handles punctuation for SPRINT. If OPEN? is true, treats CHAR as "opening" punctuation (spaces
before, but not after, e.g. open paren); ofherwise as "closing" (spaces after, not befora). OPEN? is
currently variable only for the character ".

```
```

bvm: 19-NOV-77 15:08 [UTILITY]
SPRINTSEPR
(SPRINTSEPR
[LFMBDA (NEWLINE DONTFORCE) (* bvM: "19-NOV-77 15:88")
(* NEWLINE set if want new line after
separator)
(SELECTO SEPRFLG
[%
(CONO
((NOT NEWLINE)
(SPACES 21
(NIL)
(SELECTQ SEPR
[NIL (OR NEHLINE (PRIN1 '%)
IT
(COND
[(FMEMB LSTWORD '(and or))
(OR NEWLINE (PRIN1 '%)
(NEWLINE (PRINI ',))
(T (PRIN1 ", ")
(PRINI SEPR)))
CCOND

```

```

            )
            (DONTF ORCE
                    (TAB NEWLINE))
            (T (TERPRI)
            (TAB NEWLINE 8)))
        (CONO
            (PRREN (a)
            (PRIN1 PAREN)
            (SETQ PAREN NIL)))
        (SETQ SEPRFLG NILJ)
    Called by: SPRINTI SPRINTRTOM SPRINTPUNC SPRINTSTRING
Freevars: LSTWORD PAREN SEPR SEPRFLG
Explanation: Subin of SPRINT to print any separator chars needed (when SEPRFLG is set). Also includes any backed up PAREN. If NEHLINE is set, the separation is between lines, and NEWLINE is the tab stop for the new line.

```
```

bvim: 9-JAN-78 22:58 [UTILITY]
SPRINTSTRING
(SPRINTSTRING
[LAMBOA (STRING SHOWQUOTE) (妾 bvm: " 9-JAN-78 22:58")
[bind [\#SPACES +(IPLUS (SPRINTCOUNT)
(COND
(SHOWQUOTE -2)
(T 8)
(\#CHARS +(NCHARS STRING))
QFLG+SHOWQUOTE
BRKPOS CH comment (% Note that \#SPACES and BRKPOS are
always shorter than linelength, hence
small integers. Thus the ADDIVARs work)
while (COND
((ILESSP \#CHARS \#SPACES)
(STRPOS EOL STRING)))
do (bind N+1 while {AND (SETQ N (STRPOSL SPRINTBITTABLE STRING (ADOL N)))
(NOT (IGREATERP N \#SPACES))
(CONO
((EQ (SETQ CH (NTHCHAR STRING N))
,-)
(ILESSP (RDOL N)
\#CHRRS3
do
(* Set BRKPOS to be the last space before linelength runs out, or where EOL appears.
\#CHARS check assures that we don't break a short hyphenated atom over a line, e.g. CULTURE-1)
(SETQ BRKPOS N)
repeatwhile (NEQ CH EOL))
(COND
[BRKPOS (SPRINTSEPR)
(COND
(QFLG (* Must indicate quotes)
(PRIN1 '%,")
(SETQ QFLG NIL)\)
(PRIN1 (SUBSTRING STRING \& (COND
((EQ CH '-)
BRKPOS)
(T (SUB\ BRKPOS)))
(CONSTANT (CONCAT)
J
Scratch string, so we don't eat up
too many string pointers)
(T (SETO BRKPOS 0)))
(repeatuntil (NEQ (SETO CH (NTHCHAR STRING (RDDIVAR BRKPOS)))
% )
(* strip leading spaces from new piece)
(COND
((EQ CH EOL)
(RDOIVAR BRKPOS)))
[COND
((EQ 8RKPOS 1))
((NOT (IGRERTERP (SETQ \#CHRRS (AOD1 (IOIFFERENCE \#CHARS BRKPOS)))
0))
(RETURN))
(T <SETQ STRING (SUBSTRING STRING BRKPOS NIL (CONSTANT (CONCRT]
(SPRINTSEPR LMAR)
(SETQ \#SPACES (IDIFFERENCE (IDIFFERENCE LEN LMAR)
2))
(COND
(SHOWQUOTE (SUBIVAR \#SPACES)))
(SETQ BRKPOS \#SPACES) (w Set LASTPOS to this in case there
finally (COND
((OR QFLG (NOT (ZEROP \#CHARS)))
(SPRINTSEPR)
[COND
(QFLG (PRIN1 '%")
(PRIN1 STRING]

```
[COND
(SHOWQUOTE (\% Show closing quote)
(SETQ SEPRFLG (COND
( (EQ (NTHCHAR STRING -1)
'\%.) (\% want to space twice after this)
* )
(T TJ)

\section*{Calls: SPRINTCOUNT SPRINTSEPR}

Called by: SPRINTI SPRINTRTOM
Globalvars: EOL
Freevars: LEN LMAR SEPRFLG SPRINTBITTABLE

Explanation: Subf of SPRINT to print a string, splitting at spaces, hyphens and carriage returns as needed. SHOWQUOTE is true if the enclosing quotes are to be printed as well.
bVm: 18-JRN-78 23:38 [UTILITY]

\section*{ITTYOUT}
[LAMBDA \(N\) (\% bvm: "18-JAN-78 23:38")
(for I from 1 to N do (WRITEARG (ARG N I)
(TERPRI TJ)
Calls: WRITEARG

Called by: CNET GETFILE OPENMYCINHRSHFILE QSET!PRRAMETERS RESIMULRTE SET!PARAMETERS
Explanation: WRITE to terminal.
```

(UGETHASHFILE
[LAMBDA (HASHFILES KEY1 KEY2 ACCESS NOERROR) (b) bvm: " 1-Jun-78 01:04")
(COND
([OR (NOT (LITATOM HASHFILES))
(SETQ HASHFILES (OR (ARRAYP (GETATOMVAL HASHFILES))
(LISTP (GETATOMVAL HASHFILES))
(CAR (OPENHRSHFILEVARS HRSHFILES NIL NIL NOERROR]
(% HRSHFILES can name a hashfile
variable)
(SELECTO ACCESS
(SETQQ ACCESS RETRIEVE))
(LOOK
(SETQ ACCESS NIL))
NIL)
CCOND
((NLISTP HRSHFILES)
(LOOKUPHRSHFILE KEY1 NIL HASHFILES ACCESS KEY2))
(T (any (LOOKUPHRSHFILE KEY1 NIL IOR (ARRAYP (CRR HASHFILES))
(CAR (FRPLACA HASHFILES (OR (OPENMYCINHASHFILE (CAR HASHFILES)
NIL NIL NOERROR)
(RETURN]
ACCESS KEY2)
repsatwhile (SETQ HASHFILES (CDR HASHFILES))
-----------
Calls: OPENHRSHFILEVARS OPENMYCINHASHFILE
Called by: OISPLAYHELP
Explanation: Universal GETHASHFILE. Looks up in HRSHFILES the entry indexed by KEY1 [and KEY2]. HASHFILES may be an open hashfile, list of hashfiles, or an atomic hashfile variable (i.e. anything that OPENHASHFILEVARS will accept). ACCESS is NIL for a normal GETHASHFILE; ACCESS=LOOK means lookup but don't return the value (just return T if ANY value found); other values of ACCESS are passed directly to LOOKUPHASHFILE. If HASHFILES is a hashile variable (litatom), it wil! be opened. If HASHFILES is (or becomes thereby) a list, UGETHASHFILE looks up in each hashile, returning the first non-NIL value found; if an element of this list is a filename instead of an open hashfile, it opens it and smashes the hashfile into the list. If HRSHFILES is a non-list, behaves like a single hashtile lookup. NOERROR is passed to OPENHASHFILEVARS. KNOLWN ILE that the function is on (used for advice in the editor). If FN is a list, the above is done for each function in the list, and the result is the union of all the files. INTERNRL=T means KNOWNFILE is the full filename (otherwise needs to obtain the full name for comparison's sake). KNOWNFILE=T means simply print out RLL files containing $F N(s)$.

```
(WRITE
[LAMBDA N
(for I from 1 to N do (WRITERRG (ARG N I) \()\) ) (TERPRI])

Calls: WRITEARG

Called by: ASKFORFILENAME ASKYESNO RTTRIBUTEP CILPRRSE INTERPRET OBJECTP
Explanation: Takes arbitrary number of arguments, each of which is PRINled to the primary output file, followed by crlf. If an argument is a list, it is MRPRINTed, i.e. the outer "parentheses" will not appear.
bvm: 18-JRN-78 23:37 [UTILITY]

\section*{(WRITE 1}
(LAMBDA N (\% bvm: "18-JPN-78 23:37")
(for 1 from 1 to N do (WRITEARG (ARG N il)
Calls: WRITEARG
Called by: \(\operatorname{CSKFORFILENAME~PRINTPROP\& VAL}\)
Explanation: WRITE without the final crif.
```

[UTILITY]
(WRITE3
[LAMBDA N
hat does PRIN3
instrad of PRIN1, i.e. it ignores
linelength)

```
        (for I from 1 to N do (PRIN3 (ARG N I])
Explanation: A WRITE1 that ignores linelength, ie. does PRIN3's.

Explanation: A WRITE1 that ignores linelength, ie. does PRIN3's.
```

bvm: 22-JAN-78 23:27 [UTILITY]
(WR ITEARG
[LRMBDA (X FILE) (% bvm: "22-JAN-78 23:27")
(COND
((NLISTP X)
(PRIN1 X FILE))
(T (MAPRINT X FILEJ)
Called by: DISPLRY TTYOUT WRITE WRITED
Explanation: If $X$ is not a list, PRIN1's it to FILE, otherwise MRPRINT's it, so that the outer parens will not appear.

```



Node 1
Executing: (1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: NIL
node: 1
contract: 1
internal event: contract processing
From: 1
Started Processing Contract . 1
: Time: 208
-- Node Status -

Node 1
Executing: (1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: NIL
node: 1
contract: 1
internal event: node update
From: 1

Generated Board--> Queen-rows: 1
node: 1
contract: 1
internal event: node update
; Time: 281
-- Node Status --

Node 1
Executing: (1)
Ready: NIL
Announced: (11)
Suspended: NIL
Terminatedi NIL

Number of Queens [ 5] को 4
Number of solutions [1] 2
Search Strategy [ 8] **
Report Sirategy [B]**1
```

To: *
From: 1
Type: task announcement
Contract: 11

```
: Time: 282
-- Node Status --
Node 1
Executing: (1)
Ready: NIL
Announced: (1 1)
Suspended: NIL
Terminated: NIL
To: 1
From: 2
Type: bid
Contract: 11
To: 1
From: 3
Type: bid
Contract: 11
To: 1
From: 4
Type: bid
Contract: 11
To: 1
From: 5
Type: bid
Contract: 11
: Time: 204
-- Node Status --
Node 1
Execuling: (1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: NIL
To: 2
From: 1
Type: standard award
Contract: 11
node: 2
contract: 11
internal event: contract processing
From: 2
Started Processing Contract 11
: Time: 480
-- Node Status -.

Node 1
Executing: (1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: NIL.

Node 2
Executing: (11)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: NIL
node: 1
contract: 1
internal event: node update
From: 1

Generated Board--> Queen-rows: 2
node: 1
contract: 1
internal event: node update
- Time: 481
-- Node Status --

Node 1
Exaculing: (1)
Ready: NIL
Rnnounced: (2 1)
Suspended: NIL
Terminated: NIL

Node 2
Executing: (11)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: NIL
\begin{tabular}{|c|c|}
\hline \begin{tabular}{l}
To: * \\
From: 1 \\
Type: task announcement Contract: 21
\end{tabular} & \begin{tabular}{l}
To: 3 \\
From: 1 \\
Type: standard award Contract: 21
\end{tabular} \\
\hline : Time: 482 & ```
node: 3
contract: 2 1
Internal event: contract processing
``` \\
\hline -- Node Status -- & From: 3 \\
\hline \begin{tabular}{l}
Node 1 \\
Executing: (1) \\
Ready: NIL \\
Announced: (2 1) \\
Suspended: NIL \\
Terminated: NIL
\end{tabular} & Started Processing Contract 21
1- Time: 688
-- Node Status -- \\
\hline \begin{tabular}{l}
Node 2 \\
Executing: (1 1) \\
Ready: NIL \\
Announced: NIL \\
Suspended: NIL \\
Terminated: NIL
\end{tabular} & \begin{tabular}{l}
Node 1 \\
Executing: (1) \\
Ready: NIL \\
Announced: NIL \\
Suspended: NIL \\
Terminated: NIL
\end{tabular} \\
\hline \begin{tabular}{l}
To: 1 \\
From: 3 \\
Type: bid \\
Contract: 21
\end{tabular} & \begin{tabular}{l}
Node 2 \\
Executing: (11) \\
Ready: NIL \\
Announced: NIL \\
Suspended: NIL \\
Terminated: NIL
\end{tabular} \\
\hline \begin{tabular}{l}
From: 4 \\
Type: bid \\
Contract: 21
\end{tabular} & \begin{tabular}{l}
Node 3 \\
Executing: (2 1) \\
Ready: NIL
\end{tabular} \\
\hline \begin{tabular}{l}
To: 1 \\
From: 5 \\
Type: bid \\
Contract: 21
\end{tabular} & \begin{tabular}{l}
Announced: NIL \\
Suspended: NIL \\
Terminated: NIL
\end{tabular} \\
\hline 1 Time: 464 & \begin{tabular}{l}
node: 1 \\
contract: 1 \\
internal event: node update
\end{tabular} \\
\hline -- Node Status -- & Fromi 1 \\
\hline & Generated Board--> Queen-rows: 3 \\
\hline \begin{tabular}{l}
Node 1 \\
Executing: (1) \\
Ready: NIL \\
Announced: NIL \\
Suspended: NIL \\
Terminated: NIL
\end{tabular} & \[
\begin{aligned}
& \text { node: } 1 \\
& \text { contract: } 1 \\
& \text { Internal event: node update }
\end{aligned}
\] \\
\hline \begin{tabular}{l}
Node 2 \\
Executing: (1 1) \\
Ready: NIL \\
Announced: NIL \\
Suspended: NIL \\
Terminated: NIL
\end{tabular} & - Timer 681
-- Node Status -- \\
\hline
\end{tabular}
Node 1
Executing: (1)
Ready: NIL
Announced: (3 1)
Suspended: NIL
Terminated: NIL

Node 2
Executing: (1 1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: NIL

Node 3
Executing: (2 1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: NIL

To: *
From: 1
Type: task announcement
Contract: 31
; Time: 602
-.- Node Status --

Node 1
Executing: (1)
Ready: NIL
Announced: (3 1)
Suspended: NIL
Terminated: NIL

Node 2
Executing: (1 1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: NIL

Nade 3
Executing: (2 1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: NIL

To: 1
From: 4
Type: bid
Contract: 31

To: 1
From: 5
Type: bid
Contracis 31
: Time: 884
-- Node Status --

Node 1
Executing: (1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: NIL

Node 2
Executing: (11)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: NIL

Node 3
Executing: (2 1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: NIL
node: 2
contract: 11
internal event: node update

To: 4
From: 1
Type: standard award
Contract: 3 1

From: 2
Generated Board--> Queen-rows: 13
node: 2
contracti 1 1
internal event: node update
node: 4
contract: 31
internal eventi contract processing
From: 4

Started Processing Contract 31

\footnotetext{
: Time: 605
}
-- Node Status --


Node 4
Executing: (31)
Ready: NIL
Announced: NIL
Suspended; NIL
Terminated: NIL

Node 2
Executing: (1 1)
Ready: NIL
Announced: (1 1 1)
Suspended: NIL
Terminated: NIL

Node 3
Executing: (2 1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: NIL

Node 4
Executing: (3 1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: NIL

To: *
From: 2
Type: task announcement
Contracts 111
: TIme: 686
-- Node Status --

Node 1
Executing: (1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: NIL

Node 2
Executing: (1 1)
Ready: NIL
Announced: (1 1 1)
Suspended: NIL
Terminated: NIL

Node 3
Executing: (2 1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: NIL

To: 2
From: 5
Type: bid
Contract: 111
- Time: 688
-- Node Status --

Node 1
Executing: (1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: NIL

Node 2
Executing: (11)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: NIL

Node 3
Executing: (2 1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: NIL

Node 4
Executing: (3 1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: NIL

To: 5
From: 2
Type: standard award
Contract: 111
\begin{tabular}{|c|c|}
\hline ```
node: 5
contract: 111
Internal event: contract processing
``` & \begin{tabular}{l}
node: 1 \\
contract: 1 \\
internal event: node update
\end{tabular} \\
\hline From: 5 & From: 1 \\
\hline Started Processing Contract 111 & Suspended Contract 1 \\
\hline : Time: 808 & : Time: 801 \\
\hline -- Node Status -- & -- Node Status -- \\
\hline \begin{tabular}{l}
Node 1 \\
Execuiting: (1) \\
Ready: NIL \\
Announced: NIL \\
Suspended: NIL \\
Terminated: NIL
\end{tabular} & \begin{tabular}{l}
Node 1 \\
Executing: NIL \\
Ready: NIL \\
Announced: (4 1) \\
Suspended: (1) \\
Terminated: NIL
\end{tabular} \\
\hline \begin{tabular}{l}
Node 2 \\
Executing: (1 1) \\
Ready: NIL \\
Announced: NIL \\
Suspended: NIL \\
Terminated: NIL
\end{tabular} & \begin{tabular}{l}
Node 2 \\
Execuling: (11) \\
Ready: NIL \\
Announced: NIL \\
Suspended: NIL \\
Terminated: NIL
\end{tabular} \\
\hline \begin{tabular}{l}
Node 3 \\
Executing: (2 1) \\
Ready: NIL \\
Announced: NIL \\
Suspended: NIL \\
Terminated: NIL
\end{tabular} & \begin{tabular}{l}
Node 3 \\
Execuling: (2 1) \\
Ready: NIL \\
Announced: NIL \\
Suspendedi NIL \\
Terminated: NIL
\end{tabular} \\
\hline \begin{tabular}{l}
Node 4 \\
Executing: (31) \\
Ready: NIL \\
Announced: NIL \\
Suspended: NIL \\
Terminated: NIL
\end{tabular} & \begin{tabular}{l}
Node 4 \\
Executing: (3 1) \\
Ready: NIL \\
Announced: NIL \\
Suspended: NIL \\
Terminated: NIL
\end{tabular} \\
\hline \begin{tabular}{l}
Node 5 \\
Executing: (1 1 1) \\
Ready: NIL \\
Announced: NIL \\
Suspended: NIL \\
Terminated: NIL
\end{tabular} & \begin{tabular}{l}
Node 5 \\
Executing: (1 1 1) \\
Ready: NIL \\
Announced: NIL \\
Suspended: NIL \\
Terminated: NIL
\end{tabular} \\
\hline \begin{tabular}{l}
node: 1 \\
contract: 1 \\
internal event: node update \\
From: 1
\end{tabular} & \begin{tabular}{l}
To: * \\
From: 1 \\
Type: task announcement \\
Contract: 41
\end{tabular} \\
\hline Generated Board--> Queen-rows: 4 & \\
\hline ```
node: 1
contract: 1
internal event: node update
``` & \\
\hline
\end{tabular}
contract: 1
internal event: node update

To: 2
From: 1
Type: bid
Contract: 111
: Time: 802
```

-- Node Status --

```

Node 1
Executing: NIL
Ready: NIL
Announced: (4 1)
Suspended: (1)
Terminated: NIL

Node 2
Executing: (1 1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: NIL

Node 3
Executing: (2 1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: NIL

Node 4
Executing: (3 1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: NIL

Node 5
Executing: (111)
Ready: NIL
Rnnounced: NIL
Suspended: NIL
Terminated: NIL

To: 1
From: 1
Type: bid
Contract: 41
: Time: 884

Node 2
Executing: (1 1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminatedi NIL.

Node 3
Executing: (2 1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: NIL

Node 4
Executing: (3 1)
Ready: NIL
Rnnounced: NIL
Suspended: NIL
Terminated: NIL

Node 5
Executing: (1 1 1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: NIL
node: 2
contract: 11
internal event: node update
node: 4
contract: 31
internal event: node update

To: 1
From: 1
Type: standard award
Contract: 41
From: 2
Generated Board--> Queen-rows: 14
node: 2
contract: 11
Internal event: node update
From: 4

Generated Board--> Queen-rows: 31
node: 4
contract: 31
internal event: node update
\begin{tabular}{|c|c|}
\hline ```
node: 1
contract: 4 1
internal event: contract processing
``` & \begin{tabular}{l}
To: * \\
From: 4 \\
Type: task announcement Contract: 131
\end{tabular} \\
\hline node: 2 & \\
\hline contract: 11 & To: 2 \\
\hline internal event: node update & From: 2 \\
\hline & Type: bid \\
\hline From: 1 & Contract: 111 \\
\hline \multicolumn{2}{|l|}{Started Processing Contract 41} \\
\hline & 1 Times 886 \\
\hline \multicolumn{2}{|l|}{: Time: 885} \\
\hline & -- Node Status -- \\
\hline \multicolumn{2}{|l|}{-- Node Status --} \\
\hline & Node 1 \\
\hline & Executing: (4 1) \\
\hline Node 1 & Ready: NIL \\
\hline Executing: (4 1) & Announced: NIL \\
\hline Ready: NIL & Suspended: (1) \\
\hline Announced: NIL & Terminated: NIL \\
\hline \multicolumn{2}{|l|}{\multirow[t]{2}{*}{Suspended: (1) Terminated: NIL}} \\
\hline & \\
\hline & \begin{tabular}{l}
Node 2 \\
Executing: NIL
\end{tabular} \\
\hline Node 2 & Ready: NIL \\
\hline Executing: NIL & Announced: (2 1 1) \\
\hline Ready: NIL & Suspended: (1 1) \\
\hline Announced: (2 1 1) & Terminateds NIL \\
\hline \multicolumn{2}{|l|}{\multirow[t]{2}{*}{\begin{tabular}{l}
Suspended: (1 1) \\
Terminated: NIL
\end{tabular}}} \\
\hline & \\
\hline & Node 3 \\
\hline & Executing: (2 1) \\
\hline Node 3 & Ready: NIL \\
\hline Executing: (2 1) & Announced: NIL \\
\hline Ready: NIL & Suspended: NIL \\
\hline Announced: NIL & Terminated: NIL \\
\hline \multicolumn{2}{|l|}{\multirow[t]{2}{*}{Suspended: NIL
Terminated: NIL}} \\
\hline & \\
\hline & Node 4 \\
\hline & Exacuting: (31) \\
\hline Node 4 & Ready: NIL \\
\hline Executing: (3 1) & Announced: (1 3 1) \\
\hline Ready: NIL & Suspended: NIL \\
\hline Announced: (1 3 1) & Terminateds NIL \\
\hline \multicolumn{2}{|l|}{Suspended: NIL.} \\
\hline \multicolumn{2}{|l|}{Terminateds NIL} \\
\hline & \begin{tabular}{l}
Node 5 \\
Exacuting: (1 1 1)
\end{tabular} \\
\hline Node 5 & Ready: NIL \\
\hline Executing: (1 1 1) & Announced: NIL \\
\hline Ready: NIL & Suspended: NIL \\
\hline Announced: NIL & Terminated: NIL \\
\hline \multicolumn{2}{|l|}{\multirow[t]{2}{*}{Suspended: NIL
Terminated: NIL}} \\
\hline & \\
\hline & To: 2 From: 2 \\
\hline To: * & Type: bid \\
\hline Fram: 2 & Contracts 211 \\
\hline \multicolumn{2}{|l|}{Type: task announcement} \\
\hline Contract: 211 & \\
\hline
\end{tabular}

```

From: 2
Type: bid
Contract: 1 3 1

```
: Time: 808
Node 1
Executing: ( 4 l )
Ready: NIL
Announced: NIL
Suspended: (1)
Node 3
Executing: (2 1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: NIL
Node 4
Executing: (3 1)
Ready: NIL
Announced: NIL
Suspended: NIL
Node 5
Execuling: (1 1 1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: NIL
To: 2
From: 2
Type: standard award
Contract: 211
To: 2
From: 4
Type: standard award
Contract: 131
node: 2
contract: 211
internal events contract processing
From: 2
Time: 984
-- Node Status --

Node 1
Execuling: (6 1)
Ready: NIL
Announced: NIL
Suspended: (1)
Terminated: NIL

Node 2
Executing: (2 1 1)
Ready: (1 3 1)
Suspended: (11)
Terminated: NIL

Node 3
Executing: (2 1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: NIL

Node 4
Executing: (3 1)
Ready: NIL
Suspended. NIL
Terminated: NIL

Node 5
Executing: (1 1 1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: NIL
node: 3
contracl: 21
internal event: node update
From: 3
Generated Board--> Queen-rows: 24
node: 3
contract: 21
Internal event: node update
node: 3
contract: 21
internal event: node update

From: 3
Suspended Contract 21
-- Node Status --

Node 1
Executing: (4 1)
Ready: NIL
Announced: NIL
Suspended: (1)
Terminated; NIL

Node 2
Execuling: (2 1 1)
Ready: (1 3 1)
Announced: NIL
Suspended: (1 1)
Terminated: NIL

Node 2
Executing: (2 1 1)
Ready: (1 3 1)
Announceds NIL
Suspended: (1 1)
Terminated: NIL

Node 3
Executing: NIL
Ready: NIL
Announced: (1 2 1)
Suspended: (2 1)
Terminated: NIL

Node 4
Executing: (3 1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: NIL

Node 5
Executing: (1 1 1)
Ready: NIL
Rnnounced: NIL
Suspended: NIL
Terminated: NIL

To: *
From: 3
Type: task announcement
Contract: 121

To: 2
From: 3
Type: bid
Contract: 111
: Time: 986

\section*{- Node Status --}

Node 1
Executing: (4 1)
Ready: NIL
Announced: NIL
Suspended: (1)
Terminated: NIL

Node 3
Executing: NIL
Ready: NIL
Announced: (1 2 1)
Suspended: (2 1)
Terminated: NIL

Node 4
Executing: (3 1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: NIL

Node 5
Executing: (1 1 1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: NIL

To: 3
From: 3
Type: bid
Contract: 121
: Tima: 908
- Node Status --

Node 1
Executing: (4 1)
Ready: NIL
Announced: NIL
Suspended: (1)
Terminated: NIL

Node 2
Executing: (2 1 1)
Ready: (1 3 1)
Announced: NIL
Suspended: (1 1)
Terminated: NIL

Node 4
Exaculing: (3 1)
Ready: NIL
Announced: NIL
Suspended; NIL
Terminateds NIL

node: 1
contracti 41
internal events node update
From: 2
Suspended Contract 11
From: 1
Generated Board--> Queen-rows: 41
node: 1
contract: 41
internal events node update
: Time: 1005
-- Node Status --

Node 1
Executing: (4 1)
Ready: NIL
Announced: (1 4 1)
Suspended: (1)
Terminated: NIL

Node 2
Executing: (2 1 1)
Ready: (1 3 1)
Announced: NIL
Suspended: (1 1)
Terminated: NIL

Nods 3
Execuling: (1 2 1)
Ready: NIL
Announced: NIL
Suspended: (2 1)
Terminated: NIL

Node 4
Executing: (3 1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: NIL

Node 5
Executing: (111)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: NIL
\begin{tabular}{|c|}
\hline \begin{tabular}{l}
To: 妾 \\
From: 1 \\
Type: task announcement \\
Contract: 141
\end{tabular} \\
\hline : Time: 1184 \\
\hline -- Node Status -- \\
\hline \begin{tabular}{l}
Node 1 \\
Executing: (4 1) \\
Ready: NIL \\
Announced: (1 4 1) \\
Suspended: (1) \\
Terminated: NIL
\end{tabular} \\
\hline \begin{tabular}{l}
Node 2 \\
Executing: (2 1 1) \\
Ready: (1 3 1) \\
Announced: NIL \\
Suspended: (1 1) \\
Terminated: NIL
\end{tabular} \\
\hline \begin{tabular}{l}
Node 3 \\
Executing: (1 2 1) \\
Ready: NIL \\
Announced: NIL \\
Suspended: (2 1) \\
Terminated: NIL
\end{tabular} \\
\hline \begin{tabular}{l}
Node 4 \\
Executing: (3 1) \\
Ready: NIL \\
Announced: NIL \\
Suspended: NIL \\
Terminated: NIL
\end{tabular} \\
\hline \begin{tabular}{l}
Node 5 \\
Executing: (1 1 1) \\
Ready: NIL \\
Announced: NIL \\
Suspended: NIL \\
Terminated: NIL
\end{tabular} \\
\hline \begin{tabular}{l}
node: 4 \\
contract: 31 \\
internal event: node update
\end{tabular} \\
\hline : Time: 1188 \\
\hline
\end{tabular}

Node 1
Executing: (4 1)
Ready: NIL
Announced: (1 4 1)
Suspended: (1)
Terminated: NIL

Node 2
Executing: (2 11)
Ready: (1 3 1)
Announced: NIL
Suspended: (1 1)
Terminated: NIL

Node 3
Executing: (1 2 1)
Ready: NIL
Announced: NIL
Suspended: (2 1)
Terminated: NIL

Node 5
Executing: (111)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: NIL
node: 5
contract: 111
internal event: node update
node: 2
contract: 211
internal event: node update
node: 3
contract: 121
internal event: node update
node: 5
contract: 111
internal event: node update
From: 2
Generated Board--> Queen-rows: 142
node: 2
contract: 211
infernal event: node update
From: 3
Generated Board--> Queen-rows: 241


Node 2
Executing: (2 1 1)
Ready: (11) (1 3 1)
Announced: NIL
Suspended: NIL
Terminated: NIL

Node 3
Executing: (12 1)
Ready: NIL
Announced: NIL
Suspended: (2 1)
Terminated: NIL

To: 4
From: 2
Type: standard award
Contract: 1211

To: 4
From: 3
Type: standard award
Contract: 1121
node: 4
contract: 1211
internal event: contract processing
From: 4
Started Processing Contract 1211
: Time: 1288
-- Node Status --

Node 1
Executing: (4 1)
Ready: NIL
Announced: (1 4 1)
Suspended: (1)
Terminated: NIL

Node 2
Executing: (2 11)
Ready: (1 1) (1 3 1)
Announced: NIL
Suspended: NIL
Terminated: NIL

Node 3
Executing: (1 2 1)
Ready: NIL
Announced: NIL
Suspended: (2 1)
Terminated: NIL

Node 4
Executing: (1 211 )
Ready: (1 1 2 1)
Announced: NIL
Suspended: (3 1)
Terminated: NIL
node: 1
contract: 11
internal event: bid check

Time: 1284
-- Node Status --

Node 1
Executing: (4 1)
Ready: NIL
Announced: (1 4 1)
Suspended: (1)
Terminated: NIL

Node 2
Executing: (2 111\()\)
Ready: (1 1) (1 3 1)
Announced: NIL
Suspended: NIL
Terminateds NIL

Node 3
Exacuting: (1 2 1)
Ready: NIL
Announced: NIL
Suspended: (2 1)
Terminated: NIL

Node 4
Execufing: (1 211 )
Ready: (1121)
Announced: NIL
Suspended: (3 1)
Terminated: NIL.
node: 2
contract: 11
internal event: pseudo contract
node: 3
contract: 11
internal event: pseudo contract
node: 4
contract: 1 1
internal event: pseudo contract
```

node: 5
contract: 1 1
internal event: pseudo contract
node: 1
contract: 4 1
internal event: node update
From: 1
Generated Board--> Queen-rows: 4 2
node: 1
contract: 4 1
internal event: node update
: Time: }128
-- Node Status --

```
Node 1
Executing: (4 1)
Ready: NIL
Announced: (2 4 1) (1 4 1)
Suspended: (1)
Terminated: NIL
Node 2
Executing: (2 1 1)
Ready: (1 1) (1 3 1)
Announced: NIL
Suspended: NIL
Terminated: NIL
Node 3
Executing: (1 2 1)
Ready: NIL
Announced: NIL
Suspended: (2 1)
Terminated: NIL

Node 4
Executing: (1 2 1 1)
Ready: (1 12 1)
Announced: NIL
Suspended: (3 1)
Terminated: NIL

To: *
From: 1
Type: task announcement
Contract: 241

Time: 1286

Node 4
Executing: (12 1 1)
Ready: (1 12 1)
Announced: NIL
Suspended: (3 1)
Terminated: NIL

To: 5
Fram: 1 Type: 5 tandard award
Contract: 241
node: 5
contract: 241
Internal event: contract processing
From: 5
Started Processing Contract 241
: Time: 1304
-- Node Status --

Node 1
Executing: (4 1)
Ready: NIL
Announced: (1) 自 1)
Suspended: (1)
Terminated: NIL

Node 2
Executing: (2 1 1)
Ready: (1 1) (1 3 1)
Announced: NIL
Suspended: NIL
Terminated: NIL

Node 3
Executing: (1 2 1)
Ready: NIL
Announced: NIL
Suspended: (2 1)
Terminated: NIL

Node 4
Executing: (1 2 111)
Ready: (1 12 1)
Announced: NIL
Suspended: (3 1)
Terminated: NIL

Node 5
Executing: (2 4 1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: (1 1 1)
Fram: 4
Suspended Contract 31
: Time: 1308
-- Node Status --

Node 1
Executing: (4 1)
Ready: NIL
Announcedi (1 4 1)
Suspended: (1)
Terminated: NIL

Node 2
Executing: (2 1 1)
Ready: (1 1) (1 3 1)
Announced: NIL
Suspended: NIL
Terminated: NIL

Node 3
Executing: (1 2 1)
Ready: NIL
Announced: NIL
Suspended: (2 1)
Terminated: NIL

Node 4
Executing: (1 2 111)
Ready: (1 1 2 1)
Announced: NIL
Suspended: (31)
Terminated: NIL

Node 5
Executing: (2 4 1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: (1 1 )
node: 2
contract: 211
internal event: node update
\& Time: 1309
\begin{tabular}{|c|c|}
\hline Node 1 & Node 2 \\
\hline Executing: (4 1) & Executing: (1 3 1) \\
\hline Ready: NIL & Ready: NIL \\
\hline Announced: (1 4 1) & Announced: NIL \\
\hline Suspended: (1) & Suspended: (1 1) (2 1 1) \\
\hline Terminated: NIL & Terminated: NIL \\
\hline Node 2 & Node 3 \\
\hline Executing: (1 1) & Executing: (12 1) \\
\hline Ready: (1 3 1) & Ready: NIL \\
\hline Announced: NIL & Announced: NIL \\
\hline Suspended: (2 1 1) & Suspended: (2 1) \\
\hline Terminated: NIL & Terminated: NIL \\
\hline Node 3 & Node 4 \\
\hline Executing: (12 1) & Executing: (12 1 1) \\
\hline Ready: NIL & Ready: (1121) \\
\hline Announced: NIL & Announced: NIL \\
\hline Suspended: (2 1) & Suspended: (3 1) \\
\hline Terminated: NIL & Terminated: NIL. \\
\hline Node 4 & Node 5 \\
\hline Executing: (1 2111\()\) & Executing: (2 4 1) \\
\hline Ready: (1 1 21 ) & Ready: NIL \\
\hline Announced: NIL & Announced: NIL \\
\hline Suspended: (3 1) & Suspended: NIL \\
\hline Terminated: NIL & Terminated: (1 1 1) \\
\hline Node 5 & node: 2 \\
\hline Executing: (2 4 1) & contract: 131 \\
\hline Ready: NIL & internal event: contract processing \\
\hline Announced: NIL & \\
\hline Suspended: NIL & From: 2 \\
\hline Terminated: (1 1 1) & \\
\hline & Starled Processing Contract 131 \\
\hline node: 2 & \\
\hline contract: 11 & 1 Time: 1488 \\
\hline internal event: node update & \\
\hline & -- Node Status -- \\
\hline \begin{tabular}{l}
node: 2 \\
contract: 11
\end{tabular} & \\
\hline internal event: node update & Node 1 \\
\hline & Executing: (4 1) \\
\hline From: 2 & Ready: NIL \\
\hline & Announced: (1 4 1) \\
\hline Suspended Contract 11 & Suspended: (1) \\
\hline & Terminated: NIL \\
\hline \multicolumn{2}{|l|}{: Time: 1318} \\
\hline & Node 2 \\
\hline & Executing: (131) \\
\hline \multirow[t]{3}{*}{-- Node Status --} & Ready: NIL \\
\hline & Announced: NIL \\
\hline & Suspended: (1 1) (2 1 1) \\
\hline Node 1 & Terminated: NIL \\
\hline \multicolumn{2}{|l|}{Executing: (4 1)} \\
\hline \multicolumn{2}{|l|}{Ready: NIL} \\
\hline \multicolumn{2}{|l|}{Announced: (1 4 1)} \\
\hline \multicolumn{2}{|l|}{Suspended: (1)} \\
\hline Terminatedi NIL & \\
\hline
\end{tabular}
Node 3
Executing: (12 2 1)
Ready: NIL
Announced: NIL
Suspended: \((2\) 1)
Terminated: NIL

Node 4
Executing: (1 2 1 1)
Ready: (1121)
Announced: NIL
Suspended: (3 1)
Terminated: NIL

Node 5
Executing: (2 4 1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: (111)
node: 1
contract: 21
internal event: bid check
: Time: 1404
```

-- Node Status --

```

Node 1
Executing: (4 1)
Ready: NIL
Announced: (1 4 1)
Suspended: (1)
Terminated: NIL

Node 2
Executing: (1 3 1)
Ready: NIL
Announced: NIL
Suspended: (1 1) (2 1 1)
Terminated: NIL

Node 3
Executing: (1 2 1)
Ready: NIL
Rnnounced: NIL
Suspended: (2 1)
Terminated: NIL

Node 4
Executing: (1 2 1 1)
Ready: (1 12 1)
Announced: NIL
Suspended: (3 1)
Terminated: NIL

Node 5
Execuling: (2 4 1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: \((1 \mid 11)\)
node: 3
contract: 21
internal event: pseudo contract
node: 4
contract: 21
internal event: pseudo contract
node: 5
contract: 21
internal event: pseudo contract
node: 1
contract: 41
Internal event: node update
- Time: 1488
-- Node Status --

Node 1
Execulling: NIL
Ready: NIL
Announced: (1 4 1)
Suspended: (4 1) (1)
Terminated: NIL

Node 2
Executing: (1 3 1)
Ready: NIL
Announced: NIL.
Suspended: (1 1) (2 111)
Terminated: NIL

Node 3
Executing: (1 2 1)
Ready: NIL
Announced: NIL
Suspended: (2 1)
Terminated: NIL

Node 4
Executing: (1 211 )
Ready: (1121)
Announced: NIL
Suspended: (3 1)
Terminated: NIL
\begin{tabular}{|c|c|}
\hline Node 5 & Node 1 \\
\hline Executing: (2 4 1) & Executing: NIL \\
\hline Ready: NIL & Ready: NIL \\
\hline Announced: NIL & Announced: (1 4 1) \\
\hline Suspended: NIL & Suspendeds (4 1) (1) \\
\hline Terminated: (1 1 1) & Terminated: NIL \\
\hline node: 3 & Node 2 \\
\hline contract: 121 & Executing: (131) \\
\hline internal events node update & Ready: NIL \\
\hline & Announced: NIL \\
\hline & Suspended: (1 1) (2 1 1) \\
\hline 8 Time: 1698 & Teriminated: NIL \\
\hline -- Node Status -- & Node 4 \\
\hline & Execuling: (1 2111\()\) \\
\hline & Ready: (1 1 2 1) \\
\hline Node 1 & Announcedi NIL \\
\hline Executing: NIL & Suspended: (3 1) \\
\hline Ready: NIL & Terminated: NIL \\
\hline Announced: (1 4 l 1 ) & \\
\hline Suspended: (4 1) (1) & \\
\hline Terminated: NIL & Node 5 \\
\hline & Ready: NIL \\
\hline Node 2 & Announced: NIL \\
\hline Executing: (1 3 1) & Suspended: NIL \\
\hline Ready: NIL & Terminated: (1 1 1) \\
\hline Announced: NIL & \\
\hline Suspended: (1 1) (2 1 1) & \\
\hline Terminated: NIL & node: 4 \\
\hline & contract: 31 \\
\hline & internal event: pseudo contract \\
\hline Node 4 & \\
\hline Executing: (12 1 1) & \\
\hline Ready: (1 12 1) & node: 5 \\
\hline Announced: NIL & contract: 31 \\
\hline Suspended: (3 1) & internal event: pseudo contract \\
\hline Terminated: NIL & \\
\hline & node: 2 \\
\hline Node 5 & contract: 111 \\
\hline Executing: (2 4 1) & internal ovents bid check \\
\hline Ready: NIL & \\
\hline Announced: NIL & \\
\hline Suspended: NIL & : Time: 1608 \\
\hline Terminated: (1 1 1) & \\
\hline & -- Node Status -- \\
\hline node: 1 & \\
\hline contract: 31 & \\
\hline internal event: bid check & \\
\hline & Executing: NIL Readu: NIL \\
\hline : Times 1684 & Announced: (1 4 1) \\
\hline & Suspended: (4 1) (1) \\
\hline & Terminated: NIL \\
\hline -- Node Status -- & \\
\hline
\end{tabular}

Node 2
Executing: (1 3 1)
Ready: NIL
Announced: NIL
Suspended: (1 1) (2 1 1)
Terminated: NIL

Node 4
Executing: (1) 211 )
Ready: (1 12 1)
Announced: NIL
Suspended: (3 1)
Terminated: NIL

Node 5
Executing: (2 4 1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: (111)
node: 5
contract: 111
internal event: pseudo contract
: Time: 1612

\section*{-- Node Status --}

Node 1
Executing: NIL
Ready: NIL
Announced: (1 4 1)
Suspended: (4 1) (1)
Terminated: NIL

Node 2
Executing: (1 3 1)
Ready: NIL
Announced: NIL
Suspended: (1 1) (2 1 1)
Terminated: NIL

Node 4
Executing: (1 211 )
Ready: (1 12 1)
Announced: NIL
Suspended: (3 1)
Terminatedi NIL

Node 5
Executing: (2 4 1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: (1 1 1)
contract: 1211
internal events node update
node: 4
contracts 1211
internal event: node update
From: 4
Torminated Contract 1211
: Time: 1613
-- Node Status .-

Node 1
Executing: NIL
Ready: NIL
Announced: (1 4 1)
Suspended: (4 1) (1)
Terminated: NIL

Node 2
Executing: (1 3 1)
Ready: NIL
Announced: NIL
Suspended: (1 1) (2 111)
Terminated: NIL

Node 4
Executing: (1 121 )
Ready: NIL
Announced: NIL
Suspended: (3 1)
Terminated, (1211)

Node 5
Executing: (2 4 1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: (1 1 1)

To: 2
From: 4
Type: final report
Contract: 1211
node: 4
contract: 1121
internal event: contract processing
From: 4
Started Processing Contract 1121
: Time: 1788
-- Node Status --

Node 1
Executing: NIL
Ready: NIL
Announced: (1 4 1)
Suspended: (4 1) (1)
Terminated: NIL

Node 2
Executing: (1 3 1)
Ready: (2 1 1)
Announced: NIL
Suspended: (1 1)
Terminated: NIL

Node 4
Executing: (1 12 1)
Ready: NIL
Announced: NIL
Suspended: (3 1)
Terminated: (1211)

Node 5
Executing: \((241)\)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: (1 1 1)
node: 5
contract: 241
internal event: node update
node: 5
contract: 241
internal event: node update
From: 5
Terminated Contract 241

8 Time: 1789
-- Node Status --

Node 1
Executing: NIL
Ready: NIL
Announced: (1 4 1)
Suspended: (4 1) (1)
Terminated: NIL

Node 2
Executing: (1 3 1)
Ready: (2 1 1)
Announced: NIL
Suspendedi (1 1)
Terminated: NIL

Node 4
Exacuting: (1121)
Ready: NIL
Announceds NIL
Suspendeds (3 1)
Terminated: (1211)

To: 1
From: 5
Type: final report
Conlracts 241
: Time: 1710
-- Node Status -

Node 1
Executing: (4 1)
Ready: NIL
Announced: (1 4 1)
Suspended: (1)
Terminated: NIL

Node 2
Exacuting: (1 3 1)
Ready: (2 1 1)
Announced: NIL
Suspended: (1 1)
Terminated: NIL

Node 4
Executing: (1 12 1)
Ready: NIL
Announced: NIL
Suspended: (3 1)
Terminated: (1211)
node: 1
contract: 41
internal events node update
node: 1
contract: 41
internal event: node update

From: 1
Suspended Contract 41
- Time: 1888
-- Node Status --


Node 1
Executing: NIL
Ready: NIL
Announced: (1 4 1)
Suspended: (4 1) (1)
Terminated: NIL

Node 2
Executing: (1) 3 )
Ready: (2 1 1)
Suspended. (1 1)
Suspended: (1 1)
Terminated: NIL

Node 4
Executing: (1 1 21 )
Ready: NIL
Announced: NIL
Suspended: (3 1)
Terminated: (1 2 1 \()\)
nodes 1
contract: 41
internal event: bid check
: Time: 1803

Node 1

Ready: NIL
Announced: (1 4 1)
Suspended: (4 1) (1)
Terminated: NIL

Node 2
Executing: (1 3 1)
Ready: (2 1 1)
Announced: NIL
Suspended: (11)
Terminated: NIL

Node 4
Executing: (1 12 1)
Ready: NIL
Announced: NIL
Suspended: (3 1)
Terminated: (」 2 1 1)
contract: 111
internal events pseudo contract
: Time: 1884

Exacuting: NIL
Ready: NIL
ced: (1 4 1)
Suspended: (4 1) (1)

Node 2
Executing: (1 3 1)
(2 1
Suspended: (11)
Terminated: NIL

Node 4
(1121)
unced: NIL
Suspended: (3 1)
Terminated: (1 2 11)
node: 1
internal event: pseudo contract
node: 2
contract: 211
node: 4
contracti \ 31
internal ovent: bld check
: Time: 1807

Executing: NIL
Ready: NIL
Suspended: (4 1) (1)
Terminated: NIL
Hode 2
Executing: (1 3 1)
Ready: (2 1 1)
Announced: NIL
Suspended: (1 1)
Terminated: NIL
\begin{tabular}{|c|}
\hline \multirow[t]{6}{*}{Node 4
Executing: \(\left(\begin{array}{llll}1 & 1 & 2 \\ \text { Ready: NIL } \\ \text { Pnnounced: }\end{array}\right.\)
Suspended:
S} \\
\hline \\
\hline \\
\hline \\
\hline \\
\hline \\
\hline
\end{tabular}
```

node: 2
contract: 1 1 1
internal event: pseudo contract

```
: Time: 1888
-- Node Status --
Node 1
Executing: NIL
Ready: NIL
Announced: (141)
Suspended: (4 1) (1)
Terminated: NIL
Node 2
Executing: (1 3 1)
Ready: (2 1 1)
Announced: NIL
Suspended: (1 1)
Terminated: NIL
Node 4
Executing: (11121)
Ready: NIL
Rnnounced: NIL.
Suspended: (3 1)
Terminated: (1 2 1 1)
node: 2
contract: 211
    internal event: pseudo contract
node: 2
contract: 131
internal event: pseudo contract
From: 2
Suspended Contract 211
: Time: 1810
-- Node Status --

Node 1
Executing: NIL
Ready: NIL
Announced: (1 4 1)
Suspendeds (4 1) (1)
Terminated: NIL

Node 2
Executing: (1) 3 1)
Ready: (2 1 1)
Announced: NIL
Suspended: (1 1)
Terminated: NIL

Node 4
Executing: (1 12 1)
Ready: NIL
Announced: NIL
Suspended: (3 1)
Terminated: (1 2 11)
node: 2
contracts 131
internal event: node update
From: 2
Generated Board--> Queen-rows: 314
node: 2
contract: 131
internal event: node update
node: 2
contract: 131
Internal event: node update
From: 2
Suspended Contract 131
: Time: 1811
-- Node Status --

Node 1
Executing: NIL
Ready: NIL
Announced: (1 4 1)
Suspended: (4 1) (1)
Terminated: NIL

Node 2
Executing: (2 1 1)
Ready: NIL
Announced: (1 1
Suspended: (1 3 1) (1 1)
Terminated: NIL
\begin{tabular}{|c|c|}
\hline Node 4 & To: 2 \\
\hline Executing: (1 1 21\()\) & From: 3 \\
\hline Ready: NIL & Type: bid \\
\hline Announced: NIL & Contract: 1131 \\
\hline Suspended: (31) & \\
\hline \multicolumn{2}{|l|}{Terminated: (1211)} \\
\hline & To: 2 \\
\hline & From: 5 \\
\hline To: \% & Type: bid \\
\hline From: 2 & Contract: 1131 \\
\hline \multicolumn{2}{|l|}{Type: lask announcement} \\
\hline \multicolumn{2}{|l|}{Contract: 1131} \\
\hline & To: 2 \\
\hline & From: 2 \\
\hline node: 2 & Type: final report \\
\hline \multicolumn{2}{|l|}{\multirow[t]{2}{*}{internal event: node update}} \\
\hline & \\
\hline & 1 Times 1813 \\
\hline \multicolumn{2}{|l|}{node: 2} \\
\hline \multicolumn{2}{|l|}{contract: 211} \\
\hline internal events node update & -- Node Status -- \\
\hline node: 2 & Node 1 \\
\hline contract: 211 & Executing: NIL \\
\hline \multirow[t]{2}{*}{Internal gventi node update} & Ready: NIL \\
\hline & Announced: (1 4 1) \\
\hline \multirow[t]{2}{*}{From: 2} & Suspended: (4 1) (1) \\
\hline & Terminaled: NIL \\
\hline \multicolumn{2}{|l|}{Terminated Contract 211} \\
\hline & Node 2 \\
\hline \multirow[t]{3}{*}{: Time: 1812} & Executing: (1) \\
\hline & Ready: NIL \\
\hline & Announced: NIL \\
\hline \multirow[t]{2}{*}{-- Node Status --} & Suspended: (13 1) \\
\hline & Terminated: ( 211\()\) \\
\hline \multicolumn{2}{|l|}{Node 1} \\
\hline Executing: NIL & Node 4 \\
\hline Ready: NIL & Exacuting: (1 121\()\) \\
\hline Announced: (1 41 ) & Ready: NIL \\
\hline Suspended: (4 1) (1) & Announced: NIL \\
\hline Terminated: NIL & \begin{tabular}{l}
Suspended: (3 1) \\
Terminated: (1 2 1 1)
\end{tabular} \\
\hline \multicolumn{2}{|l|}{Node 2} \\
\hline Executing: NIL & node: 2 \\
\hline Ready: NIL & contract: 11 \\
\hline Rnnounced: (1 1 3 1) & internal event: node update \\
\hline \multicolumn{2}{|l|}{Suspanded: (1 3 1) (1 1)} \\
\hline \multicolumn{2}{|l|}{Terminated: (2 1 1)} \\
\hline & \begin{tabular}{l}
node: 2 \\
contracti 11
\end{tabular} \\
\hline \multicolumn{2}{|l|}{Node 4 l internal ovenl: node update} \\
\hline \multicolumn{2}{|l|}{Executing: (1 1 2 1)} \\
\hline \multicolumn{2}{|l|}{Ready: NIL} \\
\hline \multicolumn{2}{|l|}{Rnnounced: NIL} \\
\hline \multicolumn{2}{|l|}{Suspended: (3 1)} \\
\hline \multicolumn{2}{|l|}{Terminated: (12 1 1)} \\
\hline To: 2 & \\
\hline From: 1 & \\
\hline Types bid & \\
\hline Contract: 1131 & \\
\hline
\end{tabular}
From: 1
Contract: 1131

```

node: 3
contract: 12 1
internal event: pseudo contract
From: 3

```
Suspended Contract 121
; Time: 2084
-- Node Status --
Node 1
Executing: (1131)
Ready: (1)
Announced: (1 4 1)
Suspended: (4 1)
Terminated: NIL
Node 4
Executing: (1 12 1)
Ready: NIL
Announced: NIL
Suspended: (3 1)
Terminated: (1 21 1)
node: 1
contract: 141
internal event: bid check
: Time: 2905
-- Node Status --
Node 1
Executing: (11 13 1)
Ready: (1)
Announced: (1 4 1)
Suspended: (4 1)
Terminated: NIL
Node 4
Executing: (1121)
Ready: NIL
Announced: NIL
Suspended: (3 1)
Terminated: (1 2 11)

To: *
From: 1
Type: task announcement
Contract: 141
: Time: 2006
-- Node Status --

Nade 1
Executing: (11131)
Ready: (1)
Rnnounced: (1 4 1)
Suspended: (4 1)
Teriminated: NIL

Node 4
Executing: (1121)
Ready: NIL
Announced: NIL
Suspended: (3 1)
Terminateds (1 2 11)

To: 1
From: 2
Type: bid
Contract: 141

To: 1
From: 3
Types bid
Contract: 141

To: 1
From: 5
Type: bld
Contract: 141
: Time: 2008
-- Node Status --

Nodo 1
Execuling: (1 1 3 1)
Ready: (1)
Rnnounced: NIL
Suspended: (4 1)
Terminated: NIL

Node 4
Executing: (1 12 1)
Ready: NIL
Announceds NIL
Suspended: (3 1)
Terminated: (12 11)

To: 2
From: 1
Type: standard award
Contract: 141
node: 2
contract: 141
internal event: contract processing
From: 2
Started Processing Contract 141
: Time: 2013
```

-- Node Status --

```

Node 1
Executing: (1 131 )
Ready: (I)
Announced: NIL
Suspended: (4 1)
Terminated: NIL

Node 2
Executing: (1) 4 1)
Ready: NIL
Announced: NIL
Suspended: (1 3 1)
Terminated: (1 1) (2 111)

Node 4
Executing: (1 1 2 1)
Ready: NIL
Announced: NIL
Suspended: (3 1)
Terminated: (1 2 11)
node: 4
contract: 1121
internal event: node update
From: 4
Generated Board--> Queen-rows: 2413
node: 4
contract: 1121
internal event: node update
node: 4
contract: 1121
internal event: node update
From: 4
Terminated Contract 1121
- Time: 2814
-- Node Status --

Node 1
Executing: (11 131 )
Ready: (1)
Announced: NIL
Suspended: (4 1)
Terminated: NIL

Node 2
Executing: (1 4 1)
Ready: NIL
Rnnounced: NIL
Suspended: (1 3 1)
Terminated: (1 1) (2 1 1)

To: 3
From: 4
Type: final report
Contract: 1121

1 Time: 2015
-- Node Status --

Node 1
Executing: (11131)
Ready: (1)
Announced: NIL
Suspended: (4 1)
Terminated: NIL

Node 2
Executing: (1 4 1)
Ready: NIL
Announced: NIL
Suspended: (1 3 1)
Terminated: (1 1) (2 1 1)

Node 3
Executing: (1 2 1)
Ready: NIL
Announced: NIL
Suspended: (2 1)
Terminated: NIL
```

node: 3
contract: 1 21
internal event: node update
node: 3
contract: 1 2 1
internal event: node update
node: 3
contract: 121
Internal event: node update
From: 3
Terminated Contract \& 2 1

- Time: 2016
-- Node Status --
Node 1
Executing: (1 1 3 1)
Ready: (1)
Rnnounced: NIL
Suspended: (4 1)
Terminated: NIL
Node 2
Executing: (1 4 1)
Ready: NIL
Announced: NIL
Suspended: (1 3 1)
Terminated: (1 1) (2 1 1)
To: 3
From: 3
Type: final report
Contract: 121
:Time: 2017
-- Node Status --
Node 1
Executing: (1 1 3 1)
Ready: (1)
Announced: NIL
Suspended: (4 1)
Terminated: NIL

```

Node 2
Executing: (1 4 1)
Ready: NIL
Announced: NIL
Suspended: (1 3 1)
Terminated: (1 1) (2 1 1)
```

```
Node 3
```

```
Node 3
Executing: (2 1)
Executing: (2 1)
Ready: NIL
Ready: NIL
Announced: NIL
Announced: NIL
Suspended: NIL
Suspended: NIL
Terminated: (1 2 1)
Terminated: (1 2 1)
node: 3
node: 3
contract: 2 1
contract: 2 1
Internal event: node update
Internal event: node update
node: 3
node: 3
contract: 2 1
contract: 2 1
Internal event: node update
Internal event: node update
node: 3
node: 3
contract: 2 & 
contract: 2 & 
Internal event: node update
Internal event: node update
From: 3
From: 3
Torminated Contract 2 1
Torminated Contract 2 1
| Time: 2018
| Time: 2018
-- Node Status --
```

-- Node Status --

```
Node 1
Executing: (1 1
Ready: (1)
Announced: NIL
Suspended: (4 1)
Terminated: NIL
Node 2
Executing: (1 4 1)
Ready: NIL
Announced: NIL
Suspended: (1 3 1)
Terminated: (1 1) (2 1 1)
To: 1
From: 3
Type: final report
Contract: 21
1 Time: 2188
-- Node Status --
```

Node 1
Executing: (1131)
Ready: (1)
Announced: NIL
Suspended: (4 1)
Terminated: NIL


| ```node: 1 contraci: 1 internal event: node update``` | node: 2 <br> contract: 141 <br> internal event: node update |
| :---: | :---: |
|  | From: 2 |
| node: 1 - 1 |  |
| internal event: node update | Generated Board--> Queen-rows: 413 |
| From: 1 | node: 2 |
|  | contract: 141 |
| Suspended Contract 1 | Internal event: node update |
| : Time: 2204 | 8 Time: 2469 |
| -- Node Status -- | -- Node Status -- |
| Node 2 | Node 2 |
| Executing: (1 4 1) | Exacuting: (1) ¢ 1) |
| Ready: (1 3 1) | Ready: (1 3 1) |
| Rnnounced: NIL | Announced: (1 1 ¢ 1) |
| Suspended: NIL | Suspendedi NIL |
| Terminated: (1 1) (2 1 1) | Terminateds (1 1) (2 1 1) |
| nodes 1 <br> contract: 241 <br> Internal event: bld check | Tor * |
|  | From: 2 |
|  | Type: task announcement |
|  | Contracti 1141 |
| : Time: 2288 |  |
|  | - Time: 2418 |
| -- Node Status -- |  |
|  | -- Node Status -- |
| Node 2 |  |
| Executing: (1 4 1) | Node 2 |
| Ready: (1 3 1) | Executing: (1) 411$)$ |
| Announced: NIL | Ready: (1 3 1) |
| Suspended: NIL | Announced: (1 141) |
| Terminated: (1 1) (2 1 1) | Suspended: NIL |
| node: 5 |  |
|  |  |
| contract: 241 | Tos 2 |
| internal event: pseudo contract | From: 1 |
|  | Type: bld |
|  | Contracts 1141 |
| : Time: 2488 |  |
| -- Node Status -- | To: 2 |
|  | From: 3 |
|  | Type: bid <br> Contract: 1141 |
| Node 2 |  |
| Executing: (1 4 1) |  |
| Ready: (13 1) | To: 2 |
| Announced: NIL | From: 4 |
| Suspended: NIL | Type: bid |
| Terminated: (1 1) (2 1 1) | Contract: 1141 |


: Time: 2508
-- Node Status --

Node 1
Executing: (1 1 4 1)
Ready: NIL
Announced: NIL
Suspended: (1) (4 1)
Terminated: (11131)

Node 2
Executing: (1) 4 1)
Ready: (1 3 1)
Announced: NIL
Suspended: NIL
Terminated: (1 1) (2 1 1)
node: 2
contract: 141
Internal event: node update
: Time: 2509
-- Node Status --

Node 1
Executing: (11141)
Ready: NIL
Announced: NIL
Suspended! (1) (4 1)
Terminated: (1 13 1)

```
Node 2
Executing: (1 3 1)
Ready: NIL
Announced: NIL
Suspended: (1 4 1)
Terminated: (1 1) (2 1 1)
node: 2
contract: 1 3 1
internal event: node update
node: 2
contract: 1 3 1
internal event: node update
node: 2
contract: 1 31
internal event: node update
From: 2
Terminated Contract \ 3 1
:Time: 2518
-- Node Status ---
```

Node 1
Executing: (11141)
Ready: NIL
Announced: NIL
Suspended: (1) (4 1)
Terminated: (1) 13 1)
To: 4
From: 2
Type: final report
Contract: 131
: Time: 2511
-- Node Siatus --

Node 1
Executing: (1141)
Ready: NIL
Announced: NIL
Suspended: (1) (4 1)
Terminated: (11 1


Executing: (1 141 )
Ready: (1)
Announced: NIL
Suspended: (4 1)
Terminated: (1 13 1)

```
Node 1
Executing: (1)
Ready: NIL
Rnnounced: NIL
Suspended: (4 1)
Terminated: (1 1 a l) (1 1 3 1)
```

To: 2
From: 1
Type: final report
Contracta 1161
node: 1
contract: 1
Internal event: node update
node: 1
contract: 1
internal event: node update
From: 1
Suspended Contract 1
: Time: 2914
-- Node Status --
Node 2
Executing: (1 4 1)
Ready: NIL
Announced: NIL
Suspended: NIL
Terminated: (1 3 1) (1 1) (2 1 1)
node: 2
contract: 141
internal event: node update
node: 2
contract: 141
internal event: node update
node: 2
contract: 141
internal event: node update
From: 2
Terminated Contract 141
: Time: 2915
-- Node Status --

To: 1
From: 2
Type: final report
Contract: 141

- Time: 2916
-- Node Status --

Node 1
Executing: (4 1)
Ready: NIL
Announced: NIL
Suspended: (1)
Terminated: (1 1 4 1) (1 131 )
node: 1
contract: 41
internal event: node update
node: 1
contract: 41
internal event: node update
node: 1
contract: 41
internal event: node update
From: 1
Terminated Contract 41

1 Time: 2917
-- Node Status --

To: 1
From: 1
Type: linal report
Contract: 41
: Time: 2918
-- Node Status --

Node 1
Executing: (1)
Ready: NIL
Announced: NIL
Suspended: NIL
Torminateds ( 4 1) ( $1 \times 1 \times 1)\left(\begin{array}{lllll}1 & 1 & 3\end{array}\right)$
node: 1
contract: 1
internal event: node update
node: 1
contract: 1 internal event: node update
node: 1
contract: 1
internal event: node update
From: 1
Terminated Contract 1
: Time: 2919
-- Node Status --

To: 8
From: 1
Type: final report
Contract: 1
Solutions Found:
Queen-rows: 3142
Queen-rows: 2413
; Time: 3804
-- Node Status --
node: 1
contract: 141
internal event: bid check
: Time: 3008
-- Node Status --

## node: 2

contract: 141
internal event: pseudo contract
node: 3
contract: 141
internal event: pseudo contract
node: 5
contract: 141
Internal eventt psoudo contract
From: 2
Suspended Contract 141

1 Time: 3408

```
-- Node Status --
```

node: 2
contract: 1141
internal event: bid check
: Time: 3412
-- Node Status --
node: 1
contract: 1141
internal event: pseudo contract
node: 3
contract: 1141
Internal event: pseudo contract
node: 4
contract: $1 \perp 41$
internal event: pseudo contract
node: 5
contract: 1141
internal event: pseudo contract


Time Units to Completion:2919
Processor Node Utilization Statistics

| -------------------------------------- |  |
| :---: | :---: |
| Node | Utilization |
| 1 | .7553957 |
| 2 | .7211374 |
| 3 | .3429257 |
| 4 | .4799589 |
| 5 | .3422485 |

Mean Processor Node Utilization: . 5283316
Standard Deviation: . 2808483
Another task 【YES 〕** No
NIL

